Изображение в Java - это объект класса Image или его потомка BufferedImage.

Класс Image

Абстрактный класс Image - это суперкласс для всех классов, представляющих графические изображения. Изображение должно быть получено способом, зависящим от платформы.

Поля класса Image

|  |  |
| --- | --- |
| **Модификатор и тип** | **Поле и описание** |
| protected float | [**accelerationPriority**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html#accelerationPriority)  Приоритет для ускорения этого изображения. |
| static int | [**SCALE\_AREA\_AVERAGING**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html#SCALE_AREA_AVERAGING)  Используется алгоритм масштабирования изображения с усреднением по площади. |
| static int | [**SCALE\_DEFAULT**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html#SCALE_DEFAULT)  Использование алгоритма масштабирования изображения по умолчанию. |
| static int | [**SCALE\_FAST**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html#SCALE_FAST)  Выбор алгоритма масштабирования изображения, который придает более высокий приоритет скорости масштабирования, чем плавности получаемого масштабируемого изображения. |
| static int | [**SCALE\_REPLICATE**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html#SCALE_REPLICATE)  Использование алгоритма масштабирования изображения, реализованного в классе ReplicateScaleFilter. |
| static int | [**SCALE\_SMOOTH**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html#SCALE_SMOOTH)  Выбор алгоритма масштабирования изображения, который отдает более высокий приоритет плавности изображения, нежели скорости масштабирования. |
| static [**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) | [**UndefinedProperty**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html#UndefinedProperty)  Объект UndefinedProperty должен быть возвращен всякий раз, когда извлекается свойство, которое не было определено для конкретного изображения. |

Методы класса Image

|  |  |
| --- | --- |
| **Модификатор и тип** | **Метод и описание** |
| void | [**flush**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html#flush--)()  Сбрасывает все восстанавливаемые ресурсы, используемые этим объектом изображения.   Сюда входят любые пиксельные данные, которые кэшируются для отображения на экране, а также любые системные ресурсы, которые используются для хранения данных или пикселей для изображения, если их можно воссоздать. Изображение сбрасывается в состояние, аналогичное тому, в котором оно было впервые создано, так что, если оно снова будет отображено, данные изображения должны быть воссозданы или извлечены снова из его источника.  Примеры того, как этот метод влияет на определенные типы объектов изображения:   * Объекты BufferedImage оставляют первичный растр, в котором хранятся их пиксели, нетронутыми, но удаляют всю кэшированную информацию об этих пикселях, такую как копии, загруженные на аппаратное обеспечение дисплея, для ускорения блицев. * Объекты изображения, созданные с помощью компонентных методов, которые принимают ширину и высоту, оставляют свой основной буфер пикселей нетронутым, но вся кэшированная информация освобождается так же, как это делается для объектов BufferedImage. * Объекты Volatile Image освобождают все свои пиксельные ресурсы, включая их первичную копию, которая обычно хранится на аппаратном обеспечении дисплея, где ресурсов недостаточно. Эти объекты могут быть позже восстановлены с помощью их метода [validate](https://docs.oracle.com/javase/8/docs/api/java/awt/image/VolatileImage.html#validate-java.awt.GraphicsConfiguration-) * Объекты изображения, созданные инструментарием и классами компонентов, которые загружаются из файлов, URL-адресов или создаются [ImageProducer](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageProducer.html), выгружаются, и все локальные ресурсы освобождаются. Эти объекты могут быть позже перезагружены из их исходного источника по мере необходимости при их визуализации, как и при их первом создании. |
| float | [**getAccelerationPriority**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html#getAccelerationPriority--)()  Возвращает текущее значение приоритета ускорения.  **Возвращает:**  значение от 0 до 1 включительно, которое представляет текущее значение приоритета |
| [**ImageCapabilities**](https://docs.oracle.com/javase/8/docs/api/java/awt/ImageCapabilities.html) | [**getCapabilities**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html#getCapabilities-java.awt.GraphicsConfiguration-)([**GraphicsConfiguration**](https://docs.oracle.com/javase/8/docs/api/java/awt/GraphicsConfiguration.html) gc)  Возвращает объект ImageCapabilities, который можно запросить относительно возможностей этого изображения в указанной графической конфигурации.  Это позволяет программистам узнать больше информации времени выполнения для конкретного объекта изображения, который они создали. Например, пользователь может создать BufferedImage, но в системе может не остаться видеопамяти для создания изображения такого размера в данной графической конфигурации, поэтому, хотя объект может быть ускоряемым в принципе, он не имеет такой возможности в этой графической конфигурации.  **Параметры:**  gc – объект GraphicsConfiguration. Значение null для этого параметра приведет к получению возможностей изображения по умолчанию GraphicsConfiguration.  **Возвращает:**  Объект ImageCapabilities, который содержит возможности Image в указанной графической конфигурации. |
| abstract [**Graphics**](https://docs.oracle.com/javase/8/docs/api/java/awt/Graphics.html) | [**getGraphics**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html#getGraphics--)()  Возвращает графический контекст для рисования изображения. |
| abstract int | [**getHeight**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html#getHeight-java.awt.image.ImageObserver-)([**ImageObserver**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageObserver.html) observer)  Возвращает высоту изображения.  Если высота еще не известна, метод возвращает -1 и указанный объект ImageObserver уведомляется об этом.  **Параметры:**  observer - объект, ожидающий загрузки изображения.  **Возвращает:**  высота этого изображения или -1, если высота еще не известна. |
| abstract [**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) | [**getProperty**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html#getProperty-java.lang.String-java.awt.image.ImageObserver-)([**String**](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html) name, [**ImageObserver**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageObserver.html) observer)  Получает свойство этого изображения по имени.  Имена отдельных свойств определяются различными форматами изображений. Если свойство не определено для конкретного изображения, этот метод возвращает объект UndefinedProperty.  Если свойства для этого изображения еще не известны, метод возвращает null, и объект ImageObserver уведомляется об этом.  Имя свойства "comment" должно использоваться для хранения необязательного комментария, который может быть представлен приложению как описание изображения, его источника или его автора.  **Параметры:**  name - имя свойства.  observer - объект, ожидающий загрузки этого изображения.  **Возвращает:**  значение именованного свойства. |
| [**Image**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html) | [**getScaledInstance**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html#getScaledInstance-int-int-int-)(int width, int height, int hints)  Создает масштабированную версию этого изображения.  Возвращается новый Image объект, который будет содержать изображение в указанными width и height. Новый Image объект может загружаться асинхронно, даже если исходное изображение уже загружено полностью.  Если width или height является отрицательным числом, то подставляется значение для сохранения соотношения сторон исходных размеров изображения. Если оба width и height являются отрицательными, то используются исходные размеры изображения.  **Параметры:**  width - ширина, до которой нужно масштабировать изображение.  height - высота, на которую нужно масштабировать изображение.  hints - флаги, указывающие тип алгоритма, который будет использоваться для повторной выборки изображения.  **Возвращает:**  масштабированную версию изображения. |
| abstract [**ImageProducer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageProducer.html) | [**getSource**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html#getSource--)()  Возвращает объект, который создает пиксели для изображения.  Метод вызывается классами фильтрации изображений и методами, которые выполняют преобразование и масштабирование изображений.  **Возвращает:**  производителя изображения, который создает пиксели для этого изображения. |
| abstract int | [**getWidth**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html#getWidth-java.awt.image.ImageObserver-)([**ImageObserver**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageObserver.html) observer)  Возвращает ширину изображения. Если ширина еще не известна, этот метод возвращает -1 и указанный объект ImageObserver уведомляется об этом.  **Параметры:**  observer - объект, ожидающий загрузки изображения.  **Возвращает:**  ширину изображения или -1, если ширина еще не известна. |
| void | [**setAccelerationPriority**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html#setAccelerationPriority-float-)(float priority)  Устанавливает, насколько важно ускорение для этого изображения.  Сведения о приоритете используются для сравнения с приоритетами других объектов изображения при определении того, как использовать ограниченные ресурсы ускорения, такие как видеопамять.  Если возможно ускорить это изображение и если для обеспечения этого ускорения недостаточно ресурсов, но они могут быть высвобождены путем лишения ускорения какого-либо другого изображения с более низким приоритетом. Изображения, имеющие одинаковый приоритет, занимают ресурсы в порядке очереди FIFO.  **Параметры:**  priority - значение от 0 до 1 включительно, где более высокие значения указывают на большую важность ускорения. Значение 0 означает, что это изображение никогда не должно ускоряться. Другие значения используются для определения приоритета ускорения относительно других изображений.  **Исключение:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если priority меньше 0 или больше 1. |

Поскольку класс Image является абстрактным, то создать объект этого класса с помощью оператора new невозможно. Его можно получить с помощью метода getToolkit класса Component:

Image img = getToolkit.getImage(“C:\\Images\\im.gif”);

или используя статический метод getDefaultToolkit класса Toolkit:

Image img = Toolkit.getDefaultToolkit.getImage(“C:\\Images\\im.gif”);

Кроме этого класс Toolkit содержит несколько методов createImage, возвращающих ссылку на объект Image:

|  |  |
| --- | --- |
| Модификатор и тип | **Метод и описание** |
| [**Image**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html) | [**createImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/Toolkit.html#createImage-byte:A-)(byte[] imagedata)  Создает изображение, которое декодирует изображение, хранящееся в указанном массиве байтов.  Данные должны быть в формате GIF или JPEG.  **Параметры:**  imagedata - массив байтов, представляющий данные изображения в поддерживаемом формате изображения.  **Возвращает:**  изображение. |
| abstract [**Image**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html) | [**createImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/Toolkit.html#createImage-byte:A-int-int-)(byte[] imagedata, int imageoffset, int imagelength)  Создает изображение, хранящееся в указанном массиве байтов, с указанным смещением и длиной. Данные должны быть в формате GIF или JPEG.  **Параметры:**  imagedata - массив байтов, представляющий данные изображения в поддерживаемом формате изображения.  imageoffset - смещение начала данных в массиве.  imagelength - длина данных в массиве.  **Возвращает:**  изображение. |
| abstract [**Image**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html) | [**createImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/Toolkit.html#createImage-java.awt.image.ImageProducer-)([**ImageProducer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageProducer.html) producer)  Создает изображение с указанным производителем изображений.  **Параметры:**  producer - производитель изображений, который будет использоваться.  **ВОЗВРАТ:**  изображение с указанным производителем изображений. |
| abstract [**Image**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html) | [**createImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/Toolkit.html#createImage-java.lang.String-)([**String**](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html) filename)  Возвращает изображение, которое получает пиксельные данные из указанного файла. Возвращаемое изображение представляет собой новый объект, который не будет использоваться совместно с любым другим вызывающим этот метод или его вариантом getImage.  Этот метод сначала проверяет, установлен ли диспетчер безопасности. Если это так, метод вызывает метод security manager checkReadс указанным файлом, чтобы гарантировать, что создание образа разрешено.  **Параметры:**  filename - имя файла, содержащего пиксельные данные в распознанном формате файла.  **Возвращает:**  изображение, которое получает свои пиксельные данные из указанного файла.  **Выбрасывает исключения:**  [SecurityException](https://docs.oracle.com/javase/8/docs/api/java/lang/SecurityException.html) - если диспетчер безопасности существует и его метод checkRead не разрешает операцию. |
| abstract [**Image**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html) | [**createImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/Toolkit.html#createImage-java.net.URL-)([**URL**](https://docs.oracle.com/javase/8/docs/api/java/net/URL.html) url)  Возвращает изображение, которое получает пиксельные данные из указанного URL. Возвращаемое изображение представляет собой новый объект, который не будет использоваться совместно с любым другим вызывающим этот метод или его вариантом getImage.  Этот метод сначала проверяет, установлен ли диспетчер безопасности. Если это так, метод вызывает метод checkPermission менеджера безопасности с разрешением url.openConnection().getPermission(), чтобы гарантировать, что создание образа разрешено. Для совместимости с менеджерами безопасности до версии 1.2, если доступ запрещен с помощью FilePermission или SocketPermission, метод выбрасывает SecurityException, если соответствующий метод SecurityManager.checkXXX в стиле 1.1 также отклоняет разрешение.  **Параметры:**  url - URL-адрес для использования при извлечении пиксельных данных.  **Возвращает:**  изображение, которое получает свои пиксельные данные из указанного URL.  **Выбрасывает исключения:**  [SecurityException](https://docs.oracle.com/javase/8/docs/api/java/lang/SecurityException.html) - если менеджер безопасности существует и его метод checkPermission не разрешает операцию. |

**Пример создания изображения из файла**

Перед выполнением примера разместите в каталоге images файл с именем sa.jpg.

**Структура проекта**

![](data:image/png;base64,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)

**package** createImage;

**import** java.awt.\*;

**import** javax.swing.JFrame;

**import** javax.swing.JPanel;

**public** **class** ImageWithApplication **extends** JFrame

{

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

Image img2;

**int** h, w;

**public** ImageWithApplication( )

{

**super**("Изображениe в окне");

//Получаем размеры экрана

h = Toolkit.*getDefaultToolkit*().getScreenSize().height;

w = Toolkit.*getDefaultToolkit*().getScreenSize().width;

//Устанавливаем размеры окна равными размеру экрана

setSize(w, h);

//Отключаем менеджер компоновки

**this**.setLayout(**null**);

setDefaultCloseOperation(JFrame.***EXIT\_ON\_CLOSE***);

setVisible(**true**);

}

**public** **void** paint(Graphics g)

{

//Изображение из файла

//Создаем панель

JPanel p1 = **new** JPanel();

//Определяем положение в окне и размер панели

p1.setBounds(w/4, h/4, w/2, h/2);

//Добавляем панель в окно

**this**.add(p1);

//Получаем графический контекст панели

Graphics2D gp1 = (Graphics2D) p1.getGraphics();

//Создаем изображение из файла

Image img = Toolkit.*getDefaultToolkit*().getImage("images/sa.jpg");

//Определяем размеры изображения

**int** imh = img.getHeight(**this**);

**int** imw = img.getWidth(**this**);

//Масштабируем изображение так, чтобы оно уместилось на панели

gp1.scale(0.5\*(h/imh), 0.5\*(w/imw));

//Выводим изображение в панель

gp1.drawImage(img, 0, 0, **this**);

}

**public** **static** **void** main( String args[])

{

**new** ImageWithApplication();

}

}

**Модель «Производитель - Потребитель»**

AWT использует две модели обработки изображений; модель «Производитель - Потребитель» (Producer - Consumer) и модель с прямым доступом (immediate mode model).

Согласно модели «Производитель - Потребитель» производитель *генерирует сам или преобразует полученную из другого места* продукцию (в данном случае набор пикселей) и передает ее другим объектам (потребителям). Потребители *получают продукцию и при необходимости тоже преобразуют ее*. Только после этого создается объект класса Image и изображение выводится на экран. У одного производителя может быть несколько потребителей. Чтобы потребитель мог получать продукцию, он должен быть зарегистрирован у производителя. Производитель и потребитель взаимодействуют, вызывая методы друг друга.

Модель «Производитель – Потребитель» описана в двух интерфейсах пакета java.awt.image – ImageProducer и ImageConsumer.

Интерфейс ImageProducer

Интерфейс для объектов, которые могут создавать данные изображения для изображений. Каждое изображение содержит ImageProducer, который используется для восстановления изображения всякий раз, когда это необходимо, например, когда масштабируется новый размер изображения, или, когда запрашивается ширина или высота изображения.

Этот интерфейс реализуют классы [MemoryImageSource](https://docs.oracle.com/javase/8/docs/api/java/awt/image/MemoryImageSource.html), [FilteredImageSource](https://docs.oracle.com/javase/8/docs/api/java/awt/image/FilteredImageSource.html) и [RenderableImageProducer](https://docs.oracle.com/javase/8/docs/api/java/awt/image/renderable/RenderableImageProducer.html).

Методы интерфейса ImageProducer

|  |  |
| --- | --- |
| **Модификатор и тип** | **Способ и описание** |
| void | [**addConsumer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageProducer.html#addConsumer-java.awt.image.ImageConsumer-)([**ImageConsumer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html) ic)  Регистрирует ImageConsumerв ImageProducerдля доступа к данным изображения во время последующей реконструкции Image.  ImageProducer по своему усмотрению может начать доставку данных изображения потребителю с помощью интерфейса ImageConsumer  немедленно или когда следующая доступная реконструкция изображения запускается вызовом startProduction.  **Параметры:**  ic - указанный ImageConsumer |
| boolean | [**isConsumer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageProducer.html#isConsumer-java.awt.image.ImageConsumer-)([**ImageConsumer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html) ic)  Определяет, зарегистрирован ли указанный ImageConsumerобъект в настоящее время в этом ImageProducer в качестве одного из его потребителей.  **Параметры:**  ic - указанный ImageConsumer  **Возвращает:**  true если указанный ImageConsumer зарегистрирован с этим ImageProducer; false в противном случае. |
| void | [**removeConsumer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageProducer.html#removeConsumer-java.awt.image.ImageConsumer-)([**ImageConsumer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html) ic)  Удаляет указанный ImageConsumer объект из списка потребителей, зарегистрированных в настоящее время для получения данных изображения.  Удаление пользователя, который в данный момент не зарегистрирован, не считается ошибкой. ImageProducer cледует прекратить отправку данных этому потребителю как можно скорее.  **Параметры:**  ic - указанный ImageConsumer |
| void | [**requestTopDownLeftRightResend**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageProducer.html#requestTopDownLeftRightResend-java.awt.image.ImageConsumer-)([**ImageConsumer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html) ic)  Запрашивает от имениImage Consumer, что ImageProducer попытался повторно отправить данные изображения еще раз в порядке СВЕРХУ ВНИЗ, чтобы можно было использовать алгоритмы преобразования более высокого качества, которые зависят от порядка приема пикселей, для получения лучшей выходной версии изображения.  ImageProducer может игнорировать этот вызов, если он не может повторно отправить данные в таком порядке. Если данные могут быть повторно отправлены, ImageProducer должен ответить, выполнив следующий минимальный набор ImageConsumer вызовы методов:  ic.setHints(TOPDOWNLEFTRIGHT | < otherhints >);  ic.setPixels(...);  ic.imageComplete();  **Параметры:**  ic - указанный ImageConsumer |
| void | [**startProduction**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageProducer.html#startProduction-java.awt.image.ImageConsumer-)([**ImageConsumer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html) ic)  Регистрирует указанный объект ImageConsumer в качестве потребителя и запускает немедленную реконструкцию данных изображения, которые затем будут доставлены этому потребителю и любому другому потребителю, который, возможно, уже зарегистрирован у производителя.  Этот метод отличается от метода addConsumer тем, что воспроизведение данных изображения должно быть запущено как можно скорее.  **Параметры:**  ic - указанный ImageConsumer |

Класс [MemoryImageSource](https://docs.oracle.com/javase/8/docs/api/java/awt/image/MemoryImageSource.html)

Этот класс является реализацией интерфейса ImageProducer, который использует массив для получения значений пикселей для изображения. Вот пример, который вычисляет изображение размером 100 x100 пикселей:

int w = 100;

int h = 100;

int pix[] = new int[w \* h];

int index = 0;

for (int y = 0; y < h; y++) {

int red = (y \* 255) / (h - 1);

for (int x = 0; x < w; x++) {

int blue = (x \* 255) / (w - 1);

pix[index++] = (255 << 24) | (red << 16) | blue;

}

}

Image img = createImage(new MemoryImageSource(w, h, pix, 0, w));

MemoryImageSource способен управлять изображением в памяти, которое изменяется с течением времени, позволяя анимацию или пользовательский рендеринг. Ниже приводится пример, показывающий, как настроить источник анимации и сигнализировать об изменениях в данных:

int pixels[];

MemoryImageSource source;

public void init() {

int width = 50;

int height = 50;

int size = width \* height;

pixels = new int[size];

int value = getBackground().getRGB();

for (int i = 0; i < size; i++) {

pixels[i] = value;

}

source = new MemoryImageSource(width, height, pixels, 0, width);

source.setAnimated(true);

image = createImage(source);

}

public void run() {

Thread me = Thread.currentThread( );

me.setPriority(Thread.MIN\_PRIORITY);

while (true) {

try {

Thread.sleep(10);

} catch( InterruptedException e ) {

return;

}

// Изменение значений в массиве пикселей (x, y, w, h)

// Посылка новых данных заинтересованным потребителям

source.newPixels(x, y, w, h);

}

}

Класс FilteredImageSource

Конструктор:

public FilteredImageSource([ImageProducer](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageProducer.html) orig,[ImageFilter](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageFilter.html) imgf)

Создает объект ImageProducer из существующего ImageProducer и объекта filter.

Параметры:

orig - определяет ImageProducer

imgf - определяет ImageFilter

Этот класс представляет собой реализацию интерфейса ImageProducer, который *берет существующее изображение и объект фильтра и использует их для создания данных изображения для новой отфильтрованной версии* исходного изображения. Следующий пример демонстрирует фильтрацию изображения, меняя местами красные и синие компоненты:

Image src = getImage("…");

ImageFilter colorfilter = new RedBlueSwapFilter();

Image img = createImage(new FilteredImageSource(src.getSource(),

colorfilter));

Класс ImageFilter будет описан далее.

Класс RenderableImageProducer

*Класс адаптера*, который реализует ImageProducer для обеспечения асинхронного создания отображаемого изображения. Размер ImageConsumer определяется масштабным коэффициентом преобразования usr2dev в RenderContext. Если значение RenderContext равно null, используется рендеринг RenderableImage по умолчанию. Этот класс реализует асинхронное производство, которое создает изображение в одном потоке с одним разрешением. Этот класс может быть подклассом для реализации версий, которые будут отображать изображение с использованием нескольких потоков. Эти потоки могут отображать либо одно и то же изображение с постепенно улучшающимся качеством, либо разные участки изображения с одним разрешением.

Конструктор:

[RenderableImageProducer](https://docs.oracle.com/javase/8/docs/api/java/awt/image/renderable/RenderableImageProducer.html#RenderableImageProducer-java.awt.image.renderable.RenderableImage-java.awt.image.renderable.RenderContext-)([RenderableImage](https://docs.oracle.com/javase/8/docs/api/java/awt/image/renderable/RenderableImage.html) rdblImage, [RenderContext](https://docs.oracle.com/javase/8/docs/api/java/awt/image/renderable/RenderContext.html) rc)

Создает новый RenderableImageProducer из RenderableImage и RenderContext.

Параметры:

rdblImage - визуализируемое изображение, которое должно быть отображено.

rc - RenderContext, используемый для создания пикселей.

|  |  |
| --- | --- |
| **Модификатор и тип** | **Способ и описание** |
| void | [**addConsumer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/renderable/RenderableImageProducer.html#addConsumer-java.awt.image.ImageConsumer-)([**ImageConsumer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html) ic)  Добавляет ImageConsumer в список потребителей, заинтересованных в данных для этого изображения. |
| boolean | [**isConsumer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/renderable/RenderableImageProducer.html#isConsumer-java.awt.image.ImageConsumer-)([**ImageConsumer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html) ic)  Определите, есть ли ImageConsumer в списке потребителей, которые в настоящее время заинтересованы в данных для этого изображения. |
| void | [**removeConsumer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/renderable/RenderableImageProducer.html#removeConsumer-java.awt.image.ImageConsumer-)([**ImageConsumer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html) ic)  Удалите ImageConsumer из списка потребителей, заинтересованных в данных для этого изображения. |
| void | [**requestTopDownLeftRightResend**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/renderable/RenderableImageProducer.html#requestTopDownLeftRightResend-java.awt.image.ImageConsumer-)([**ImageConsumer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html) ic)  Запрашивает, чтобы для данного ImageConsumer данные изображения были доставлены еще раз в порядке сверху вниз, слева направо. |
| void | [**run**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/renderable/RenderableImageProducer.html#run--)()  Выполняемый метод для этого класса. |
| void | [**setRenderContext**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/renderable/RenderableImageProducer.html#setRenderContext-java.awt.image.renderable.RenderContext-)([**RenderContext**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/renderable/RenderContext.html) rc)  Задает новый RenderContext для использования при следующем вызове startProduction(). |
| void | [**startProduction**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/renderable/RenderableImageProducer.html#startProduction-java.awt.image.ImageConsumer-)([**ImageConsumer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html) ic)  Добавляет ImageConsumer в список потребителей, заинтересованных в данных для этого изображения, и немедленно начинает доставку данных изображения через интерфейс ImageConsumer. |

Пример использования [MemoryImageSource](https://docs.oracle.com/javase/8/docs/api/java/awt/image/MemoryImageSource.html)

Вначале создается массив, содержащий цвет каждой точки изображения. Затем создается изображение, описанное этим массивом. Изображение выводится.

**import** java.awt.Graphics;

**import** java.awt.Image;

**import** java.awt.image.MemoryImageSource;

**import** javax.swing.JFrame;

**public** **class** InMemoryImage **extends** JFrame {

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

//Размер создаваемого тзображения

**private** **int** w =100;

**private** **int** h =100;

//Массив для создания изображения

**private** **int**[] pix = **new** **int**[w\*h];

**private** Image img;

InMemoryImage(String s) {

**super**(s);

//Запоняем массив для изображения

**int** i = 0;

**for** (**int** y = 0; y < h; y++) {

**int** red = (y \* 255) / (h - 1);

**for** (**int** x = 0; x < w; x++) {

**int** blue = (x \* 255) / (w - 1);

pix[i++] = (255 << 24) | (red << 16) | blue;

}

}

**this**.setSize(200, 200);

**this**.setVisible(**true**);

**this**.setResizable(**false**);

**this**.setDefaultCloseOperation(***EXIT\_ON\_CLOSE***);

}

**public** **void** paint(Graphics g) {

**if** (img == **null**)

img = **this**.createImage(**new** MemoryImageSource(w, h, pix, 0, w));

g.drawImage(img, 50, 50, **this**);

}

**public** **static** **void** main(String[] args) {

**new** InMemoryImage("Изображение, созданное в памяти");

}

}

Интерфейс ImageConsumer

Интерфейс для объектов, проявляющих интерес к данным изображения через интерфейсы ImageProducer. Когда потребитель добавляется к производителю изображений, производитель предоставляет все данные об изображении, используя вызовы методов, определенные в этом интерфейсе.

Этот интерфейс реализуют следующие классы:

- [AreaAveragingScaleFilter](https://docs.oracle.com/javase/8/docs/api/java/awt/image/AreaAveragingScaleFilter.html),

 - [BufferedImageFilter](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImageFilter.html),

- [CropImageFilter](https://docs.oracle.com/javase/8/docs/api/java/awt/image/CropImageFilter.html),

- [GrayFilter](https://docs.oracle.com/javase/8/docs/api/javax/swing/GrayFilter.html),

- [ImageFilter](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageFilter.html),

- [PixelGrabber](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html),

- [ReplicateScaleFilter](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ReplicateScaleFilter.html),

- [RGBImageFilter](https://docs.oracle.com/javase/8/docs/api/java/awt/image/RGBImageFilter.html).

Поля интерфейса ImageConsumer

|  |  |
| --- | --- |
| **Модификатор и тип** | **Поле и описание** |
| static int | [**COMPLETESCANLINES**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html#COMPLETESCANLINES)  Пиксели будут доставляться в виде (кратных) полных строк развертки одновременно. |
| static int | [**IMAGEABORTED**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html#IMAGEABORTED)  Процесс создания изображения был намеренно прерван. |
| static int | [**IMAGEERROR**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html#IMAGEERROR)  При создании изображения была обнаружена ошибка. |
| static int | [**RANDOMPIXELORDER**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html#RANDOMPIXELORDER)  Пиксели будут доставлены в случайном порядке. |
| static int | [**SINGLEFRAME**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html#SINGLEFRAME)  Изображение содержит одно статическое изображение. |
| static int | [**SINGLEFRAMEDONE**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html#SINGLEFRAMEDONE)  Один кадр изображения завершен, но необходимо доставить еще несколько кадров. |
| static int | [**SINGLEPASS**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html#SINGLEPASS)  Пиксели будут доставлены за один проход. |
| static int | [**STATICIMAGEDONE**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html#STATICIMAGEDONE)  Изображение завершено, и больше никаких пикселей или кадров для доставки не требуется. |
| static int | [**TOPDOWNLEFTRIGHT**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html#TOPDOWNLEFTRIGHT)  Пиксели будут доставляться в порядке сверху вниз, слева направо. |

Методы интерфейса ImageConsumer

|  |  |
| --- | --- |
| **Модификатор и тип** | **Метод и описание** |
| void | [**imageComplete**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html#imageComplete-int-)(int status)  Метод imageComplete вызывается, когда ImageProducer завершает доставку всех пикселей, содержащихся в исходном изображении, или когда завершен один кадр многокадровой анимации, или когда произошла ошибка при загрузке или создании изображения.  ImageConsumer должен удалить себя из списка потребителей, зарегистрированных у производителя изображений, если он не заинтересован в получении последовательности кадров. |
| void | [**setColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html#setColorModel-java.awt.image.ColorModel-)([**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) model)  Задает объект ColorModel, используемый для пикселей, о которых сообщается с помощью вызовов метода SetPixels.  Обратите внимание, что каждый набор пикселей, доставляемых с помощью setPixels, содержит свой собственный объект ColorModel, поэтому не следует предполагать, что эта модель будет единственной, используемой для доставки значений пикселей. Примечательным случаем, когда можно увидеть несколько объектов цветовой модели, является отфильтрованное изображение, когда для каждого набора пикселей, которые он фильтрует, фильтр определяет, могут ли пиксели быть отправлены нетронутыми, используя исходную цветовую модель, или пиксели должны быть изменены (отфильтрованы) и переданы с использованием цветовой модели, более удобной для процессf фильтрации.  **Параметры:**  model - указанный ColorModel |
| void | [**setDimensions**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html#setDimensions-int-int-)(int width, int height)  Размеры исходного изображения сообщаются с помощью вызова метода setDimensions.  **Параметры:**  width - ширина исходного изображения  height - высота исходного изображения |
| void | [**setHints**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html#setHints-int-)(int hintflags)  Задает подсказки, которые ImageConsumer использует для обработки пикселей, доставляемых ImageProducer.  ImageProducer может доставлять пиксели в любом порядке, но ImageConsumer может масштабировать или преобразовывать пиксели в целевую цветовую модель более эффективно или с более высоким качеством, если он заранее знает некоторую информацию о том, как будут доставляться пиксели. Метод setHints должен вызываться перед любыми вызовами любого из методов setPixels с битовой маской подсказок о способе доставки пикселей. Если ImageProducer не следует рекомендациям для указанной подсказки, результаты не определены.  **Параметры:**  hintflags - набор подсказок, которые ImageConsumer использует для обработки пикселей |
| void | [**setPixels**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html#setPixels-int-int-int-int-java.awt.image.ColorModel-byte:A-int-int-)(int x, int y, int w, int h, [**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) model, byte[] pixels, int off, int scansize)  Доставляет пиксели изображения с помощью одного или нескольких вызовов этого метода.  Каждый вызов определяет местоположение и размер прямоугольника исходных пикселей, которые содержатся в массиве пикселей. Указанный объект ColorModel должен использоваться для преобразования пикселей в соответствующие им цветовые и альфа-компоненты. Пиксель (m, n) хранится в массиве пикселей с индексом (n \* scansize + m + off). Все пиксели, доставленные с помощью этого метода, сохраняются в виде **байтов**.  **Параметры:**  x - координата X верхнего левого угла области пикселей, которую нужно установить  y - координата Y верхнего левого угла области пикселей, которую нужно установить  w - ширина области пикселей  h - высота области пикселей  model - указанный ColorModel  pixels - массив пикселей  off - смещение в pixelsмассив  scansize - расстояние от одного ряда пикселей до следующего в массиве pixels |
| void | [**setPixels**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html#setPixels-int-int-int-int-java.awt.image.ColorModel-int:A-int-int-)(int x, int y, int w, int h, [**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) model, int[] pixels, int off, int scansize)  Пиксели изображения доставляются с помощью одного или нескольких вызовов метода SetPixels .  Пиксели изображения доставляются с помощью одного или нескольких вызовов метода SetPixels. Каждый вызов определяет местоположение и размер прямоугольника исходных пикселей, которые содержатся в массиве пикселей. Указанный объект ColorModel следует использовать для преобразования пикселей в соответствующие им цветовые и альфа-компоненты. Пиксель (m, n) хранится в массиве пикселей с индексом (n \* scansize + m + off). Все пиксели, доставленные с помощью этого метода, сохраняются как **целые числа**. все эти методы хранятся как целые числа.  **Параметры:**  x - координата X верхнего левого угла области пикселей, которую нужно установить  y - координата Y верхнего левого угла области пикселей, которую нужно установить  w - ширина области пикселей  h - высота области пикселей  model - указанный ColorModel  pixels - массив пикселей  off - смещение в массив pixels  scansize - расстояние от одного ряда пикселей до следующего в массиве pixels |
| void | [**setProperties**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html#setProperties-java.util.Hashtable-)([**Hashtable**](https://docs.oracle.com/javase/8/docs/api/java/util/Hashtable.html)<?,?> props)  Задает расширяемый список свойств, связанных с этим изображением.  **Параметры:**  props - список свойств, которые должны быть связаны с этим изображением |

Моделирование цвета

Класс ColorModel

Абстрактный класс ColorModel *инкапсулирует методы для преобразования значения пикселя в цветовые компоненты* (например, красный, зеленый и синий) и альфа-компонент. Чтобы отобразить изображение на экране, принтере или другом изображении, значения пикселей должны быть преобразованы в цветовые и альфа-компоненты. В качестве аргументов или возвращаемых значений из методов этого класса пиксели представлены в виде 32-битных целых чисел или в виде массивов примитивных типов. *Количество, порядок и интерпретация цветовых компонентов для ColorModel определяются его цветовым пространством ColorSpace*.  ColorModel, используемый с данными пикселей, которые не содержат альфа-информации, рассматривает все пиксели как непрозрачные, что является альфа-значением 1.0.

Класс ColorModel поддерживает два представления значений пикселей. Значение пикселя может быть одним 32-разрядным int или массивом примитивных типов. API-интерфейсы Java для платформ 1.0 и 1.1 представляли пиксели как отдельные byte или единичные int значения. Для целей класса ColorModel аргументы значений пикселей были переданы как целые числа. API платформы Java 2 представил дополнительные классы для представления изображений. С объектами [BufferedImage](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html)[RenderedImage](https://docs.oracle.com/javase/8/docs/api/java/awt/image/RenderedImage.html) или, основанными на [Raster](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html)[SampleModel](https://docs.oracle.com/javase/8/docs/api/java/awt/image/SampleModel.html) классах и, значения пикселей могут быть неудобны для представления в виде одного int. Теперь ColorModel имеет методы, которые принимают значения пикселей, представленные в виде массивов примитивных типов. Примитивный тип, используемый конкретным объектом ColorModel, называется его типом передачи.

Объекты ColorModel , используемые с изображениями, для которых значения пикселей неудобно представлять в виде одного int, выдают [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html)при вызове методов, принимающих один аргумент int pixel. Подклассы ColorModel должны указывать условия, при которых это происходит. Это не происходит с объектами [DirectColorModel](https://docs.oracle.com/javase/8/docs/api/java/awt/image/DirectColorModel.html) или [IndexColorModel](https://docs.oracle.com/javase/8/docs/api/java/awt/image/IndexColorModel.html).

В настоящее время типами передачи, поддерживаемыми Java 2D API, являются DataBuffer.TYPE\_BYTE, DataBuffer.TYPE\_USHORT, DataBuffer.TYPE\_INT, DataBuffer.TYPE\_SHORT, DataBuffer.TYPE\_FLOAT и DataBuffer.TYPE\_DOUBLE. Большинство операций рендеринга будут выполняться намного быстрее при использовании цветовых моделей и изображений, основанных на первых трех из этих типов. Кроме того, некоторые операции фильтрации изображений не поддерживаются для цветовых моделей и изображений, основанных на последних трех типах. Тип переноса для конкретного объекта ColorModel указывается при создании объекта либо явно, либо по умолчанию. Все подклассы ColorModel должны указывать, каковы возможные типы передачи и как определяется количество элементов в примитивных массивах, представляющих пиксели.

Для BufferedImages, тип передачи этого Raster и Raster- объекта SampleModel (доступен с помощью методов getTransferType этих классов) должен совпадать с ColorModel типом передачи. Количество элементов в массиве, представляющем пиксель для Raster и SampleModel (доступное из методов getNumDataElements этих классов), должно совпадать с количеством элементов в ColorModel.

Алгоритм, используемый для преобразования значений пикселей в цветовые и альфа-компоненты, зависит от подкласса. Например, не обязательно существует взаимно однозначное соответствие между образцами, полученными из компонентов SampleModel объекта BufferedImage Raster и цвета / альфа. Даже при наличии такого соответствия количество битов в выборке не обязательно совпадает с количеством битов в соответствующем цветовом / альфа-компоненте. Каждый подкласс должен указывать, как выполняется преобразование значений пикселей в цветовые / альфа-компоненты.

Методы в классе ColorModel используют два разных представления цветовых и альфа-компонентов - нормализованную форму и ненормализованную форму. В нормализованной форме каждый компонент представляет собой значение float между некоторыми минимальными и максимальными значениями. Для альфа-компонента минимальное значение равно 0.0, а максимальное - 1.0. Для цветовых компонентов минимальные и максимальные значения для каждого компонента могут быть получены из объекта ColorSpace. Эти значения часто будут равны 0.0 и 1.0 (например, нормализованные значения компонентов для цветового пространства sRGB по умолчанию варьируются от 0.0 до 1.0), но некоторые цветовые пространства имеют значения компонентов с разными верхними и нижними пределами. Эти ограничения могут быть получены с помощью методов getMinValue и getMaxValue класса ColorSpace. Нормализованные значения цветовых компонентов не умножаются предварительно. Все ColorModels должны поддерживать нормализованную форму.

В ненормализованной форме каждый компонент представляет собой целое значение без знака в диапазоне от 0 до 2n - 1, где n - количество значащих битов для конкретного компонента. Если значения пикселей для конкретного ColorModel представляют образцы цветов, предварительно умноженные на альфа-образец, ненормализованные значения цветовых компонентов также умножаются. Ненормализованная форма используется только с экземплярами ColorModel, ColorSpace минимальные значения компонентов которых равны 0.0 для всех компонентов и максимальные значения 1.0 для всех компонентов. Ненормализованная форма для цветовых и альфа-компонентов может быть удобным представлением, для ColorModel которого все значения нормализованных компонентов лежат в диапазоне от 0.0 до 1.0. В таких случаях целочисленное значение 0 соответствует 0.0, а значение 2 n - 1 соответствует 1.0. В других случаях, например, когда нормализованные значения компонентов могут быть как отрицательными, так и положительными, ненормализованная форма неудобна. Такие объекты ColorModel генерируют [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html), когда вызываются методы, включающие ненормализованный аргумент. Подклассы ColorModel должны указывать условия, при которых это происходит.

Прямыми потомками абстрактного класса ColorModel являются классы [ComponentColorModel](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ComponentColorModel.html), [IndexColorModel](https://docs.oracle.com/javase/8/docs/api/java/awt/image/IndexColorModel.html), [PackedColorModel](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PackedColorModel.html).

Поля класса ColorModel

|  |  |
| --- | --- |
| **Модификатор и тип** | **Поле и описание** |
| protected int | [**pixel\_bits**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#pixel_bits)  Общее количество битов в пикселе. |
| protected int | [**transferType**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#transferType)  Тип данных массива, используемого для представления значений пикселей. |

Конструкторы класса ColorModel

|  |  |
| --- | --- |
| **Модификатор** | **Конструктор и описание** |
|  | [**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#ColorModel-int-)(int bits)  Создает ColorModel, который преобразует пиксели с указанным количеством битов в цветовые / альфа-компоненты.   Цветовым пространством по умолчанию является RGB ColorSpace, то есть sRGB. Предполагается, что значения пикселей содержат альфа-информацию. Если цветовая и альфа-информация представлены в значении пикселя в виде отдельных пространственных полос, предполагается, что цветовые полосы не будут предварительно умножены на альфа-значение. Тип прозрачности - java.awt.Transparency . TRANSLUCENT. Тип передачи будет наименьшим из DataBuffer.TYPE\_BYTE DataBuffer.TYPE\_USHORT, или DataBuffer.TYPE\_INT, который может содержать один пиксель (или DataBuffer.TYPE\_UNDEFINED, если бит больше 32). Поскольку этот конструктор не имеет информации о количестве битов на цвет и альфа-компонент, любой подкласс, вызывающий этот конструктор, должен переопределять любой метод, который требует этой информации.  **Параметры:**  bits - количество бит в пикселе  **Выбрасывает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если количество битов в bits меньше 1 |
| protected | [**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#ColorModel-int-int:A-java.awt.color.ColorSpace-boolean-boolean-int-int-)(int pixel\_bits, int[] bits, [**ColorSpace**](https://docs.oracle.com/javase/8/docs/api/java/awt/color/ColorSpace.html) cspace, boolean hasAlpha, boolean isAlphaPremultiplied, int transparency, int transferType)  Создает ColorModel, который преобразует значения пикселей в цветовые / альфа-компоненты.  Цветовые компоненты будут в указанном ColorSpace. pixel\_bits это количество битов в значениях пикселей. Массив битов задает количество значащих битов для каждого цвета и альфа-компонента. Его длина должна быть равна количеству компонентов вColorSpace, если в значениях пикселей нет альфа-информации, или на один больше этого числа, если есть альфа-информация. hasAlpha указывает, присутствует ли альфа-информация или нет. boolean isAlphaPremultiplied определяет, как интерпретировать значения пикселей, в которых информация о цвете и альфа представлены в виде отдельных пространственных полос. Если boolean = true то, предполагается, что образцы цветов были умножены на альфа-образец. Transparency указывает, какие альфа-значения могут быть представлены этой цветовой моделью. Тип переноса - это тип примитивного массива, используемого для представления значений пикселей. Обратите внимание, что массив bits содержит количество значащих битов на цвет / альфа-компонент после преобразования из значений пикселей. Например, для IndexColorModel при pixel\_bits значении, равном 16, массив bits может содержать четыре элемента с каждым элементом, равным 8.  **Параметры:**  pixel\_bits - количество битов в значениях пикселей  bits - массив, который определяет количество значащих битов для каждого цвета и альфа-компонента  cspace - указанный ColorSpace  hasAlpha - trueесли присутствует альфа-информация; falseв противном случае  isAlphaPremultiplied – true если предполагается, что образцы цвета предварительно умножаются на альфа-образцы; false в противном случае  transparency - какие альфа-значения могут быть представлены этой цветовой моделью  transferType - тип массива, используемого для представления значений пикселей  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если длина битового массива меньше, чем количество цветовых или альфа-компонентов в немColorModel, или если прозрачность не является допустимым значением.  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если сумма количества битов в bitsменьше 1 или если какой-либо из элементов в bitsменьше 0. |

Методы класса ColorModel

|  |  |
| --- | --- |
| **Модификатор и тип** | **Метод и описание** |
| [**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) | [**coerceData**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#coerceData-java.awt.image.WritableRaster-boolean-)([**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) raster, boolean isAlphaPremultiplied)  Принудительно приводит растровые данные к состоянию, указанному в переменной isAlphaPremultiplied , предполагающей, что данные в настоящее время правильно описаны этим ColorModel.  Он может умножать или делить данные цветного растра на альфа-значение или ничего не делать, если данные находятся в правильном состоянии. Если данные должны быть принудительно обработаны, этот метод также вернет экземпляр this ColorModel с соответствующим isAlphaPremultiplied установленным флагом. Этот метод выдаст a UnsupportedOperationException, если он не поддерживается этим ColorModel. Поскольку ColorModelэто абстрактный класс, любой экземпляр является экземпляром подкласса. Подклассы должны переопределять этот метод, поскольку реализация в этом абстрактном классе выдает UnsupportedOperationException.  **Параметры:**  raster - WritableRasterданные  isAlphaPremultiplied - trueесли альфа-значение предварительно умножается; falseв противном случае  **ВОЗВРАТ:**  ColorModelобъект, представляющий принудительно преобразованные данные. |
| [**SampleModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/SampleModel.html) | [**createCompatibleSampleModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#createCompatibleSampleModel-int-int-)(int w, int h)  Создает SampleModel с указанной шириной и высотой, которая имеет макет данных, совместимый с этим ColorModel.  Поскольку ColorModel это абстрактный класс, любой экземпляр является экземпляром подкласса. Подклассы должны переопределять этот метод, поскольку реализация в этом абстрактном классе выдает UnsupportedOperationException.  **Параметры:**  w - ширина, применяемая к новому SampleModel  h - высота, применяемая к новому SampleModel  **ВОЗВРАТ:**  SampleModelобъект с заданными шириной и высотой.  **Выдает:**  [UnsupportedOperationException](https://docs.oracle.com/javase/8/docs/api/java/lang/UnsupportedOperationException.html) - если этот метод не поддерживается этим ColorModel |
| [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createCompatibleWritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#createCompatibleWritableRaster-int-int-)(int w, int h)  Создает WritableRaster с указанной шириной и высотой, которая имеет макет данных (SampleModel) совместим с этим ColorModel.  Поскольку ColorModelэто абстрактный класс, любой экземпляр является экземпляром подкласса. Подклассы должны переопределять этот метод, поскольку реализация в этом абстрактном классе выдает UnsupportedOperationException.  **Параметры:**  w - ширина, применяемая к новому WritableRaster  h - высота, применяемая к новому WritableRaster  **ВОЗВРАТ:**  WritableRasterобъект с заданными шириной и высотой.  **Выдает:**  [UnsupportedOperationException](https://docs.oracle.com/javase/8/docs/api/java/lang/UnsupportedOperationException.html) - если этот метод не поддерживается этим ColorModel |
| boolean | [**equals**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#equals-java.lang.Object-)([**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) obj)  Проверяет, соответствует ли указанное Object является экземпляром ColorModel и если оно равно этому ColorModel. |
| void | [**finalize**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#finalize--)()  Распоряжается системными ресурсами, связанными с этим ColorModel как только это ColorModel на него больше не ссылаются. |
| abstract int | [**getAlpha**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getAlpha-int-)(int pixel)  Возвращает альфа-компонент для указанного пикселя в масштабе от 0 до 255.  Значение пикселя указывается как int . ВыбрасываетсяIllegalArgumentException, если значения пикселей для этого ColorModelне могут быть удобно представлены в виде одного int .  **Параметры:**  pixel - указанный пиксель  **ВОЗВРАТ:**  значение альфа-компонента указанного пикселя. |
| int | [**getAlpha**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getAlpha-java.lang.Object-)([**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) inData)  Возвращает альфа-компонент для указанного пикселя в масштабе от 0 до 255.  Значение пикселя определяется массивом элементов данных типа transferType, переданных в качестве ссылки на объект. Если InData не является примитивным массивом типа transferType, ClassCastExceptionвыбрасывается a . ВыбрасываетсяArrayIndexOutOfBoundsException, если inDataзначение недостаточно велико, чтобы содержать значение пикселя для этого ColorModel. Если это transferTypeне поддерживается, UnsupportedOperationExceptionбудет выдан a . Поскольку ColorModelэто абстрактный класс, любой экземпляр должен быть экземпляром подкласса. Подклассы наследуют реализацию этого метода, и если они не переопределяют его, этот метод генерирует исключение, если подкласс использует transferTypeдругой, чем DataBuffer.TYPE\_BYTE, DataBuffer.TYPE\_USHORT, или DataBuffer.TYPE\_INT.  **Параметры:**  inData - указанный пиксель  **ВОЗВРАТ:**  альфа-компонент указанного пикселя, масштабируемый от 0 до 255.  **Выдает:**  [ClassCastException](https://docs.oracle.com/javase/8/docs/api/java/lang/ClassCastException.html) - if inDataне является примитивным массивом типа transferType  [ArrayIndexOutOfBoundsException](https://docs.oracle.com/javase/8/docs/api/java/lang/ArrayIndexOutOfBoundsException.html) - если inDataнедостаточно велико, чтобы содержать значение пикселя для этого ColorModel  [UnsupportedOperationException](https://docs.oracle.com/javase/8/docs/api/java/lang/UnsupportedOperationException.html) - если это tranferTypeне поддерживается этим ColorModel |
| [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**getAlphaRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getAlphaRaster-java.awt.image.WritableRaster-)([**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) raster)  Возвращает Raster представляющий альфа-канал изображения, извлеченного из входных данных Rasterпри условии, что значения пикселей этого ColorModel представлять цветовую и альфа-информацию в виде отдельных пространственных полос.  Этот метод предполагает, что Raster объекты, связанные с таким ColorModel, сохраняют альфа-полосу, если она присутствует, в качестве последней полосы данных изображения. Возвращаетnull , если с этим не связан отдельный пространственный альфа-канал ColorModel. Если это IndexColorModelобъект, который имеет альфа-код в таблице поиска, этот метод вернетnull, поскольку нет пространственно дискретного альфа-канала. Этот метод создаст новую Raster (но будет совместно использовать массив данных). Поскольку ColorModel это абстрактный класс, любой экземпляр является экземпляром подкласса. Подклассы должны переопределять этот метод, чтобы получить любое поведение, отличное от возвратаnull , поскольку реализация в этом абстрактном классе возвращает null.  **Параметры:**  raster - указанный Raster  **ВОЗВРАТ:**  aRaster, представляющий альфа-канал изображения, полученный из указанного Raster. |
| abstract int | [**getBlue**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getBlue-int-)(int pixel)  Возвращает компонент синего цвета для указанного пикселя, масштабируемый от 0 до 255 в цветовом пространстве RGB по умолчанию, sRGB.  При необходимости выполняется преобразование цвета. Значение пикселя указывается как int. Выбрасывается IllegalArgumentException, если значения пикселей для этого ColorModelне могут быть удобно представлены в виде одного int. Возвращаемое значение не является предварительно умноженным значением, например, если альфа предварительно умножается, этот метод делит его перед возвратом значения. Если альфа-значение равно 0, то синее значение равно 0.  **Параметры:**  pixel - указанный пиксель  **ВОЗВРАТ:**  значение синего компонента указанного пикселя. |
| int | [**getBlue**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getBlue-java.lang.Object-)([**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) inData)  Возвращает компонент синего цвета для указанного пикселя, масштабируемый от 0 до 255 в RGB по умолчанию ColorSpace, sRGB.  При необходимости выполняется преобразование цвета. Значение пикселя определяется массивом элементов данных типа transferType, переданных в качестве ссылки на объект. Возвращаемое значение не является предварительно умноженным значением. Например, если альфа-значение предварительно умножается, этот метод делит его, прежде чем возвращать значение. Если альфа-значение равно 0, то синее значение будет равно 0. Если inDataэто не примитивный массив типа transferType, ClassCastExceptionто выбрасывается a. АнArrayIndexOutOfBoundsException выбрасывается , если inDataон недостаточно велик , чтобы содержать значение пикселя для этого ColorModel. Если это transferTypeне поддерживается, UnsupportedOperationExceptionбудет выброшен символ a. Поскольку ColorModelэто абстрактный класс, любой экземпляр должен быть экземпляром подкласса. Подклассы наследуют реализацию этого метода, и если они не переопределяют его, этот метод генерирует исключение, если подкласс использует transferTypeзначение, отличное от DataBuffer.TYPE\_BYTE, DataBuffer.TYPE\_USHORT, или DataBuffer.TYPE\_INT.  **Параметры:**  inData - массив значений пикселей  **ВОЗВРАТ:**  значение синего компонента указанного пикселя.  **Выдает:**  [ClassCastException](https://docs.oracle.com/javase/8/docs/api/java/lang/ClassCastException.html) - if inDataне является примитивным массивом типа transferType  [ArrayIndexOutOfBoundsException](https://docs.oracle.com/javase/8/docs/api/java/lang/ArrayIndexOutOfBoundsException.html) - если inDataнедостаточно велико, чтобы содержать значение пикселя для этого ColorModel  [UnsupportedOperationException](https://docs.oracle.com/javase/8/docs/api/java/lang/UnsupportedOperationException.html) - если это tranferTypeне подтверждается этим ColorModel |
| [**ColorSpace**](https://docs.oracle.com/javase/8/docs/api/java/awt/color/ColorSpace.html) | [**getColorSpace**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getColorSpace--)()  Возвращает ColorSpace связанные с этим ColorModel. |
| int[] | [**getComponents**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getComponents-int-int:A-int-)(int pixel, int[] components, int offset)  Возвращает массив ненормализованных цветовых / альфа-компонентов, заданных пикселем в этом ColorModel.  Значение пикселя указывается как int. IllegalArgumentException будет выдан, если значения пикселей для этого ColorModel не удобно представлять в виде одного int или если значения цветовых компонентов для этого ColorModel не удобно представлять в ненормализованной форме. Например, этот метод можно использовать для извлечения компонентов для определенного значения пикселя в DirectColorModel. Если массив компонентов равен null , то будет выделен новый массив. Будет возвращен массив компонентов. Компоненты цвета / альфа хранятся в массиве компонентов, начиная с offset(даже если массив выделен этим методом). ArrayIndexOutOfBoundsExceptionВыбрасывается, если массив компонентов не nullявляется и не является достаточно большим, чтобы вместить все цветовые и альфа-компоненты (начиная со смещения). Поскольку ColorModelэто абстрактный класс, любой экземпляр является экземпляром подкласса. Подклассы должны переопределять этот метод, поскольку реализация в этом абстрактном классе выдает UnsupportedOperationException.  **Параметры:**  pixel - указанный пиксель  components - массив для получения цветовых и альфа-компонентов указанного пикселя  offset - смещение в componentsмассив, с которого начинается сохранение цветовых и альфа-компонентов  **ВОЗВРАТ:**  массив, содержащий цветовые и альфа-компоненты указанного пикселя, начиная с указанного смещения.  **Выдает:**  [UnsupportedOperationException](https://docs.oracle.com/javase/8/docs/api/java/lang/UnsupportedOperationException.html) - если этот метод не поддерживается этим ColorModel |
| int[] | [**getComponents**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getComponents-java.lang.Object-int:A-int-)([**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) pixel, int[] components, int offset)  Возвращает массив ненормализованных цветовых / альфа-компонентов, заданных пикселем в этом ColorModel. |
| int[] | [**getComponentSize**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getComponentSize--)()  Возвращает массив с количеством битов для каждого цветового / альфа-компонента.   Массив содержит цветовые компоненты в порядке, указанном символом ColorSpace, за которым следует альфа-компонент, если он присутствует.  **ВОЗВРАТ:**  массив с количеством битов на цвет / альфа-компонент |
| int | [**getComponentSize**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getComponentSize-int-)(int componentIdx)  Возвращает количество битов для указанного цветового / альфа-компонента.  Цветовые компоненты индексируются в порядке, указанном ColorSpace. Как правило, этот порядок отражает название типа цветового пространства. Например, для TYPE\_RGB индекс 0 соответствует красному, индекс 1 - зеленому, а индекс 2 - синему. Если это ColorModel поддерживает альфа, альфа-компонент соответствует индексу, следующему за последним цветовым компонентом.  **Параметры:**  componentIdx - индекс цветового / альфа-компонента  **ВОЗВРАТ:**  количество битов для цветового / альфа-компонента в указанном индексе.  **Выбрасывает:**  [ArrayIndexOutOfBoundsException](https://docs.oracle.com/javase/8/docs/api/java/lang/ArrayIndexOutOfBoundsException.html) - если componentIdxбольше количества компонентов или меньше нуля  [NullPointerException](https://docs.oracle.com/javase/8/docs/api/java/lang/NullPointerException.html) - если количество битов массива равно null |
| int | [**getDataElement**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getDataElement-float:A-int-)(float[] normComponents, int normOffset)  Возвращает значение пикселя, представленное в виде int в этом ColorModel, учитывая массив нормализованных цветовых / альфа-компонентов.  Этот метод выдастIllegalArgumentException, если значения пикселей для этого ColorModelне представимы как единое intцелое. ArrayIndexOutOfBoundsExceptionЕсли normComponentsмассив недостаточно велик, чтобы вместить все цветовые и альфа-компоненты (начиная с normOffset), создается значение An . Поскольку ColorModelэто абстрактный класс, любой экземпляр является экземпляром подкласса. Реализация этого метода по умолчанию в этом абстрактном классе сначала преобразует из нормализованной формы в ненормализованную форму, а затем вызывает getDataElement(int[], int). Подклассы, которые могут иметь экземпляры, которые не поддерживают ненормализованную форму, должны переопределять этот метод.  **Параметры:**  normComponents - массив нормализованных цветовых и альфа-компонентов  normOffset - индекс, с normComponentsкоторого начинается извлечение цветовых и альфа-компонентов  **ВОЗВРАТ:**  значение intпикселя в этом ColorModelсоответствует указанным компонентам.  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если значения пикселей для этого ColorModelне удобно представлять в виде одного int  [ArrayIndexOutOfBoundsException](https://docs.oracle.com/javase/8/docs/api/java/lang/ArrayIndexOutOfBoundsException.html) - если normComponentsмассив недостаточно велик для хранения всех цветовых и альфа-компонентов, начиная с normOffset |
| int | [**getDataElement**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getDataElement-int:A-int-)(int[] components, int offset)  Возвращает значение пикселя, представленное в виде int в этом ColorModel, учитывая массив ненормализованных цветовых / альфа-компонентов.  Этот метод выдастIllegalArgumentException, если значения компонентов для этого ColorModelне удобно представлять в виде одного intили если значения цветовых компонентов для этого ColorModelне удобно представлять в ненормализованной форме. ArrayIndexOutOfBoundsExceptionВыбрасываетсяcomponents, если массив недостаточно велик, чтобы вместить все цветовые и альфа-компоненты (начиная с offset). Поскольку ColorModelэто абстрактный класс, любой экземпляр является экземпляром подкласса. Подклассы должны переопределять этот метод, поскольку реализация в этом абстрактном классе выдает UnsupportedOperationException.  **Параметры:**  components - массив ненормализованных цветовых и альфа-компонентов  offset - индекс, с componentsкоторого следует начинать извлечение цветовых и альфа-компонентов  **ВОЗВРАТ:**  значение intпикселя в этом ColorModelсоответствует указанным компонентам.  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если значения пикселей для этого ColorModelне могут быть удобно представлены в виде одного int  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если значения компонентов для этого ColorModelне могут быть удобно представлены в ненормализованной форме  [ArrayIndexOutOfBoundsException](https://docs.oracle.com/javase/8/docs/api/java/lang/ArrayIndexOutOfBoundsException.html) - если componentsмассив недостаточно велик, чтобы вместить все цветовые и альфа-компоненты, начиная с offset  [UnsupportedOperationException](https://docs.oracle.com/javase/8/docs/api/java/lang/UnsupportedOperationException.html) - если этот метод не поддерживается этим ColorModel |
| [**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) | [**getDataElements**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getDataElements-float:A-int-java.lang.Object-)(float[] normComponents, int normOffset, [**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) obj)  Возвращает массив элементов данных, представляющий пиксель в этом ColorModel, учитывая массив нормализованных цветовых / альфа-компонентов.  Затем этот массив может быть передан setDataElementsметоду WritableRasterобъекта. Этот метод выдастIllegalArgumentException, если значения цветового компонента для этого ColorModelне будут удобно представимы в ненормализованной форме. ArrayIndexOutOfBoundsExceptionВыбрасываетсяcomponents, если массив недостаточно велик, чтобы вместить все цветовые и альфа-компоненты (начиная с offset). Если objпеременная равна null, то будет выделен новый массив. Если objэто не nullтак, то это должен быть примитивный массив типа transferType; в противном случае ClassCastExceptionвыдается a. AnArrayIndexOutOfBoundsException выбрасывается, если objнедостаточно велико, чтобы содержать значение пикселя для этого ColorModel. Поскольку ColorModelэто абстрактный класс, любой экземпляр является экземпляром подкласса. Подклассы должны переопределять этот метод, поскольку реализация в этом абстрактном классе выдает UnsupportedOperationException.  **Параметры:**  components - массив ненормализованных цветовых и альфа-компонентов  offset - индекс, с componentsкоторого начинается извлечение цветовых и альфа-компонентов  obj - Objectпредставляет массив цветовых и альфа-компонентов  **ВОЗВРАТ:**  Objectпредставляет собой массив цветовых и альфа-компонентов.  **Выдает:**  [ClassCastException](https://docs.oracle.com/javase/8/docs/api/java/lang/ClassCastException.html) - if objне является примитивным массивом типа transferType  [ArrayIndexOutOfBoundsException](https://docs.oracle.com/javase/8/docs/api/java/lang/ArrayIndexOutOfBoundsException.html) - если objнедостаточно велико, чтобы содержать значение пикселя для этогоColorModel, или componentsмассив недостаточно велик, чтобы содержать все цветовые и альфа-компоненты, начиная с offset  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если значения компонентов для этого ColorModelне могут быть удобно представлены в ненормализованной форме  [UnsupportedOperationException](https://docs.oracle.com/javase/8/docs/api/java/lang/UnsupportedOperationException.html) - если этот метод не поддерживается этим ColorModel |
| [**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) | [**getDataElements**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getDataElements-int:A-int-java.lang.Object-)(int[] components, int offset, [**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) obj)  Возвращает массив элементов данных, представляющий пиксель в этом ColorModel, учитывая массив ненормализованных цветовых / альфа-компонентов.  Затем этот массив может быть передан setDataElementsметоду WritableRasterобъекта. ArrayIndexOutOfBoundsExceptionВыбрасываетсяnormComponents, если массив недостаточно велик, чтобы вместить все цветовые и альфа-компоненты (начиная с normOffset). Если objпеременная равна null, то будет выделен новый массив. Если objэто не nullтак, то это должен быть примитивный массив типа transferType; в противном случае ClassCastExceptionвыдается a. ArrayIndexOutOfBoundsExceptionВыбрасывается значение , если objоно недостаточно велико , чтобы содержать значение пикселя для этого ColorModel. Поскольку ColorModelэто абстрактный класс, любой экземпляр является экземпляром подкласса. Реализация этого метода по умолчанию в этом абстрактном классе сначала преобразует из нормализованной формы в ненормализованную форму, а затем вызывает getDataElement(int[], int, Object). Подклассы, которые могут иметь экземпляры, которые не поддерживают ненормализованную форму, должны переопределять этот метод.  **Параметры:**  normComponents - массив нормализованных цветовых и альфа-компонентов  normOffset - индекс, с normComponentsкоторого начинается извлечение цветовых и альфа-компонентов  obj - примитивный массив данных для хранения возвращенного пикселя  **ВОЗВРАТ:**  Objectкоторая представляет собой примитивное представление массива данных пикселя  **Выдает:**  [ClassCastException](https://docs.oracle.com/javase/8/docs/api/java/lang/ClassCastException.html) - if objне является примитивным массивом типа transferType  [ArrayIndexOutOfBoundsException](https://docs.oracle.com/javase/8/docs/api/java/lang/ArrayIndexOutOfBoundsException.html) - если objнедостаточно велико, чтобы содержать значение пикселя для этогоColorModel, или normComponentsмассив недостаточно велик, чтобы содержать все цветовые и альфа-компоненты, начиная с normOffset |
| [**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) | [**getDataElements**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getDataElements-int-java.lang.Object-)(int rgb, [**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) pixel)  Возвращает массив элементов данных, представляющий пиксель в этом ColorModel, учитывая целочисленное пиксельное представление в цветовой модели RGB по умолчанию.   Затем этот массив может быть передан [WritableRaster.setDataElements(int, int, java.lang.Object)](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html#setDataElements-int-int-java.lang.Object-)методу [WritableRaster](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html)объекта. Если переменная pixel nullравна , то будет выделен новый массив. Если pixelэто не nullтак, это должен быть примитивный массив типа transferType; в противном случае ClassCastExceptionвыдается a . ArrayIndexOutOfBoundsExceptionВыбрасывается значение , если pixelоно недостаточно велико , чтобы содержать значение пикселя для этого ColorModel. Возвращается массив пикселей. Если это transferTypeне поддерживается, UnsupportedOperationExceptionбудет выдан a . Поскольку ColorModelэто абстрактный класс, любой экземпляр является экземпляром подкласса. Подклассы должны переопределять этот метод , поскольку реализация в этом абстрактном классе выдает UnsupportedOperationException.  **Параметры:**  rgb - представление целых пикселей в цветовой модели RGB по умолчанию  pixel - указанный пиксель  **ВОЗВРАТ:**  представление массива указанного пикселя в этом ColorModel.  **Выдает:**  [ClassCastException](https://docs.oracle.com/javase/8/docs/api/java/lang/ClassCastException.html) - if pixelне является примитивным массивом типа transferType  [ArrayIndexOutOfBoundsException](https://docs.oracle.com/javase/8/docs/api/java/lang/ArrayIndexOutOfBoundsException.html) - если pixelнедостаточно велико, чтобы содержать значение пикселя для этого ColorModel  [UnsupportedOperationException](https://docs.oracle.com/javase/8/docs/api/java/lang/UnsupportedOperationException.html) - если этот метод не поддерживается этим ColorModel |
| abstract int | [**getGreen**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getGreen-int-)(int pixel)  Возвращает компонент зеленого цвета для указанного пикселя, масштабируемый от 0 до 255 в цветовом пространстве RGB по умолчанию, sRGB.  При необходимости выполняется преобразование цвета. Значение пикселя указывается как значение int. Выбрасывается IllegalArgumentException, если значения пикселей для этого ColorModelне могут быть представлены в виде одного int. Возвращаемое значение не является предварительно умноженным значением. Например, если альфа-значение предварительно умножается, этот метод делит его, прежде чем возвращать значение. Если альфа-значение равно 0, то значение зеленого равно 0.  **Параметры:**  pixel - указанный пиксель  **ВОЗВРАТ:**  значение зеленой составляющей указанного пикселя. |
| int | [**getGreen**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getGreen-java.lang.Object-)([**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) inData)  Возвращает компонент зеленого цвета для указанного пикселя, масштабируемый от 0 до 255 в RGB по умолчанию ColorSpace, sRGB.  При необходимости выполняется преобразование цвета. Значение пикселя определяется массивом элементов данных типа transferType, переданных в качестве ссылки на объект. Возвращаемое значение не будет предварительно умноженным значением. Например, если альфа-значение предварительно умножается, этот метод делит его, прежде чем возвращать значение. Если альфа-значение равно 0, то зеленое значение равно 0. Если inDataэто не примитивный массив типа transferType, ClassCastExceptionвыбрасывается a . АнArrayIndexOutOfBoundsException выбрасывается , если inDataон недостаточно велик , чтобы содержать значение пикселя для этого ColorModel. Если это transferTypeне поддерживается, UnsupportedOperationExceptionбудет выброшен символ a. Поскольку ColorModelэто абстрактный класс, любой экземпляр должен быть экземпляром подкласса. Подклассы наследуют реализацию этого метода, и если они не переопределяют его, этот метод генерирует исключение, если подкласс использует transferTypeзначение, отличное от DataBuffer.TYPE\_BYTE, DataBuffer.TYPE\_USHORT, или DataBuffer.TYPE\_INT.  **Параметры:**  inData - массив значений пикселей  **ВОЗВРАТ:**  значение зеленой составляющей указанного пикселя.  **Выбрасывает:**  [ClassCastException](https://docs.oracle.com/javase/8/docs/api/java/lang/ClassCastException.html) - если inData не является примитивным массивом типа transferType  [ArrayIndexOutOfBoundsException](https://docs.oracle.com/javase/8/docs/api/java/lang/ArrayIndexOutOfBoundsException.html) - если inData недостаточно велико, чтобы содержать значение пикселя для этого ColorModel  [UnsupportedOperationException](https://docs.oracle.com/javase/8/docs/api/java/lang/UnsupportedOperationException.html) - если это tranferType не подтверждается этим ColorModel |
| float[] | [**getNormalizedComponents**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getNormalizedComponents-int:A-int-float:A-int-)(int[] components, int offset, float[] normComponents, int normOffset)  Возвращает массив всех цветовых / альфа-компонентов в нормализованной форме, учитывая ненормализованный массив компонентов.  Ненормализованные компоненты представляют собой целые значения без знака в диапазоне от 0 до 2 n - 1, где n - количество битов для конкретного компонента. Нормализованные компоненты представляют собой значения с плавающей запятой между минимумом и максимумом для каждого компонента, заданными ColorSpaceобъектом для этого ColorModel. An IllegalArgumentExceptionбудет выдан, если значения цветового компонента для этого ColorModelне могут быть удобно представлены в ненормализованной форме. Если normComponentsмассив естьnull, то будет выделен новый массив. normComponentsБудет возвращен массив. Компоненты цвета / альфа хранятся в normComponentsмассиве, начиная с normOffset(даже если массив выделен этим методом). ArrayIndexOutOfBoundsExceptionВыбрасываетсяnormComponents, если массив не является nullи не является достаточно большим, чтобы содержать все цветовые и альфа-компоненты (начиная с normOffset). IllegalArgumentExceptionЕсли componentsмассив недостаточно велик, чтобы вместить все цветовые и альфа-компоненты, начиная с offset.  Поскольку ColorModelэто абстрактный класс, любой экземпляр является экземпляром подкласса. Реализация этого метода по умолчанию в этом абстрактном классе предполагает, что значения компонентов для этого класса удобно представлять в ненормализованной форме. Следовательно, подклассы, которые могут иметь экземпляры, не поддерживающие ненормализованную форму, должны переопределять этот метод.  **Параметры:**  components - массив, содержащий ненормализованные компоненты  offset - смещение в componentsмассив, с которого начинается извлечение ненормализованных компонентов  normComponents - массив , который принимает нормализованные компоненты  normOffset - индекс, с normComponentsкоторого следует начинать хранение нормализованных компонентов  **ВОЗВРАТ:**  массив, содержащий нормализованные цветовые и альфа-компоненты.  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - Если значения компонентов для этого ColorModelне могут быть удобно представлены в ненормализованной форме.  [UnsupportedOperationException](https://docs.oracle.com/javase/8/docs/api/java/lang/UnsupportedOperationException.html) - если конструктор этого ColorModelвызвал super(bits)конструктор, но не переопределил этот метод. См . Конструктор, [ColorModel(int)](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#ColorModel-int-).  [UnsupportedOperationException](https://docs.oracle.com/javase/8/docs/api/java/lang/UnsupportedOperationException.html) - если этот метод не может определить количество битов на компонент |
| float[] | [**getNormalizedComponents**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getNormalizedComponents-java.lang.Object-float:A-int-)([**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) pixel, float[] normComponents, int normOffset)  Возвращает массив всех цветовых / альфа-компонентов в нормализованной форме, учитывая пиксель в этом ColorModel.  Ненормализованные компоненты представляют собой целые значения без знака в диапазоне от 0 до 2 n - 1, где n - количество битов для конкретного компонента. Нормализованные компоненты представляют собой значения с плавающей запятой между минимумом и максимумом для каждого компонента, заданными ColorSpaceобъектом для этого ColorModel. An IllegalArgumentExceptionбудет выдан, если значения цветового компонента для этого ColorModelне могут быть удобно представлены в ненормализованной форме. Если normComponentsмассив естьnull, то будет выделен новый массив. normComponentsБудет возвращен массив. Компоненты цвета / альфа хранятся в normComponentsмассиве, начиная с normOffset(даже если массив выделен этим методом). ArrayIndexOutOfBoundsExceptionВыбрасываетсяnormComponents, если массив не является nullи не является достаточно большим, чтобы содержать все цветовые и альфа-компоненты (начиная с normOffset). IllegalArgumentExceptionЕсли componentsмассив недостаточно велик, чтобы вместить все цветовые и альфа-компоненты, начиная с offset.  Поскольку ColorModelэто абстрактный класс, любой экземпляр является экземпляром подкласса. Реализация этого метода по умолчанию в этом абстрактном классе предполагает, что значения компонентов для этого класса удобно представлять в ненормализованной форме. Следовательно, подклассы, которые могут иметь экземпляры, не поддерживающие ненормализованную форму, должны переопределять этот метод.  **Параметры:**  components - массив, содержащий ненормализованные компоненты  offset - смещение в componentsмассив, с которого начинается извлечение ненормализованных компонентов  normComponents - массив , который принимает нормализованные компоненты  normOffset - индекс, с normComponents которого следует начинать хранение нормализованных компонентов  **ВОЗВРАТ:**  массив, содержащий нормализованные цветовые и альфа-компоненты.  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - Если значения компонентов для этого ColorModelне могут быть удобно представлены в ненормализованной форме.  [UnsupportedOperationException](https://docs.oracle.com/javase/8/docs/api/java/lang/UnsupportedOperationException.html) - если конструктор этого ColorModelвызвал super(bits)конструктор, но не переопределил этот метод. См . Конструктор, [ColorModel(int)](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#ColorModel-int-).  [UnsupportedOperationException](https://docs.oracle.com/javase/8/docs/api/java/lang/UnsupportedOperationException.html) - если этот метод не может определить количество битов на компонент |
| int | [**getNumColorComponents**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getNumColorComponents--)()  Возвращает количество цветовых компонентов в этом ColorModel.  Количество возвращаемых компонентов [ColorSpace.getNumComponents()](https://docs.oracle.com/javase/8/docs/api/java/awt/color/ColorSpace.html#getNumComponents--).  **ВОЗВРАТ:**  количество цветовых компонентов в этом ColorModel. |
| int | [**getNumComponents**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getNumComponents--)()  Возвращает количество компонентов, включая альфа, в этом ColorModel.  Это равно количеству цветовых компонентов плюс один, если есть альфа-компонент.  **ВОЗВРАТ:**  количество компонентов в этом ColorModel |
| int | [**getPixelSize**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getPixelSize--)()  Возвращает количество бит на пиксель, описанное этим ColorModel.  **ВОЗВРАТ:**  количество бит на пиксель. |
| abstract int | [**getRed**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getRed-int-)(int pixel)  Возвращает компонент красного цвета для указанного пикселя, масштабируемый от 0 до 255 в цветовом пространстве RGB по умолчанию, sRGB.  При необходимости выполняется преобразование цвета. Значение пикселя указывается как значение int. Выбрасывается IllegalArgumentException, если значения пикселей для этого ColorModel не могут быть представлены в виде одного int. Возвращаемое значение не является предварительно умноженным значением. Например, если альфа-значение предварительно умножается, этот метод делит его, прежде чем возвращать значение. Если альфа-значение равно 0, то красное значение равно 0.  **Параметры:**  pixel - указанный пиксель  **ВОЗВРАТ:**  значение красной составляющей указанного пикселя. |
| int | [**getRed**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getRed-java.lang.Object-)([**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) inData)  Возвращает компонент красного цвета для указанного пикселя, масштабируемый от 0 до 255 в RGB по умолчанию ColorSpace, sRGB.  При необходимости выполняется преобразование цвета. Значение пикселя задается массивом элементов данных типа transferType, передаваемых в качестве ссылки на объект. Возвращаемое значение не является предварительно умноженным значением. Например, если альфа предварительно умножается, этот метод делит ее, прежде чем возвращать значение. Если альфа-значение равно 0, то красное значение равно 0. Если inData это не примитивный массив типа transferType, то выбрасывается ClassCastException.  ArrayIndexOutOfBoundsException выбрасывается , если inDataон недостаточно велик , чтобы содержать значение пикселя для этого ColorModel. Если этот transferType не поддерживается, выбрасывается UnsupportedOperationException.  Поскольку ColorModel это абстрактный класс, любой экземпляр должен быть экземпляром подкласса. Подклассы наследуют реализацию этого метода, и, если они не переопределяют его, этот метод генерирует исключение, если подкласс использует значение transferType, отличное от DataBuffer.TYPE\_BYTE,  DataBuffer.TYPE\_USHORT, или DataBuffer.TYPE\_INT.  **Параметры:**  inData - массив значений пикселей  **ВОЗВРАТ:**  значение красной составляющей указанного пикселя.  **Выбрасывает:**  [ClassCastException](https://docs.oracle.com/javase/8/docs/api/java/lang/ClassCastException.html) - if inDataне является примитивным массивом типа transferType  [ArrayIndexOutOfBoundsException](https://docs.oracle.com/javase/8/docs/api/java/lang/ArrayIndexOutOfBoundsException.html) - если inDataнедостаточно велико, чтобы содержать значение пикселя для этого ColorModel  [UnsupportedOperationException](https://docs.oracle.com/javase/8/docs/api/java/lang/UnsupportedOperationException.html) - если это tranferTypeне подтверждается этим ColorModel |
| int | [**getRGB**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getRGB-int-)(int pixel)  Возвращает цвет / альфа-компоненты пикселя в формате цветовой модели RGB по умолчанию.  При необходимости выполняется преобразование цвета. Значение пикселя указывается как int. Выбрасывается IllegalArgumentException если значения пикселей для этого ColorModelне могут быть представлены в виде одного int. Возвращаемое значение находится в формате без предварительного умножения. Например, если альфа-код предварительно умножается, этот метод разделяет его на цветовые компоненты. Если значение альфа равно 0, то значения цвета равны 0.  **Параметры:**  pixel - указанный пиксель  **ВОЗВРАТ:**  значение RGB для цветовых / альфа-компонентов указанного пикселя. |
| int | [**getRGB**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getRGB-java.lang.Object-)([**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) inData)  Возвращает цветовые /альфа-компоненты для указанного пикселя в формате цветовой модели RGB по умолчанию.  При необходимости выполняется преобразование цвета. Значение пикселя определяется массивом элементов данных типа transferType, переданных в качестве ссылки на объект. Если InData не является примитивным массивом типа transferType, ClassCastExceptionвыбрасывается a . ВыбрасываетсяArrayIndexOutOfBoundsException, если inDataзначение недостаточно велико, чтобы содержать значение пикселя для этого ColorModel. Возвращаемое значение будет в формате без предварительного умножения, т. Е. Если альфа-значение предварительно умножается, этот метод разделит его на цветовые компоненты (если значение альфа равно 0, значения цвета будут равны 0).  **Параметры:**  inData - указанный пиксель  **ВОЗВРАТ:**  цвет и альфа-компоненты указанного пикселя. |
| static [**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) | [**getRGBdefault**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getRGBdefault--)()  Возвращает DirectColorModel это описывает формат по умолчанию для целых значений RGB, используемых во многих методах в интерфейсах изображений AWT для удобства программиста.  Цветовое пространство используется по умолчанию[ColorSpace](https://docs.oracle.com/javase/8/docs/api/java/awt/color/ColorSpace.html), sRGB. Формат значений RGB представляет собой целое число с 8 битами каждого из компонентов альфа, красного, зеленого и синего цветов, упорядоченных соответственно от старшего значащего байта до младшего значащего байта, как в: 0xAARRGGBB . Компоненты цвета не умножаются предварительно альфа-компонентом. Этот формат не обязательно представляет собственный или наиболее эффективный ColorModel для конкретного устройства или для всех изображений. Он просто используется как общий формат цветовой модели.  **ВОЗВРАТ:**  DirectColorModelобъект, описывающий значения RGB по умолчанию. |
| int | [**getTransferType**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getTransferType--)()  Возвращает тип передачи этого ColorModel.  Тип передачи - это тип примитивного массива, используемого для представления значений пикселей в виде массивов.  **ВОЗВРАТ:**  тип передачи. |
| int | [**getTransparency**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getTransparency--)()  Возвращает прозрачность.  **ВОЗВРАТ:**  прозрачность этого ColorModel: Transparency.OPAQUE, Transparency.BITMASK или  Transparency.TRANSLUCENT |
| int[] | [**getUnnormalizedComponents**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getUnnormalizedComponents-float:A-int-int:A-int-)(float[] normComponents, int normOffset, int[] components, int offset)  Возвращает массив всех цветовых/альфа-компонентов в ненормализованной форме, учитывая нормализованный массив компонентов.  Ненормализованные компоненты представляют собой целочисленные значения без знака в диапазоне от 0 до 2 n - 1, где n - количество битов для конкретного компонента. Нормализованные компоненты - это значения с плавающей запятой между минимумом и максимумом для каждого компонента , заданными ColorSpaceобъектом для этого ColorModel. An IllegalArgumentExceptionбудет выдан, если значения цветового компонента для этого ColorModelне могут быть удобно представлены в ненормализованной форме. Если componentsмассив естьnull, то будет выделен новый массив. componentsМассив будет возвращен. Цветовые / альфа-компоненты хранятся в componentsмассиве, начиная с offset(даже если массив выделен этим методом). ArrayIndexOutOfBoundsExceptionВыбрасываетсяcomponents, если массив не является nullи не является достаточно большим, чтобы вместить все цветовые и альфа-компоненты (начиная сoffset). IllegalArgumentExceptionЕсли normComponentsмассив недостаточно велик, чтобы вместить все цветовые и альфа-компоненты, начиная с normOffset.  **Параметры:**  normComponents - массив , содержащий нормализованные компоненты  normOffset - смещение в normComponentsмассив, с которого начинается извлечение нормализованных компонентов  components - массив, который получает компоненты из normComponents  offset - индекс, с componentsкоторого следует начинать хранение нормализованных компонентов, начиная с normComponents  **ВОЗВРАТ:**  массив, содержащий ненормализованные цветовые и альфа-компоненты.  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - Если значения компонентов для этого ColorModelне могут быть удобно представлены в ненормализованной форме.  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если длина normComponentsминус normOffsetменьше, чем numComponents  [UnsupportedOperationException](https://docs.oracle.com/javase/8/docs/api/java/lang/UnsupportedOperationException.html) - если конструктор этого ColorModelвызвал super(bits)конструктор, но не переопределил этот метод. См . Конструктор, [ColorModel(int)](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#ColorModel-int-). |
| boolean | [**hasAlpha**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#hasAlpha--)()  Возвращает, поддерживается ли альфа-код в этом ColorModel.  **ВОЗВРАТ:**  true если в этом ColorModel поддерживается альфа; false в противном случае. |
| int | [**hashCode**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#hashCode--)()  Возвращает хэш-код для этой цветовой модели. |
| boolean | [**isAlphaPremultiplied**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#isAlphaPremultiplied--)()  Возвращает, был ли альфа-символ предварительно умножен в значениях пикселей, которые будут преобразованы этим ColorModel.  Если логическое значение равно true, оно ColorModel должно использоваться для интерпретации значений пикселей, в которых информация о цвете и альфа представлены в виде отдельных пространственных полос, и предполагается, что образцы цвета были умножены на альфа-образец.  **ВОЗВРАТ:**  true если альфа-значения предварительно умножаются на значения пикселей, которые будут преобразованы этим ColorModel; false в противном случае. |
| boolean | [**isCompatibleRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#isCompatibleRaster-java.awt.image.Raster-)([**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) raster)  ВОЗВРАТ true если raster совместим с этим ColorModel и false если это не так.  Поскольку ColorModelэто абстрактный класс, любой экземпляр является экземпляром подкласса. Подклассы должны переопределять этот метод, поскольку реализация в этом абстрактном классе выдает UnsupportedOperationException.  **Параметры:**  raster - [Raster](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html)объект для проверки на совместимость  **ВОЗВРАТ:**  true если rasterэто совместимо с этим ColorModel.  **Выдает:**  [UnsupportedOperationException](https://docs.oracle.com/javase/8/docs/api/java/lang/UnsupportedOperationException.html) - если этот метод не был реализован для этого ColorModel |
| boolean | [**isCompatibleSampleModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#isCompatibleSampleModel-java.awt.image.SampleModel-)([**SampleModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/SampleModel.html) sm)  Проверяет, является ли SampleModel совместим с этим ColorModel.  Поскольку ColorModelэто абстрактный класс, любой экземпляр является экземпляром подкласса. Подклассы должны переопределять этот метод, поскольку реализация в этом абстрактном классе выдает UnsupportedOperationException.  **Параметры:**  sm - указанный SampleModel  **ВОЗВРАТ:**  true если указанное SampleModelсовместимо с этимColorModel; falseв противном случае.  **Выдает:**  [UnsupportedOperationException](https://docs.oracle.com/javase/8/docs/api/java/lang/UnsupportedOperationException.html) - если этот метод не поддерживается этим ColorModel |
| [**String**](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html) | [**toString**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#toString--)()  Возвращает String представление содержимого этого ColorModelобъект. |

Класс ComponentColorModel

ColorModelКласс, который работает со значениями пикселей, которые представляют информацию о цвете и альфа-канале в виде отдельных выборок и хранят каждую выборку в отдельном элементе данных. Этот класс может использоваться с произвольным ColorSpace. Количество цветовых выборок в значениях пикселей должно совпадать с количеством цветовых компонентов в ColorSpace. Может быть один альфа-образец.

Для тех методов, которые используют представление типа примитивного массива в пикселях transferType, длина массива равна количеству цветовых и альфа-выборок. Образцы цветов сохраняются сначала в массиве, за которым следует альфа-образец, если он присутствует. Порядок цветовых образцов определяется ColorSpace. Обычно этот порядок отражает имя типа цветового пространства. Например, для TYPE\_RGB, индекс 0 соответствует красному, индекс 1 - зеленому, а индекс 2 - синему.

Преобразование значений выборки пикселей в цветовые / альфа-компоненты для целей отображения или обработки основано на взаимно однозначном соответствии выборок компонентам. В зависимости от типа передачи, используемого для создания экземпляра ComponentColorModel, значения выборки пикселей, представленные этим экземпляром, могут быть подписанными или беззнаковыми и могут иметь целочисленный тип, плавающий или двойной (подробности см. Ниже). Преобразование значений выборки в нормализованные цветовые / альфа-компоненты должно соответствовать определенным правилам. Для выборок с плавающей запятой и double преобразование является идентификатором, т.Е. нормализованные значения компонентов равны соответствующим значениям выборки. Для целых выборок преобразование должно быть только простым масштабом и смещением, где константы масштаба и смещения могут отличаться для каждого компонента. Результатом применения констант масштаба и смещения является набор значений цветовых / альфа-компонентов, которые гарантированно попадают в определенный диапазон. Как правило, диапазон для цветового компонента будет диапазоном, определенным методами getMinValueи getMaxValueColorSpaceкласса. Диапазон для альфа-компонента должен быть от 0.0 до 1.0.

Экземпляры ComponentColorModel, созданные с типами передачи DataBuffer.TYPE\_BYTE, DataBuffer.TYPE\_USHORT, и DataBuffer.TYPE\_INTимеют значения выборки пикселей, которые обрабатываются как целые значения без знака. Количество битов в цветовой или альфа-выборке значения пикселя может не совпадать с количеством битов для соответствующего цвета или альфа-выборки, переданных ComponentColorModel(ColorSpace, int[], boolean, boolean, int, int)конструктору. В этом случае этот класс предполагает, что n младших значащих битов значения выборки содержат значение компонента, где n - количество значащих битов для компонента, переданного конструктору. Он также предполагает, что любые биты более высокого порядка в значении выборки равны нулю. Таким образом, значения выборки варьируются от 0 до 2 n - 1. Этот класс сопоставляет эти значения выборки с нормализованными значениями цветового компонента таким образом, что 0 соответствует значению, полученному из ColorSpace's getMinValueметода для каждого компонента, а 2 n - 1 соответствует значению, полученному из getMaxValue.  Для создания сопоставления ComponentColorModel с образцом другого цвета требуется подкласс этого класса и переопределение getNormalizedComponents(Object, float[], int)метода. Отображение для альфа-выборки всегда отображает 0 в 0.0 и 2 n - 1 в 1.0.

Для экземпляров с неподписанными значениями выборки ненормализованное представление цвета / альфа-компонента поддерживается только при соблюдении двух условий. Во-первых, значение выборочного значения 0 должно соответствовать нормализованному значению компонента 0.0, а значение выборки 2 от n - 1 до 1.0. Во-вторых, минимальный / максимальный диапазон всех цветовых компонентов ColorSpaceдолжен быть от 0.0 до 1.0. В этом случае представление компонента представляет собой n младших значащих битов соответствующей выборки. Таким образом, каждый компонент представляет собой целое значение без знака в диапазоне от 0 до 2 n - 1, где n - количество значащих битов для конкретного компонента. Если эти условия не выполняются, любой метод, принимающий ненормализованный аргумент компонента, выдаст IllegalArgumentException.

Экземпляры ComponentColorModel, созданные с типами передачи DataBuffer.TYPE\_SHORT, DataBuffer.TYPE\_FLOAT, и DataBuffer.TYPE\_DOUBLEимеют значения выборки пикселей, которые обрабатываются как короткие, плавающие или двойные значения со знаком. Такие экземпляры не поддерживают ненормализованное представление цвета / альфа-компонента, поэтому любые методы, принимающие такое представление в качестве аргумента, будут выдавать IllegalArgumentExceptionпри вызове в одном из этих экземпляров. Нормализованные значения компонентов экземпляров этого класса имеют диапазон, который зависит от типа передачи следующим образом: для выборок с плавающей запятой - полный диапазон типа данных с плавающей запятой; для двойных выборок - полный диапазон типа данных с плавающей запятой (полученный в результате преобразования double в float); для коротких выборок - отприблизительно от -maxVal до +maxVal, где maxVal - максимальное значение для каждого компонента ColorSpaceдля (-32767 сопоставляется с -maxVal, 0 сопоставляется с 0.0, а 32767 сопоставляется с +maxVal). Подкласс может переопределить масштабирование для коротких выборочных значений до нормализованных значений компонента путем переопределения getNormalizedComponents(Object, float[], int)метода. Для выборок с плавающей запятой и double нормализованные значения компонентов принимаются равными соответствующим значениям выборки, и подклассы не должны пытаться добавлять какое-либо неидентичное масштабирование для этих типов передачи.

Экземпляры ComponentColorModelсоздаются с типами передачи DataBuffer.TYPE\_SHORT, DataBuffer.TYPE\_FLOAT, и DataBuffer.TYPE\_DOUBLEиспользуют все биты всех выборочных значений. Таким образом, все цветовые / альфа-компоненты имеют 16 бит при использованииDataBuffer.TYPE\_SHORT, 32 бита при использовании DataBuffer.TYPE\_FLOATи 64 бита при использовании DataBuffer.TYPE\_DOUBLE. Когда ComponentColorModel(ColorSpace, int[], boolean, boolean, int, int)форма конструктора используется с одним из этих типов передачи, аргумент массива bits игнорируется.

Возможно иметь значения выборки цвета / альфа, которые нельзя разумно интерпретировать как значения компонентов для рендеринга. Это может произойти, когда ComponentColorModelподкласс is переопределяет сопоставление значений выборки без знака с нормализованными значениями цветового компонента или когда используются значения выборки со знаком за пределами определенного диапазона. (В качестве примера, указание альфа-компонента в качестве короткого значения со знаком за пределами диапазона от 0 до 32767, нормализованного диапазона от 0.0 до 1.0, может привести к неожиданным результатам.) Приложения несут ответственность за надлежащее масштабирование пиксельных данных перед рендерингом таким образом, чтобы цветовые компоненты попадали в нормализованный диапазон ColorSpace(полученный с использованием методов getMinValueи getMaxValueColorSpaceкласса), а альфа-компонент находился в диапазоне от 0.0до 1.0. Если значения цвета или альфа-компонента выходят за пределы этих диапазонов, результаты рендеринга не определены.

Методы, использующие представление одного пикселя int, выдают IllegalArgumentExceptionзначение , если только число компонентов для параметра ComponentColorModel равно единице, а значение компонента не имеет знака - другими словами, компонент с одним цветом, использующий тип передачи DataBuffer.TYPE\_BYTE,  DataBuffer.TYPE\_USHORT, или DataBuffer.TYPE\_INT и без альфа.

A ComponentColorModel может использоваться в сочетании с a ComponentSampleModel, BandedSampleModel или PixelInterleavedSampleModel для построения a BufferedImage.

Конструкторы [ComponentColorModel](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ComponentColorModel.html#ComponentColorModel-java.awt.color.ColorSpace-boolean-boolean-int-int-)

|  |
| --- |
| **Конструктор и описание** |
| [**ComponentColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ComponentColorModel.html#ComponentColorModel-java.awt.color.ColorSpace-boolean-boolean-int-int-)([**ColorSpace**](https://docs.oracle.com/javase/8/docs/api/java/awt/color/ColorSpace.html) colorSpace, boolean hasAlpha, boolean isAlphaPremultiplied, int transparency, int transferType)  Создает a ComponentColorModelиз указанных параметров.  Цвет компонентов будет в указанном ColorSpace. Поддерживаемые типы передачи DataBuffer.TYPE\_BYTE, DataBuffer.TYPE\_USHORT, DataBuffer.TYPE\_INT, DataBuffer.TYPE\_SHORT, DataBuffer.TYPE\_FLOAT, и DataBuffer.TYPE\_DOUBLE. Если значение не равно null, bitsмассив указывает количество значащих битов на цвет и альфа-компонент, и его длина должна быть не менее количества компонентов вColorSpace, если в значениях пикселей нет альфа-информации, или на единицу больше этого числа, если есть альфа-информация. Когда аргумент transferTypeis DataBuffer.TYPE\_SHORT, DataBuffer.TYPE\_FLOAT, или DataBuffer.TYPE\_DOUBLEbitsarray игнорируется. hasAlphaуказывает, присутствует ли альфа-информация. ЕслиhasAlpha имеет значение true, тогда логическое isAlphaPremultipliedзначение указывает, как интерпретировать цветовые и альфа-выборки в значениях пикселей. Если логическое значение равно true, предполагается, что образцы цвета были умножены на альфа-образец. transparencyУказывает, какие альфа-значения могут быть представлены этой цветовой моделью. Допустимыми transparencyзначениями являются OPAQUE, BITMASKили TRANSLUCENT. Это transferTypeтип примитивного массива, используемого для представления значений пикселей.  **Параметры:**  colorSpace - ColorSpaceСвязанная с этой цветовой моделью.  bits - Количество значащих битов на компонент. Может иметь значение null, и в этом случае все биты всех выборок компонентов будут значимыми. Игнорируется, если transferType является одним из DataBuffer.TYPE\_SHORT, DataBuffer.TYPE\_FLOAT, или DataBuffer.TYPE\_DOUBLE, и в этом случае все биты всех выборок компонентов будут значимыми.  hasAlpha - Если true, эта цветовая модель поддерживает альфа-версию.  isAlphaPremultiplied - Если значение true, альфа умножается предварительно.  transparency - Указывает, какие альфа-значения могут быть представлены этой цветовой моделью.  transferType - Определяет тип примитивного массива, используемого для представления значений пикселей.  **Выбрасывает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - Если аргумент bits массива не равен null, его длина меньше, чем количество цветовых и альфа-компонентов, а transferType является одним из DataBuffer.TYPE\_BYTE, DataBuffer.TYPE\_USHORT, или DataBuffer.TYPE\_INT.  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - Если transferType не является одним из DataBuffer.TYPE\_BYTE, DataBuffer.TYPE\_USHORT, DataBuffer.TYPE\_INT, DataBuffer.TYPE\_SHORT, DataBuffer.TYPE\_FLOAT, или DataBuffer.TYPE\_DOUBLE. |
| [**ComponentColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ComponentColorModel.html#ComponentColorModel-java.awt.color.ColorSpace-int:A-boolean-boolean-int-int-)([**ColorSpace**](https://docs.oracle.com/javase/8/docs/api/java/awt/color/ColorSpace.html) colorSpace, int[] bits, boolean hasAlpha, boolean isAlphaPremultiplied, int transparency, int transferType)  Создает a ComponentColorModelиз указанных параметров.  Поддерживаемые типы передачи DataBuffer.TYPE\_BYTE, DataBuffer.TYPE\_USHORT, DataBuffer.TYPE\_INT, DataBuffer.TYPE\_SHORT, DataBuffer.TYPE\_FLOAT, и DataBuffer.TYPE\_DOUBLE. Количество значащих битов для каждого цветового и альфа-компонента будет 8, 16, 32, 16, 32, или 64, соответственно. Количество цветовых компонентов будет равно количеству компонентов в ColorSpace. Если есть, будет альфа-компонент hasAlphatrue. Если hasAlphaзначение равно true, то логическое isAlphaPremultipliedзначение указывает, как интерпретировать цветовые и альфа-выборки в значениях пикселей. Если логическое значение равно true, предполагается, что образцы цвета были умножены на альфа-образец. transparencyУказывает, какие альфа-значения могут быть представлены этой цветовой моделью. Допустимыми transparencyзначениями являются OPAQUE, BITMASKили TRANSLUCENT. Это transferTypeтип примитивного массива, используемого для представления значений пикселей.  **Параметры:**  colorSpace - ColorSpaceСвязанная с этой цветовой моделью.  hasAlpha - Если true, эта цветовая модель поддерживает альфа-версию.  isAlphaPremultiplied - Если значение true, альфа умножается предварительно.  transparency - Указывает, какие альфа-значения могут быть представлены этой цветовой моделью.  transferType - Определяет тип примитивного массива, используемого для представления значений пикселей.  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - Если transferType не является одним из DataBuffer.TYPE\_BYTE, DataBuffer.TYPE\_USHORT, DataBuffer.TYPE\_INT, DataBuffer.TYPE\_SHORT, DataBuffer.TYPE\_FLOAT, или DataBuffer.TYPE\_DOUBLE. |

Класс IndexColorModel

IndexColorModelКласс - это ColorModelкласс, который работает со значениями пикселей, состоящими из одного образца, который является индексом в фиксированной цветовой карте в цветовом пространстве sRGB по умолчанию. Цветовая карта определяет красный, зеленый, синий и необязательные альфа-компоненты, соответствующие каждому индексу. Все компоненты представлены в цветовой карте в виде 8-разрядных целых значений без знака. Некоторые конструкторы позволяют вызывающей стороне указывать "дыры" в цветовой карте, указывая, какие элементы цветовой карты допустимы, а какие представляют непригодные цвета с помощью битов, установленных в BigIntegerобъекте. Эта цветовая модель похожа на псевдоцветное визуальное изображение X11.

Некоторые конструкторы предоставляют средства для указания альфа-компонента для каждого пикселя в цветовой карте, в то время как другие либо не предоставляют таких средств, либо, в некоторых случаях, флаг, указывающий, содержат ли данные цветовой карты альфа-значения. Если в конструктор не задана альфа-версия, для каждой записи предполагается непрозрачный альфа-компонент (alpha = 1.0). Может быть предоставлено необязательное значение прозрачного пикселя, которое указывает, что пиксель должен быть полностью прозрачным, независимо от любого альфа-компонента, предоставленного или предполагаемого для этого значения пикселя. Обратите внимание, что цветовые компоненты в цветовой IndexColorModelкарте объектов никогда предварительно не умножаются на альфа-компоненты.

Прозрачность объекта IndexColorModel определяется путем изучения альфа-компонентов цветов в цветовой карте и выбора наиболее конкретного значения после рассмотрения необязательных альфа-значений и любого указанного прозрачного индекса. Значение прозрачности Transparency.OPAQUEзадается только в том случае, если все допустимые цвета в цветовой карте непрозрачны и нет допустимого прозрачного пикселя. Если все допустимые цвета в цветовой карте либо полностью непрозрачны (альфа = 1,0), либо полностью прозрачны (альфа = 0,0), что обычно происходит, когда указан допустимый прозрачный пиксель, значение равно Transparency.BITMASK. В противном случае значение равно Transparency.TRANSLUCENT, указывая, что некоторый допустимый цвет имеет альфа-компонент, который не является ни полностью прозрачным, ни полностью непрозрачным (0.0 < alpha < 1.0).

Если IndexColorModel объект имеет значение прозрачности равное Transparency.OPAQUE, то методы hasAlphaи getNumComponents (оба унаследованы от ColorModel) возвращают false и 3 соответственно. Для любого другого значения прозрачности hasAlphaвозвращает true и getNumComponentsвозвращает 4 .

Значения, используемые для индексации в цветовой карте, берутся из *n* младших значащих битов пиксельных представлений, где *n* основано на размере пикселя, указанном в конструкторе. Для размеров пикселей, меньших 8 бит, *n* округляется до степени двух (3 становится 4, а 5,6,7 становится 8). Для размеров пикселей от 8 до 16 бит *n* равно размеру пикселя. Размеры пикселей, превышающие 16 бит, не поддерживаются этим классом. Биты более высокого порядка, чем *n*, игнорируются в пиксельных представлениях. Значения индекса больше или равны размеру карты, но меньше 2*n*, не определены и возвращают 0 для всех цветовых и альфа-компонентов.

Для тех методов, которые используют представление типа примитивного массива в пикселях transferType, длина массива всегда равна единице. Поддерживаемые типы передачиDataBuffer.TYPE\_BYTE: и DataBuffer.TYPE\_USHORT. Для всех объектов этого класса допустимо представление одного пикселя int, поскольку всегда можно представить значения пикселей, используемые с этим классом, в одном int. Поэтому методы, использующие это представление, не выдают начение IllegalArgumentExceptionз из-за недопустимого значения пикселя.

Многие методы в этом классе являются окончательными. Причина этого заключается в том, что базовый собственный графический код делает предположения о компоновке и работе этого класса, и эти предположения отражены в реализациях методов здесь, которые отмечены как окончательные. Вы можете создать подкласс этого класса по другим причинам, но вы не можете переопределить или изменить поведение этих методов.

Конструкторы класса IndexColorModel

|  |
| --- |
| **Конструктор и описание** |
| [**IndexColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/IndexColorModel.html#IndexColorModel-int-int-byte:A-byte:A-byte:A-)(int bits, int size, byte[] r, byte[] g, byte[] b)  Создает IndexColorModel из указанных массивов красных, зеленых и синих компонентов.  Все пиксели, описываемые этой цветовой моделью, имеют альфа-компоненты 255 ненормализованных (1,0 нормализованных), что означает, что они *полностью непрозрачны*. Все массивы, определяющие цветовые компоненты, должны содержать как минимум указанное количество записей. Это ColorSpaceпространство sRGB по умолчанию. Поскольку ни в одном из аргументов этого конструктора нет альфа-информации, значение прозрачности всегда равно Transparency.OPAQUE. Тип передачи является наименьшим из DataBuffer.TYPE\_BYTE или DataBuffer.TYPE\_USHORT, который может содержать один пиксель.  **Параметры:**  bits - количество битов, которые занимает каждый пиксель  size - размер массивов цветовых компонентов  r - массив компонентов красного цвета  g - массив компонентов зеленого цвета  b - массив компонентов синего цвета  **Выбрасывает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если bitsменьше 1 или больше 16  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если sizeменьше 1 |
| [**IndexColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/IndexColorModel.html#IndexColorModel-int-int-byte:A-byte:A-byte:A-byte:A-)(int bits, int size, byte[] r, byte[] g, byte[] b, byte[] a)  Создает IndexColorModelиз заданных массивов красного, зеленого, синего и альфа-компонентов.  Все массивы, определяющие компоненты, должны содержать как минимум указанное количество записей. Это ColorSpace пространство sRGB по умолчанию. Значение прозрачности может быть любым из Transparency.OPAQUE, Transparency.BITMASK , или Transparency.TRANSLUCENTв зависимости от аргументов, как указано в [описании класса](https://docs.oracle.com/javase/8/docs/api/java/awt/image/IndexColorModel.html#transparency) выше. Тип передачи является наименьшим из DataBuffer.TYPE\_BYTE или DataBuffer.TYPE\_USHORT, который может содержать один пиксель.  **Параметры:**  bits - количество битов, которые занимает каждый пиксель  size - размер массивов цветовых компонентов  r - массив компонентов красного цвета  g - массив компонентов зеленого цвета  b - массив компонентов синего цвета  a - массив компонентов с альфа-значениями  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если bitsменьше 1 или больше 16  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если sizeменьше 1 |
| [**IndexColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/IndexColorModel.html#IndexColorModel-int-int-byte:A-byte:A-byte:A-int-)(int bits, int size, byte[] r, byte[] g, byte[] b, int trans)  Создает IndexColorModelиз заданных массивов красных, зеленых и синих компонентов.  Все пиксели, описанные этой цветовой моделью, имеют альфа-компоненты 255 ненормализованных (1,0 нормализованных), что означает, что они полностью непрозрачны, за исключением того, что указанный пиксель должен быть сделан прозрачным. Все массивы, определяющие цветовые компоненты, должны содержать как минимум указанное количество записей. Это ColorSpaceпространство sRGB по умолчанию. Значение прозрачности может быть Transparency.OPAQUE или Transparency.BITMASK в зависимости от аргументов, как указано в [описании класса](https://docs.oracle.com/javase/8/docs/api/java/awt/image/IndexColorModel.html#transparency) выше. Тип передачи является наименьшим из DataBuffer.TYPE\_BYTE или DataBuffer.TYPE\_USHORT, который может содержать один пиксель.  **Параметры:**  bits - количество битов, которые занимает каждый пиксель  size - размер массивов цветовых компонентов  r - массив компонентов красного цвета  g - массив компонентов зеленого цвета  b - массив компонентов синего цвета  trans - индекс прозрачного пикселя  **Выбрасывает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если bitsменьше 1 или больше 16  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если sizeменьше 1 |
| [**IndexColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/IndexColorModel.html#IndexColorModel-int-int-byte:A-int-boolean-)(int bits, int size, byte[] cmap, int start, boolean hasalpha)  Создает IndexColorModelиз одного массива чередующихся красных, зеленых, синих и необязательных альфа-компонентов.   В массиве должно быть достаточно значений, чтобы заполнить все необходимые массивы компонентов указанного размера. Это ColorSpace пространство sRGB по умолчанию. Значение прозрачности может быть любым из Transparency.OPAQUE, Transparency.BITMASK , или Transparency.TRANSLUCENT в зависимости от аргументов, как указано в [описании класса](https://docs.oracle.com/javase/8/docs/api/java/awt/image/IndexColorModel.html#transparency) выше. Тип передачи является наименьшим из DataBuffer.TYPE\_BYTEилиDataBuffer.TYPE\_USHORT , который может содержать один пиксель.  **Параметры:**  bits - количество битов, которые занимает каждый пиксель  size - размер массивов цветовых компонентов  cmap - массив цветовых компонентов  start - начальное смещение первого цветового компонента  hasalpha - указывает, содержатся ли альфа-значения в cmapмассиве  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если bitsменьше 1 или больше 16  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если sizeменьше 1 |
| [**IndexColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/IndexColorModel.html#IndexColorModel-int-int-byte:A-int-boolean-int-)(int bits, int size, byte[] cmap, int start, boolean hasalpha, int trans)  Создает IndexColorModel из одного массива чередующихся красных, зеленых, синих и необязательных альфа-компонентов.  Указанный прозрачный индекс представляет пиксель, который сделан полностью прозрачным, независимо от любого значения альфа, указанного для него. В массиве должно быть достаточно значений, чтобы заполнить все необходимые массивы компонентов указанного размера. Это ColorSpaceпространство sRGB по умолчанию. Значение прозрачности может быть любым из Transparency.OPAQUE, Transparency.BITMASK , или Transparency.TRANSLUCENT в зависимости от аргументов, как указано в [описании класса](https://docs.oracle.com/javase/8/docs/api/java/awt/image/IndexColorModel.html#transparency) выше. Тип передачи является наименьшим из DataBuffer.TYPE\_BYTE или DataBuffer.TYPE\_USHORT , который может содержать один пиксель.  **Параметры:**  bits - количество битов, которые занимает каждый пиксель  size - размер массивов цветовых компонентов  cmap - массив цветовых компонентов  start - начальное смещение первого цветового компонента  hasalpha - указывает, содержатся ли альфа-значения в cmapмассиве  trans - индекс полностью прозрачного пикселя  **Выбрасывает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если bitsменьше 1 или больше 16  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если sizeменьше 1 |
| [**IndexColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/IndexColorModel.html#IndexColorModel-int-int-int:A-int-boolean-int-int-)(int bits, int size, int[] cmap, int start, boolean hasalpha, int trans, int transferType)  Создает IndexColorModelиз массива целых чисел, где каждое целое число состоит из красного, зеленого, синего и необязательных альфа-компонентов в формате цветовой модели RGB по умолчанию.  Указанный прозрачный индекс представляет пиксель, который сделан полностью прозрачным, независимо от любого значения альфа, указанного для него. В массиве должно быть достаточно значений, чтобы заполнить все необходимые массивы компонентов указанного размера. Это ColorSpaceпространство sRGB по умолчанию. Значение прозрачности может быть любым из Transparency.OPAQUE, Transparency.BITMASK, или Transparency.TRANSLUCENTв зависимости от аргументов, как указано в [описании класса](https://docs.oracle.com/javase/8/docs/api/java/awt/image/IndexColorModel.html#transparency) выше.  **Параметры:**  bits - количество битов, которые занимает каждый пиксель  size - размер массивов цветовых компонентов  cmap - массив цветовых компонентов  start - начальное смещение первого цветового компонента  hasalpha - указывает, содержатся ли альфа-значения в cmapмассиве  trans - индекс полностью прозрачного пикселя  transferType - тип данных массива, используемого для представления значений пикселей. Тип данных должен быть либо DataBuffer.TYPE\_BYTEили DataBuffer.TYPE\_USHORT.  **Выбрасывает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если bitsменьше 1 или больше 16  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если sizeменьше 1  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если transferType не является одним из DataBuffer.TYPE\_BYTE или DataBuffer.TYPE\_USHORT |
| [**IndexColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/IndexColorModel.html#IndexColorModel-int-int-int:A-int-int-java.math.BigInteger-)(int bits, int size, int[] cmap, int start, int transferType, [**BigInteger**](https://docs.oracle.com/javase/8/docs/api/java/math/BigInteger.html) validBits)  Создает IndexColorModelиз intмассива, каждый intиз которых состоит из красного, зеленого, синего и альфа-компонентов в формате цветовой модели RGB по умолчанию.  В массиве должно быть достаточно значений, чтобы заполнить все необходимые массивы компонентов указанного размера. Это ColorSpaceпространство sRGB по умолчанию. Значение прозрачности может быть любым из Transparency.OPAQUE, Transparency.BITMASK , или Transparency.TRANSLUCENTв зависимости от аргументов, как указано в [описании класса](https://docs.oracle.com/javase/8/docs/api/java/awt/image/IndexColorModel.html#transparency) выше. Тип передачи должен быть одним из DataBuffer.TYPE\_BYTE DataBuffer.TYPE\_USHORT. BigIntegerОбъект указывает допустимые / недопустимые пиксели в cmapмассиве. Пиксель допустим, если BigIntegerзадано значение в этом индексе, и недопустим, если BigInteger бит в этом индексе не установлен.  **Параметры:**  bits - количество битов, которые занимает каждый пиксель  size - размер массива цветовых компонентов  cmap - массив цветовых компонентов  start - начальное смещение первого цветового компонента  transferType - указанный тип данных  validBits - объект BigInteger. Если в BigInteger установлен бит, пиксель в этом индексе является допустимым. Если бит не установлен, пиксель с этим индексом считается недопустимым. Если значение равно null, все пиксели являются допустимыми. Учитываются только биты от 0 до размера карты.  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если bitsменьше 1 или больше 16  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если sizeменьше 1  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если transferTypeне является одним из DataBuffer.TYPE\_BYTEили DataBuffer.TYPE\_USHORT |

Класс PackedColorModel

Класс PackedColorModel представляет собой *абстрактный* класс [ColorModel](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html), который работает со значениями пикселей, которые представляют цветовую и альфа-информацию в виде отдельных выборок и которые упаковывают все выборки для одного пикселя в один int, short или байтовое количество. Этот класс может использоваться с произвольным [ColorSpace](https://docs.oracle.com/javase/8/docs/api/java/awt/color/ColorSpace.html). Количество цветовых выборок в значениях пикселей должно совпадать с количеством цветовых компонентов в ColorSpace. Может быть один альфа-образец. Длина массива всегда равна 1 для тех методов, которые используют примитивное представление типа в пикселях массива transferType. Поддерживаемые типы передачи - DataBuffer.TYPE\_БАЙТ, DataBuffer.TYPE\_USHORT и DataBuffer. TYPE\_INT. Цветовые и альфа-образцы хранятся в одном элементе массива в битах, обозначенных битовыми масками. Каждая битовая маска должна быть смежной, и маски не должны перекрываться. Те же маски применяются к однопиксельному представлению int, используемому другими методами. Соответствие масок и образцов цвета / альфа выглядит следующим образом:

* Маски идентифицируются с помощью индексов, идущих от 0 до [getNumComponents](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getNumComponents--) - 1.
* Первые [getNumColorComponents](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getNumColorComponents--) индексы относятся к цветовым образцам.
* Если присутствует альфа-образец, он соответствует последнему индексу.
* Порядок цветовых индексов определяется  ColorSpace.  Обычно это отражает имя типа цветового пространства (например, TYPE\_RGB), индекс 0 соответствует красному, индекс 1 - зеленому, а индекс 2 - синему.

Преобразование значений пикселей в цветовые / альфа-компоненты для целей отображения или обработки представляет собой однозначное соответствие образцов компонентам. A PackedColorModelобычно используется с данными изображения, которые используют маски для определения упакованных образцов. Например, PackedColorModel может использоваться в сочетании с a [SinglePixelPackedSampleModel](https://docs.oracle.com/javase/8/docs/api/java/awt/image/SinglePixelPackedSampleModel.html) для построения [BufferedImage](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html).  Обычно маски, используемые  [SampleModel](https://docs.oracle.com/javase/8/docs/api/java/awt/image/SampleModel.html) и ColorModel, будут одинаковыми. Однако, если они отличаются, интерпретация цвета пиксельных данных выполняется в соответствии с масками ColorModel.

Для всех объектов этого класса допустимо представление в одном пикселе, поскольку всегда можно представить значения пикселей, используемые с этим классом, в одном int. Поэтому методы, использующие это представление, не выбрасывают значение IllegalArgumentException из-за недопустимого значения пикселя.

Подклассом PackedColorModel являктся [DirectColorModel](https://docs.oracle.com/javase/8/docs/api/java/awt/image/DirectColorModel.html)

Класс DirectColorModel

Класс DirectColorModel – это класс ColorModel, который работает со значениями пикселей, которые представляют цветовую и альфа-информацию RGB *в виде отдельных выборок* *и которые упаковывают все выборки для одного пикселя в одно значение типа int, short или byte*. Этот класс может использоваться только с цветовыми пространствами типа ColorSpace.TYPE\_RGB. Кроме того, для каждого компонента цветового пространства минимальное нормализованное значение компонента, полученное с помощью метода getMinValue()цветового пространства, должно быть равно 0,0, а максимальное значение, полученное с помощью getMaxValue()метода, должно быть равно 1.0 (эти минимальные / максимальные значения типичны для пространств RGB). В значениях пикселей должно быть три цветовых образца, и может быть один альфа-образец. Для тех методов, которые используют примитивное представление типа в пикселях массива transferType, длина массива всегда равна единице. Поддерживаемые типы передачи - DataBuffer.TYPE\_BYTE, DataBuffer.TYPE\_USHORT и DataBuffer.ТИП\_INT. Цветовые и альфа-образцы хранятся в одном элементе массива в битах, обозначенных битовыми масками. Каждая битовая маска должна быть смежной, и маски не должны перекрываться. Те же маски применяются к однопиксельному представлению int, используемому другими методами. Соответствие масок и образцов цвета / альфа выглядит следующим образом:

* Маски идентифицируются индексами, идущими от 0 до 2, если альфа отсутствует, или 3, если альфа присутствует.
* Первые три индекса относятся к цветовым образцам; индекс 0 соответствует красному, индекс 1 зеленому и индекс 2 синему.
* Индекс 3 соответствует альфа-образцу, если он присутствует.

Преобразование значений пикселей в цветовые / альфа-компоненты для целей отображения или обработки представляет собой однозначное соответствие образцов компонентам. Обычно DirectColorModel используется с данными изображения, которые используют маски для определения упакованных образцов. Например, DirectColorModelможет быть использовано в сочетании с SinglePixelPackedSampleModel для построения a [BufferedImage](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html). Обычно маски, используемые the [SampleModel](https://docs.oracle.com/javase/8/docs/api/java/awt/image/SampleModel.html)и ColorModel, будут одинаковыми. Однако, если они отличаются, интерпретация цвета пиксельных данных будет выполняться в соответствии с масками ColorModel.

Для всех объектов этого класса допустимо представление одного пикселя int, поскольку всегда можно представить значения пикселей, используемые с этим классом, в одном int.  Следовательно, методы, которые используют это представление, не будут выбрасывать IllegalArgumentException из-за недопустимого значения пикселя.

Эта цветовая модель похожа на визуализацию X11 TrueColor. Цветовая модель RGB по умолчанию, указанная методом [getRGBdefault](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html#getRGBdefault--), является DirectColorModel со следующими параметрами:

Количество битов: 32

Красная маска: 0x00ff0000

Зеленая маска: 0x0000ff00

Синяя маска: 0x000000ff

Альфа-маска: 0xff000000

Цветовое пространство: sRGB

isAlphaPremultiplied: False

Прозрачность: Transparency.TRANSLUCENT

тип ПЕРЕДАЧИ: DataBuffer.TYPE\_INT

Многие методы в этом классе являются final. Это связано с тем, что базовый собственный графический код делает предположения о компоновке и работе этого класса, и эти предположения отражены в реализациях методов здесь, которые отмечены как final. Вы можете создать подкласс этого класса, но вы не можете переопределить или изменить поведение этих методов.

**Классы – фильтры**

Класс [ImageFilter](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageFilter.html)

Класс [ImageFilter](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageFilter.html) является реализацией интерфейса ImageConsumer. Несмотря на свое название, этот класс не производит никакой фильтрации, он передает изображение без изменений. Для преобразования изображения этот класс надо расширить, переопределив метод setPixels(). Результат преобразования необходимо передать потребителю, роль которого выполняет поле consumer этого класса.

Далее описаны несколько готовых расширений этого класса.

Класс [AreaAveragingScaleFilter](https://docs.oracle.com/javase/8/docs/api/java/awt/image/AreaAveragingScaleFilter.html)

Этот подкласс ImageFilter предназначен для масштабирования изображений с использованием алгоритма усреднения по площади, который дает более плавные результаты, чем алгоритм ближайшего соседа.

Этот класс расширяет базовый класс ImageFilter для масштабирования существующего изображения и предоставления источника для нового изображения, содержащего передискретизированное изображение. Пиксели в исходном изображении смешиваются для получения пикселей для изображения указанного размера. Процесс смешивания аналогичен масштабированию исходного изображения до размера, кратного целевому, с использованием репликации пикселей, а затем его обратному масштабированию до целевого размера путем простого усреднения всех пикселей в увеличенном изображении, которые попадают в данный пиксель целевого изображения. Если данные из источника не доставляются в порядке сверху вниз, фильтр вернется к простому поведению репликации пикселей и использует метод requestTopDownLeftRightResend() для лучшей повторной фильтрации пикселей в конце.

Класс предназначен для использования в сочетании с объектом FilteredImageSource для создания масштабированных версий существующих изображений. Из-за зависимостей реализации могут быть различия в значениях пикселей изображения, отфильтрованного на разных платформах.

|  |
| --- |
| **Конструктор и описание** |
| [**AreaAveragingScaleFilter**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/AreaAveragingScaleFilter.html#AreaAveragingScaleFilter-int-int-)(int width, int height)  Создает AreaAveragingScaleFilter, который масштабирует пиксели исходного изображения в соответствии с параметрами width и height.  **Параметры:**  width - целевая ширина для масштабирования изображения  height - целевая высота для масштабирования изображения |

Методы [AreaAveragingScaleFilter](https://docs.oracle.com/javase/8/docs/api/java/awt/image/AreaAveragingScaleFilter.html)

|  |  |
| --- | --- |
| **Модификатор и тип** | **Способ и описание** |
| void | [**setHints**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/AreaAveragingScaleFilter.html#setHints-int-)(int hints)  Определите, доставляются ли данные с необходимыми подсказками, чтобы алгоритм усреднения мог выполнять свою работу.  Примечание: Этот метод предназначен для вызова ImageProducerтемImage, чьи пиксели фильтруются. Разработчики, использующие этот класс для фильтрации пикселей изображения, должны избегать прямого вызова этого метода, поскольку эта операция может помешать операции фильтрации.  **Параметры:**  hints - набор подсказок, которые использует ImageConsumer для обработки пикселей |
| void | [**setPixels**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/AreaAveragingScaleFilter.html#setPixels-int-int-int-int-java.awt.image.ColorModel-byte:A-int-int-)(int x, int y, int w, int h, [**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) model, byte[] pixels, int off, int scansize)  Объедините компоненты для доставленных байтовых пикселей в массивы накопления и отправьте любые усредненные данные для полных строк пикселей.  Если правильные подсказки не были указаны в вызове setHints, тогда передайте работу нашему суперклассу, который способен масштабировать пиксели независимо от подсказок доставки.  Примечание: Этот метод предназначен для вызова ImageProducerтемImage, чьи пиксели фильтруются. Разработчикам, использующим этот класс для фильтрации пикселей изображения, следует избегать прямого вызова этого метода, поскольку эта операция может помешать операции фильтрации.  **Параметры:**  x - координата X верхнего левого угла области пикселей, которую нужно установить  y - координата Y верхнего левого угла области пикселей, которую нужно установить  w - ширина области пикселей  h - высота области пикселей  model - указанный ColorModel  pixels - массив пикселей  off - смещение в pixelsмассив  scansize - расстояние от одного ряда пикселей до следующего в массиве pixels |
| void | [**setPixels**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/AreaAveragingScaleFilter.html#setPixels-int-int-int-int-java.awt.image.ColorModel-int:A-int-int-)(int x, int y, int w, int h, [**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) model, int[] pixels, int off, int scansize)  Объедините компоненты для доставленных int-пикселей в массивы накопления и отправьте любые усредненные данные для полных строк пикселей.  Отличается от предыдущего метода только типом данных массива pixels |

Класс [BufferedImageFilter](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImageFilter.html)

Подкласс BufferedImageFilter класса ImageFilter обеспечивают средство использования оператора изображения с одним источником или одним назначением ([BufferedImageOp](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImageOp.html)) для фильтрации BufferedImage в парадигме производитель – потребитель - наблюдатель. Примерами этих операторов изображения являются: [ConvolveOp](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ConvolveOp.html),  [AffineTransformOp](https://docs.oracle.com/javase/8/docs/api/java/awt/image/AffineTransformOp.html) и  [LookupOp](https://docs.oracle.com/javase/8/docs/api/java/awt/image/LookupOp.html).

|  |
| --- |
| **Конструктор и описание** |
| [**BufferedImageFilter**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImageFilter.html#BufferedImageFilter-java.awt.image.BufferedImageOp-)([**BufferedImageOp**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImageOp.html) op)  Создает BufferedImageFilter с указанным оператором с одним источником или одним назначением.  **Параметры:**  op - указанный BufferedImageOp для использования для фильтрации BufferedImage  **Выбрасывает:**  [NullPointerException](https://docs.oracle.com/javase/8/docs/api/java/lang/NullPointerException.html) - если значение op равно нулю |

Методы класса [BufferedImageFilter](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImageFilter.html)

|  |  |
| --- | --- |
| **Модификатор и тип** | **Способ и описание** |
| [**BufferedImageOp**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImageOp.html) | [**getBufferedImageOp**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImageFilter.html#getBufferedImageOp--)()  Возвращает BufferedImageOp. |
| void | [**imageComplete**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImageFilter.html#imageComplete-int-)(int status)  Фильтрует информацию, предоставленную в imageCompleteметоде ImageConsumerинтерфейса. |
| void | [**setColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImageFilter.html#setColorModel-java.awt.image.ColorModel-)([**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) model)  Фильтрует информацию, предоставленную в методе [**setColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html#setColorModel-java.awt.image.ColorModel-) интерфейса ImageConsumer. |
| void | [**setDimensions**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImageFilter.html#setDimensions-int-int-)(int width, int height)  Фильтрует информацию, предоставленную в методе [**setDimensions**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html#setDimensions-int-int-) интерфейса [**ImageConsumer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageConsumer.html). |
| void | [**setPixels**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImageFilter.html#setPixels-int-int-int-int-java.awt.image.ColorModel-byte:A-int-int-)(int x, int y, int w, int h, [**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) model, byte[] pixels, int off, int scansize)  Фильтрует информацию, предоставленную в методе setPixels интерфейса ImageConsumer, который принимает массив байтов. |
| void | [**setPixels**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImageFilter.html#setPixels-int-int-int-int-java.awt.image.ColorModel-int:A-int-int-)(int x, int y, int w, int h, [**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) model, int[] pixels, int off, int scansize)  Фильтрует информацию, предоставленную в setPixelsметоде ImageConsumerинтерфейса, который принимает массив целых чисел. |

Класс [CropImageFilter](https://docs.oracle.com/javase/8/docs/api/java/awt/image/CropImageFilter.html)

Класс [CropImageFilter](https://docs.oracle.com/javase/8/docs/api/java/awt/image/CropImageFilter.html) предназначен для обрезки изображений. Этот класс расширяет базовый класс ImageFilter для извлечения заданной прямоугольной области существующего изображения и предоставления источника для нового изображения, содержащего только извлеченную область. Он предназначен для использования в сочетании с объектом FilteredImageSource *для создания обрезанных версий существующих изображений*.

|  |
| --- |
| **Конструктор и описание** |
| [**CropImageFilter**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/CropImageFilter.html#CropImageFilter-int-int-int-int-)(int x, int y, int w, int h)  Создает CropImageFilter, который извлекает прямоугольную область пикселей из исходного изображения, как указано параметрами x, y, w и h.  **Параметры:**  x - расположение x в верхней части прямоугольника, который нужно извлечь  y - расположение y верхней части извлекаемого прямоугольника  w - ширина извлекаемого прямоугольника  h - высота извлекаемого прямоугольника |

Методы [CropImageFilter](https://docs.oracle.com/javase/8/docs/api/java/awt/image/CropImageFilter.html)

|  |  |
| --- | --- |
| **Модификатор и тип** | **Метод и описание** |
| void | [**setDimensions**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/CropImageFilter.html#setDimensions-int-int-)(int w, int h)  Переопределяет размеры исходного изображения и передает размеры прямоугольной обрезанной области ImageConsumer.  Примечание: Этот метод предназначен для вызова ImageProducerтемImage, чьи пиксели фильтруются. *Разработчики, использующие этот класс для фильтрации пикселей изображения, должны избегать прямого вызова этого метода, поскольку эта операция может помешать операции фильтрации.*  **Параметры:**  w - ширина исходного изображения  h - высота исходного изображения |
| void | [**setPixels**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/CropImageFilter.html#setPixels-int-int-int-int-java.awt.image.ColorModel-byte:A-int-int-)(int x, int y, int w, int h, [**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) model, byte[] pixels, int off, int scansize)  Определите, пересекают ли доставленные байтовые пиксели область, подлежащую извлечению, и проходят ли только через то подмножество пикселей, которые отображаются в выходной области.  Примечание: Этот метод предназначен для вызова ImageProducer тем Image, чьи пиксели фильтруются. *Разработчики, использующие этот класс для фильтрации пикселей изображения, должны избегать прямого вызова этого метода, поскольку эта операция может помешать операции фильтрации.*  **Параметры:**  x - координата X верхнего левого угла области пикселей, которую нужно установить  y - координата Y верхнего левого угла области пикселей, которую нужно установить  w - ширина области пикселей  h - высота области пикселей  model - указанный ColorModel  pixels - массив пикселей  off - смещение в pixelsмассив  scansize - расстояние от одного ряда пикселей до следующего в pixelsмассиве |
| void | [**setPixels**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/CropImageFilter.html#setPixels-int-int-int-int-java.awt.image.ColorModel-int:A-int-int-)(int x, int y, int w, int h, [**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) model, int[] pixels, int off, int scansize)  Определите, пересекают ли доставленные int-пиксели область, подлежащую извлечению, и проходят ли они только через то подмножество пикселей, которое появляется в выходной области.  Аналогичен предыдущему методу. Отличается только типом элементов массива pixels. |
| void | [**setProperties**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/CropImageFilter.html#setProperties-java.util.Hashtable-)([**Hashtable**](https://docs.oracle.com/javase/8/docs/api/java/util/Hashtable.html)<?,?> props)  Передает свойства исходного объекта после добавления свойства, указывающего обрезанную область.  Примечание: Этот метод предназначен для вызова ImageProducer тем Image, чьи пиксели фильтруются. *Разработчики, использующие этот класс для фильтрации пикселей изображения, должны избегать прямого вызова этого метода, поскольку эта операция может помешать операции фильтрации.*  **Параметры:**  props - свойства исходного объекта |

Класс [GrayFilter](https://docs.oracle.com/javase/8/docs/api/javax/swing/GrayFilter.html)

Фильтр изображения, который "отключает" изображение, превращая его в изображение в оттенках серого и делая пиксели изображения ярче. Используется кнопками для создания изображения для отключенной кнопки.

|  |
| --- |
| **Конструктор и описание** |
| [**GrayFilter**](https://docs.oracle.com/javase/8/docs/api/javax/swing/GrayFilter.html#GrayFilter-boolean-int-)(boolean b, int p)  Создает объект GrayFilter, который преобразует цветное изображение в изображение в оттенках серого.  **Параметры:**  b - логическое значение -- true, если пиксели должны быть ярче  p - значение int в диапазоне 0..100, которое определяет процент серого, где 100 - самый темный серый, а 0 - самый светлый |

Класс [PixelGrabber](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html)

С помощью класса PixelGrabber приложение можно преобразовать изображение класса Image или любой его фрагмент прямоугольной формы в массив пикселов. В дальнейшем такой массив может быть обработан. На основе обработанного массива нетрудно создать новое изображение.

Класс PixelGrabber реализует ImageConsumer, который может быть присоединен к объекту Image или ImageProducer для извлечения подмножества пикселей в этом изображении.

Пример:

public void handlesinglepixel(int x, int y, int pixel) {

int alpha = (pixel >> 24) & 0xff;

int red = (pixel >> 16) & 0xff;

int green = (pixel >> 8) & 0xff;

int blue = (pixel ) & 0xff;

// Deal with the pixel as necessary...

}

public void handlepixels(Image img, int x, int y, int w, int h) {

int[] pixels = new int[w \* h];

PixelGrabber pg = new PixelGrabber(img, x, y, w, h, pixels, 0, w);

try {

pg.grabPixels();

} catch (InterruptedException e) {

System.err.println("interrupted waiting for pixels!");

return;

}

if ((pg.getStatus() & ImageObserver.ABORT) != 0) {

System.err.println("image fetch aborted or errored");

return;

}

for (int j = 0; j < h; j++) {

for (int i = 0; i < w; i++) {

handlesinglepixel(x+i, y+j, pixels[j \* w + i]);

}

}

}

Конструкторы [PixelGrabber](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html#PixelGrabber-java.awt.Image-int-int-int-int-boolean-)

|  |
| --- |
| **Конструктор и описание** |
| [**PixelGrabber**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html#PixelGrabber-java.awt.Image-int-int-int-int-boolean-)([**Image**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html) img, int x, int y, int w, int h, boolean forceRGB)  Создайте объект PixelGrabber для захвата прямоугольной части пикселей (x, y, w, h) из указанного изображения.  Пиксели накапливаются в исходной цветовой модели, если для каждого вызова SetPixels используется одна и та же цветовая модель, в противном случае пиксели накапливаются в цветовой модели RGB по умолчанию. Если параметр forceRGB имеет значение true, то пиксели будут накапливаться в цветовой модели RGB по умолчанию в любом случае. PixelGrabber выделяет буфер для хранения пикселей в любом случае. Если (w < 0)или (h < 0), тогда они будут по умолчанию использовать оставшуюся ширину и высоту исходных данных, когда эта информация будет доставлена.  **Параметры:**  img - изображение для извлечения данных изображения из  x - координата x верхнего левого угла прямоугольника пикселей для извлечения из изображения относительно стандартного (немасштабированного) размера изображения  y - координата y верхнего левого угла прямоугольника пикселей для извлечения из изображения  w - ширина прямоугольника пикселей для извлечения  h - высота прямоугольника пикселей для извлечения  forceRGB - true, если пиксели всегда должны быть преобразованы в цветовую модель RGB по умолчанию |
| [**PixelGrabber**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html#PixelGrabber-java.awt.Image-int-int-int-int-int:A-int-int-)([**Image**](https://docs.oracle.com/javase/8/docs/api/java/awt/Image.html) img, int x, int y, int w, int h, int[] pix, int off, int scansize)  Создайте объект PixelGrabber для захвата прямоугольной секции пикселей (x, y, w, h) из указанного изображения в заданный массив.  Пиксели сохраняются в массиве в цветовой модели RGB по умолчанию. Данные RGB для пикселей (i, j), где (i, j) находится внутри прямоугольника (x, y, w, h), хранятся в массиве по адресу pix[(j - y) \* scansize + (i - x) + off].  **Параметры:**  img - изображение для извлечения пикселей из  x - координата x верхнего левого угла прямоугольника пикселей для извлечения из изображения относительно стандартного (немасштабированного) размера изображения  y - координата y верхнего левого угла прямоугольника пикселей для извлечения из изображения  w - ширина прямоугольника пикселей для извлечения  h - высота прямоугольника пикселей для извлечения  pix - массив целых чисел, которые должны использоваться для хранения пикселей RGB, извлеченных из изображения  off - смещение в массив, в котором должен храниться первый пиксель  scansize - расстояние от одного ряда пикселей до следующего в массиве |
| [**PixelGrabber**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html#PixelGrabber-java.awt.image.ImageProducer-int-int-int-int-int:A-int-int-)([**ImageProducer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageProducer.html) ip, int x, int y, int w, int h, int[] pix, int off, int scansize)  Создайте объект PixelGrabber для захвата прямоугольной секции пикселей (x, y, w, h) из изображения, созданного указанным ImageProducer, в заданный массив.  Пиксели сохраняются в массиве в цветовой модели RGB по умолчанию. Данные RGB для пикселя (i, j), где (i, j) находится внутри прямоугольника (x, y, w, h) хранится в массиве в пикселях [(j - y) \* scansize + (i - x) + off].  **Параметры:**  ip - тотImageProducer, который создает изображение, из которого извлекаются пиксели  x - координата x верхнего левого угла прямоугольника пикселей для извлечения из изображения относительно стандартного (немасштабированного) размера изображения  y - координата y верхнего левого угла прямоугольника пикселей для извлечения из изображения  w - ширина прямоугольника пикселей для извлечения  h - высота прямоугольника пикселей для извлечения  pix - массив целых чисел, которые должны использоваться для хранения пикселей RGB, извлеченных из изображения  off - смещение в массив, в котором должен храниться первый пиксель  scansize - расстояние от одного ряда пикселей до следующего в массиве |

Методы PixelGrabber

|  |  |
| --- | --- |
| **Модификатор и тип** | **Способ и описание** |
| void | [**abortGrabbing**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html#abortGrabbing--)()  Запрос к PixelGrabber прервать выборку изображения. |
| [**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) | [**getColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html#getColorModel--)()  Получить цветовую модель для пикселей, хранящихся в массиве. |
| int | [**getHeight**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html#getHeight--)()  Получить высоту пиксельного буфера (после настройки высоты изображения). |
| [**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) | [**getPixels**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html#getPixels--)()  Получить пиксельный буфер.  Если PixelGrabber не был сконструирован с явным буфером пикселей для хранения пикселей, то этот метод будет возвращать значение null до тех пор, пока не будут известны размер и формат данных изображения. Поскольку PixelGrabber может отказаться от накопления данных в цветовой модели RGB по умолчанию в любое время, если исходное изображение использует более одной цветовой модели для доставки данных, объект массива, возвращаемый этим методом, может меняться со временем, пока захват изображения не будет завершен.  **ВОЗВРАТ:**  либо массив байтов, либо массив int |
| int | [**getStatus**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html#getStatus--)()  Возвращает статус пикселей. |
| int | [**getWidth**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html#getWidth--)()  Получить ширину пиксельного буфера (после настройки на ширину изображения). |
| boolean | [**grabPixels**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html#grabPixels--)()  Запросить изображение или ImageProducer начать доставку пикселей и дождаться, пока будут доставлены все пиксели в интересующем прямоугольнике.  **ВОЗВРАТ:**  true, если пиксели были успешно захвачены, false при прерывании, ошибке или тайм-ауте  **Выбрасывает:**  [InterruptedException](https://docs.oracle.com/javase/8/docs/api/java/lang/InterruptedException.html) - Другой поток прервал этот поток. |
| boolean | [**grabPixels**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html#grabPixels-long-)(long ms)  Запросить изображение или ImageProducer начать доставку пикселей и дождитесь доставки всех пикселей в интересующем прямоугольнике или пока не истечет указанное время ожидания.  Этот метод ведет себя следующим образом, в зависимости от значения ms:   * If ms == 0, ожидает, пока не будут доставлены все пиксели * Еслиms > 0, ожидает, пока все пиксели не будут доставлены по истечении времени ожидания. * If ms < 0, возвращаетtrue, если все пиксели захвачены, falseв противном случае и не ожидает.   **Параметры:**  ms - количество миллисекунд, в течение которых требуется ждать прибытия пикселей изображения до истечения времени ожидания  **ВОЗВРАТ:**  true, если пиксели были успешно захвачены, false при прерывании, ошибке или тайм-ауте  **Выбрасывает:**  [InterruptedException](https://docs.oracle.com/javase/8/docs/api/java/lang/InterruptedException.html) - Другой поток прервал этот поток. |
| void | [**imageComplete**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html#imageComplete-int-)(int status)  Метод imageComplete является частью API ImageConsumer, который этот класс должен реализовать для извлечения пикселей.  Примечание: Этот метод предназначен для вызова ImageProducer изображения, пиксели которого захватываются. Разработчикам, использующим этот класс для извлечения пикселей из изображения, следует избегать прямого вызова этого метода, поскольку эта операция может привести к проблемам с извлечением запрошенных пикселей.  **Параметры:**  status - статус загрузки изображения |
| void | [**setColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html#setColorModel-java.awt.image.ColorModel-)([**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) model)  Метод setColorModel является частью API ImageConsumer, который этот класс должен реализовать для извлечения пикселей. |
| void | [**setDimensions**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html#setDimensions-int-int-)(int width, int height)  Метод setDimensions является частью API ImageConsumer, который этот класс должен реализовать для извлечения пикселей. |
| void | [**setHints**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html#setHints-int-)(int hints)  Метод setHints является частью API ImageConsumer, который этот класс должен реализовать для извлечения пикселей. |
| void | [**setPixels**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html#setPixels-int-int-int-int-java.awt.image.ColorModel-byte:A-int-int-)(int srcX, int srcY, int srcW, int srcH, [**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) model, byte[] pixels, int srcOff, int srcScan)  Метод SetPixels является частью API ImageConsumer, который этот класс должен реализовать для извлечения пикселей. |
| void | [**setPixels**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html#setPixels-int-int-int-int-java.awt.image.ColorModel-int:A-int-int-)(int srcX, int srcY, int srcW, int srcH, [**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) model, int[] pixels, int srcOff, int srcScan)  Метод SetPixels является частью API ImageConsumer, который этот класс должен реализовать для извлечения пикселей. |
| void | [**setProperties**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html#setProperties-java.util.Hashtable-)([**Hashtable**](https://docs.oracle.com/javase/8/docs/api/java/util/Hashtable.html)<?,?> props)  Метод setProperties является частью API ImageConsumer, который этот класс должен реализовать для извлечения пикселей. |
| void | [**startGrabbing**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html#startGrabbing--)()  Попросить PixelGrabber начать выборку пикселей. |
| int | [**status**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html#status--)()  Возвращает статус пикселей.  Возвращаются флаги ImageObserver, представляющие доступную информацию о пикселях. Этот метод и [getStatus](https://docs.oracle.com/javase/8/docs/api/java/awt/image/PixelGrabber.html#getStatus--) имеет ту же реализацию, но getStatus является предпочтительным методом, поскольку он соответствует соглашению об именовании методов поиска информации в форме "getXXX".  **ВОЗВРАТ:**  побитовое ИЛИ всех соответствующих флагов ImageObserver |

Использование PixelGrabber

Сначала вам нужно подготовить массив для хранения пикселов достаточного размера:

pix = new int[nImageWidth \* nImageHeight];

Здесь nImageWidth - ширина изображения в пикселах, а nImageHeight - высота.

Далее нужно создать объект класса PixelGrabber. Можно использовать один из конструкторов PixelGrabber, например:

public PixelGrabber(

Image img, int x, int y, int w, int h,

int pix[],int off, int scansize);

Здесь параметр img задает исходное изображение. Параметры x, y, w и h определяют координаты прямоугольной области, на основе которой строится массив пикселов pix.

С помощью параметра off можно задать смещение в массиве, начиная с которого туда будут записаны данные первого пиксела вырезаемой области. Параметр scansize определяет расстояние между строками пикселов в массиве. Фактически это количество столбцов в массиве.

Имеется выражение, с помощью которого можно определить, как пиксел с заданными координатами (i, j), расположенный в области (x, y, w, h) отображается на соответствующий элемент массива pix. Индекс idx данной точки в массиве pix будет равен следующей величине:

idx = (j - y) \* scansize + (i - x) + off;

После создания объекта класса PixelGrabber можно выполнить заполнение массива, для чего следует вызвать метод grabPixels:

try

{

pgr.grabPixels();

}

catch(InterruptedException ie)

{

}

Этот метод может создавать исключения InterruptedException.

Пример использования PixelGrabber

Пример демонстрирует как убрать красную составляющую цвета из изображения. Измененное изображение выводится.

Структура проекта
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Класс PixGrabberDemo

**package** sa;

**import** java.awt.Graphics;

**import** java.awt.Image;

**import** java.awt.MediaTracker;

**import** java.awt.Toolkit;

**import** java.awt.image.MemoryImageSource;

**import** java.awt.image.PixelGrabber;

**import** javax.swing.JFrame;

**public** **class** PixGrabberDemo **extends** JFrame {

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

Image img, img1;

PixGrabberDemo(String s){

**super**(s);

//Запрашиваем исходное изображение

Image img = Toolkit.*getDefaultToolkit*().getImage("images/sa.jpg");

//Ждем пока изображение загрузится. Изучите класс MediaTracker!!!

MediaTracker mt = **new** MediaTracker(**this**);

mt.addImage(img, 0);

**try**

{

mt.waitForAll();

}

**catch**(InterruptedException ie)

{

**return**;

}

//Определяем высоту и ширину загруженного изображения

**int** h = img.getHeight(**this**);

**int** w = img.getWidth(**this**);

//Устанавливаем ширину и высоту окна как ширина и высота изображения

**this**.setSize(w, h);

//Определяем реакцию на закрытие окна

**this**.setDefaultCloseOperation(***EXIT\_ON\_CLOSE***);

//Вызываем метод, который удаляет из изображения красную составляющую

//Метод описан ниже

img1 = **this**.dropRed(img);

}

//Метод, удаляющий красную составляющую из изображения

Image dropRed(Image img)

{

Image imgNew = **null**;

**int**[] pix;

// Определяем ширину и вычрту полученного в качестве пврвметра изображения

**int** nImageWidth = img.getWidth(**null**);

**int** nImageHeight = img.getHeight(**null**);

//Создаем массив для хранения пикселей изображения

pix = **new** **int**[nImageWidth \* nImageHeight];

//Создаем PixelGrabber

PixelGrabber pgr = **new** PixelGrabber(img, 0, 0, nImageWidth, nImageHeight, pix, 0, nImageWidth);

//С помощью PixelGrabber забираем массив цветов точек изображения

**try**

{

pgr.grabPixels();

}

**catch**(InterruptedException ie)

{

**return** **null**;

}

//Последовательно просматриваем массив цветов точек и

//из каждого цвета удаляем красную составляющую

**for**(**int** i = 0; i < pix.length; i++)

{

**int** nPixel = pix[i];

**int** nG = 0xff & (nPixel >> 8);

**int** nB = 0xff & nPixel;

pix[i] = 0xff000000 | nG << 8 | nB;

}

//Создаем новое изображение из измененного массива цветов с помощью MemoryImageSource

imgNew = **this**.createImage(**new** MemoryImageSource(nImageWidth, nImageHeight, pix, 0, nImageWidth));

**return** imgNew;

}

**public** **void** paint(Graphics g)

{

**super**.paint(g);

//Выводим изображение без красной составляющей

g.drawImage(img1, 0, 0, **this**);

}

**public** **static** **void** main(String[] args) {

**new** PixGrabberDemo("PixGrabberDemo").setVisible(**true**);

}

}

Класс [ReplicateScaleFilter](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ReplicateScaleFilter.html)

Класс ImageFilter для масштабирования изображений с использованием простейшего алгоритма. Этот класс расширяет базовый класс ImageFilter для масштабирования существующего изображения и предоставления источника для нового изображения, содержащего передискретизированное изображение. Пиксели в исходном изображении отбираются для получения пикселей для выходного изображения указанного размера путем репликации строк и столбцов пикселей для увеличения масштаба или пропуска строк и столбцов пикселей для уменьшения масштаба.

Он предназначен для использования в сочетании с объектом FilteredImageSource для создания масштабированных версий существующих изображений. Из-за зависимостей реализации могут быть различия в значениях пикселей изображения, отфильтрованного на разных платформах.

|  |
| --- |
| **Конструктор и описание** |
| [**ReplicateScaleFilter**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ReplicateScaleFilter.html#ReplicateScaleFilter-int-int-)(int width, int height)  Создает ReplicateScaleFilter, который масштабирует пиксели исходного изображения в соответствии с параметрами width и height.  **Параметры:**  width - целевая ширина для масштабирования изображения  height - целевая высота для масштабирования изображения  **Выбрасывает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если width равно нулю или height равно нулю |

Пример использования фильтров AreaAveragingScaleFilter, ReplicateScaleFilter, CropImageFilter

Структура проекта
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Класс FiltresDemo

**package** filterDemo;

**import** java.awt.Graphics;

**import** java.awt.Image;

**import** java.awt.Toolkit;

**import** java.awt.image.AreaAveragingScaleFilter;

**import** java.awt.image.CropImageFilter;

**import** java.awt.image.FilteredImageSource;

**import** java.awt.image.ReplicateScaleFilter;

**import** javax.swing.JFrame;

**public** **class** FiltresDemo **extends** JFrame {

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

**private** Image img, simg, croping, scroping, replimg, averimg;

//Конструктор

FiltresDemo(String s){

**super**(s);

//Получаем изображение из файла

img = Toolkit.*getDefaultToolkit*().getImage("images/sa.jpg");

//Создаем фильтры

//Фильтр для обрезки изображения

CropImageFilter cif = **new** CropImageFilter(200, 150, 600, 700);

//Простой фильтр для масштабирования в область 200 на 200 пикселей

ReplicateScaleFilter rsf = **new** ReplicateScaleFilter(200, 200);

//Более сложный фильтр для масштабирования в область 200 на 200 пикселей

AreaAveragingScaleFilter asf = **new** AreaAveragingScaleFilter(200, 200);

//Масштабированное AreaAveragingScaleFilter исходное изображение

simg = **this**.createImage(**new** FilteredImageSource(img.getSource(), asf));

//Обрезанное и масштабированное ReplicateScaleFilter изображение

croping = **this**.createImage(**new** FilteredImageSource(img.getSource(), cif));

scroping = **this**.createImage(**new** FilteredImageSource(croping.getSource(), rsf));

//Масштабированное ReplicateScaleFilter исходное изображение

replimg = **this**.createImage(**new** FilteredImageSource(img.getSource(), rsf));

//Масштабированное AreaAveragingScaleFilter исходное изображение

CropImageFilter cif1 = **new** CropImageFilter(800, 70, 300, 300);

averimg = **this**.createImage(**new** FilteredImageSource(img.getSource(), cif1));

averimg = **this**.createImage(**new** FilteredImageSource(averimg.getSource(), asf));

**this**.setSize(400, 400);

**this**.setVisible(**true**);

**this**.setDefaultCloseOperation(***EXIT\_ON\_CLOSE***);

}

**public** **void** paint(Graphics g) {

//Выводим отфилтрованные изображения в разные места окна

g.drawImage(simg, 0, 0, **this**);

g.drawImage(scroping, 200, 0, **this**);

g.drawImage(replimg, 0, 200, **this**);

g.drawImage(averimg, 200, 200, **this**);

}

**public** **static** **void** main(String[] args) {

**new** FiltresDemo("Фильтры");

}

}

Класс [RGBImageFilter](https://docs.oracle.com/javase/8/docs/api/java/awt/image/RGBImageFilter.html)

Этот класс предоставляет способ создания ImageFilter, который изменяет пиксели изображения в цветовой модели RGB по умолчанию. Он предназначен для использования в сочетании с объектом FilteredImageSource для создания отфильтрованных версий существующих изображений. Это абстрактный класс, который предоставляет вызовы, необходимые для передачи всех данных пикселей через один метод, который преобразует пиксели по одному в цветовую модель RGB по умолчанию, независимо от цветовой модели, используемой ImageProducer. *Единственный метод, который необходимо определить для создания пригодного для использования фильтра изображения, - это метод filterRGB*.

Пример определения фильтра, который меняет местами красный и синий компоненты изображения:

class RedBlueSwapFilter extends RGBImageFilter {

public RedBlueSwapFilter() {

canFilterIndexColorModel = true;

}

public int filterRGB(int x, int y, int rgb) {

return ((rgb & 0xff00ff00)

| ((rgb & 0xff0000) >> 16)

| ((rgb & 0xff) << 16));

}

}

|  |
| --- |
| **Конструктор** |
| [**RGBImageFilter**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/RGBImageFilter.html#RGBImageFilter--)() |

Пример использования [RGBImageFilter](https://docs.oracle.com/javase/8/docs/api/java/awt/image/RGBImageFilter.html)

Преобразование цветного изображения в изображение в градациях серого.

Структура проекта
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Класс RGBImageFilterDemo

**package** rgbImageFilterDemo;

**import** java.awt.Graphics;

**import** java.awt.Image;

**import** java.awt.Toolkit;

**import** java.awt.image.FilteredImageSource;

**import** java.awt.image.RGBImageFilter;

**import** javax.swing.JFrame;

**public** **class** RGBImageFilterDemo **extends** JFrame{

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

**private** Image img, newimg;

//Конструктор

**public** RGBImageFilterDemo(String s) {

//Вызов конструктора суперкласса

**super**(s);

//Читаем изображение

img = Toolkit.*getDefaultToolkit*().getImage("images/sa.jpg");

//Создаем экземпляр RGBImageFilter типа GrayColorFilter

RGBImageFilter rgb = **new** GrayColorFilter();

//Создаем отфильтрованное изображние

newimg = **this**.createImage(**new** FilteredImageSource(img.getSource(),rgb));

**this**.setSize(800, 800);

**this**.setDefaultCloseOperation(***EXIT\_ON\_CLOSE***);

**this**.setVisible(**true**);

}

**public** **void** paint(Graphics g) {

//Рисуем изображение

g.drawImage(newimg, 0, 0, **this**);

}

**public** **static** **void** main(String[] args) {

**new** RGBImageFilterDemo("RGBImageFilterDemo");

}

}

Класс GrayColorFilter

**package** rgbImageFilterDemo;

**import** java.awt.image.RGBImageFilter;

**public** **class** GrayColorFilter **extends** RGBImageFilter {

**public** GrayColorFilter() {

**this**.canFilterIndexColorModel = **true**;

}

@Override

**public** **int** filterRGB(**int** x, **int** y, **int** rgb) {

//Получаем красную компоненту цвета

**int** r = (0x000000ff & (rgb>>16));

//Получаем зеленую компоненту цвета

**int** g = (0x000000ff & (rgb>>8));

//Получаем синюю компоненту цвета

**int** b = (0x000000ff & rgb);

//Вычисляем яркость точки

**int** gray = (**int**)(0.56 \* g + 0.33 \* r + 0.11 \* b);

//Получаем цвет точки в оттенках серого такой же яркости, как яркость исходной точки

**int** grayColor = (**int**) (0xff000000 | gray << 16 | gray << 8 | gray);

**return** grayColor;

}

}

**Модель «Прямого доступа»**

Основой модели прямого доступа является класс BufferedImage с доступныч будером данных изображения.

**Класс BufferedImage**

BufferedImage состоит из данных [ColorModel](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) (модель цвета) и [Raster](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) (растр изображения). Количество и типы полос в [SampleModel](https://docs.oracle.com/javase/8/docs/api/java/awt/image/SampleModel.html) (модель составляющих цвкта) Raster должны соответствовать количеству и типам, требуемым ColorModel для представления его цветовых и альфа-компонентов.

Все объекты BufferedImage имеют координату верхнего левого угла (0, 0). Поэтому любое Raster изображение, используемое для построения BufferedImage, должно иметь minX=0 и minY=0.

Поля BufferedImage

|  |  |
| --- | --- |
| **Модификатор и тип** | **Поле и описание** |
| static int | [**TYPE\_3BYTE\_BGR**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#TYPE_3BYTE_BGR)  Представляет изображение с 8-разрядными цветовыми компонентами RGB, соответствующими цветовой модели BGR в стиле Windows) с цветами Blue, Green и Red, сохраненными в 3 байтах. |
| static int | [**TYPE\_4BYTE\_ABGR**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#TYPE_4BYTE_ABGR)  Представляет изображение с 8-разрядными цветовыми компонентами RGBA с синими, зелеными и красными цветами, хранящимися в 3 байтах и 1 байте альфа.  Представляет изображение с 8-разрядными цветовыми компонентами RGBA с синими, зелеными и красными цветами, хранящимися в 3 байтах и 1 байте альфа.  Считается, что цветовые данные на этом изображении не должны быть предварительно умножены на альфа. Байтовые данные чередуются в однобайтовом массиве в порядке A, B, G, R от младших к старшим байтовым адресам в каждом пикселе. |
| static int | [**TYPE\_4BYTE\_ABGR\_PRE**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#TYPE_4BYTE_ABGR_PRE)  Представляет изображение с 8-разрядными цветовыми компонентами RGBA с синими, зелеными и красными цветами, хранящимися в 3 байтах и 1 байте альфа.  Цветовые данные в этом изображении считаются предварительно умноженными на альфа. Байтовые данные чередуются в однобайтовом массиве в порядке A, B, G, R от младших к старшим байтовым адресам внутри каждого пикселя. |
| static int | [**TYPE\_BYTE\_BINARY**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#TYPE_BYTE_BINARY)  Представляет непрозрачное 1, 2 или 4-битное изображение с байтовой упаковкой.  Изображение имеет символ [IndexColorModel](https://docs.oracle.com/javase/8/docs/api/java/awt/image/IndexColorModel.html) без альфа. Когда этот тип используется в качестве imageType аргумента конструктора BufferedImage, который принимает аргумент imageTypeаргумент, но не ColorModelаргумент, создается 1-разрядное изображение IndexColorModelс двумя цветами в sRGB по умолчанию ColorSpace: {0, 0, 0} и {255, 255, 255}.  Изображения с 2 или 4 битами на пиксель могут быть созданы с помощью BufferedImageконструктора, который принимает ColorModelаргумент, предоставляя a ColorModelс соответствующим размером карты.  Изображения с 8 битами на пиксель должны использовать типы изображений TYPE\_BYTE\_INDEXEDили TYPE\_BYTE\_GRAYв зависимости от их ColorModel.  Когда данные о цвете сохраняются в изображении этого типа, ближайший цвет в цветовой карте определяется с помощью IndexColorModelи сохраняется результирующий индекс. В зависимости от цветов в цветовой карте может произойти аппроксимация и потеря альфа- или цветовых компонентовIndexColorModel. |
| static int | [**TYPE\_BYTE\_GRAY**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#TYPE_BYTE_GRAY)  Представляет изображение в оттенках серого в байтах без знака, неиндексированное. |
| static int | [**TYPE\_BYTE\_INDEXED**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#TYPE_BYTE_INDEXED)  Представляет индексированное байтовое изображение.  Когда этот тип используется в качестве imageType аргумента конструктора BufferedImage, который принимает аргумент imageType, но не аргумент ColorModel, IndexColorModelсоздается с 256-цветной палитрой цветового куба 6/6/6 с остальными цветами из диапазона 216-255, заполненными значениями оттенков серого в цветовом пространстве sRGB по умолчанию.  Когда данные о цвете сохраняются в изображении этого типа, ближайший цвет в цветовой карте определяется с помощью IndexColorModelи сохраняется результирующий индекс. В зависимости от цветов в цветовой карте может произойти аппроксимация и потеря альфа- или цветовых компонентовIndexColorModel. |
| static int | [**TYPE\_CUSTOM**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#TYPE_CUSTOM)  Тип изображения не распознается, поэтому это должно быть настроенное изображение. Этот тип используется только в качестве возвращаемого значения для метода GetType(). |
| static int | [**TYPE\_INT\_ARGB**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#TYPE_INT_ARGB)  Представляет изображение с 8-битными цветовыми компонентами RGBA, упакованными в целочисленные пиксели.  Представляет изображение с 8-битными цветовыми компонентами RGBA, упакованными в целочисленные пиксели. Изображение имеет символ DirectColorModel с альфой. Считается, что цветовые данные на этом изображении не должны быть предварительно умножены на альфа. Когда этот тип используется в качестве  imageType аргумента BufferedImage конструктора, созданное изображение согласуется с изображениями , созданными в JDK1.1 и более ранних версиях. |
| static int | [**TYPE\_INT\_ARGB\_PRE**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#TYPE_INT_ARGB_PRE)  Представляет изображение с 8-битными цветовыми компонентами RGBA, упакованными в целочисленные пиксели.  Изображение имеет DirectColorModel с альфой. Цветовые данные в этом изображении считаются предварительно умноженными на альфа. |
| static int | [**TYPE\_INT\_BGR**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#TYPE_INT_BGR)  Представляет изображение с 8-разрядными цветовыми компонентами RGB, соответствующими цветовой модели BGR в стиле Windows или Solaris, с синим, зеленым и красным цветами, упакованными в целочисленные пиксели.  Представляет изображение с 8-разрядными цветовыми компонентами RGB, упакованными в целочисленные пиксели. Изображение имеет [DirectColorModel](https://docs.oracle.com/javase/8/docs/api/java/awt/image/DirectColorModel.html) без альфы. Когда данные с непрозрачным альфа-символом хранятся в изображении этого типа, данные о цвете должны быть приведены к форме без предварительного умножения, а альфа-символ отброшен, как описано в [AlphaComposite](https://docs.oracle.com/javase/8/docs/api/java/awt/AlphaComposite.html) . |
| static int | [**TYPE\_INT\_RGB**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#TYPE_INT_RGB)  Представляет изображение с 8-разрядными цветовыми компонентами RGB, упакованными в целочисленные пиксели. |
| static int | [**TYPE\_USHORT\_555\_RGB**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#TYPE_USHORT_555_RGB)  Представляет изображение с 5-5-5 цветовыми компонентами RGB (5-битный красный, 5-битный зеленый, 5-битный синий) без альфа.   Это изображение имеет DirectColorModel. Когда данные с непрозрачной альфа-версией хранятся в изображении этого типа, данные о цвете должны быть приведены к форме без предварительного умножения, а альфа-версия отброшена, как описано в [AlphaComposite](https://docs.oracle.com/javase/8/docs/api/java/awt/AlphaComposite.html) |
| static int | [**TYPE\_USHORT\_565\_RGB**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#TYPE_USHORT_565_RGB)  Представляет изображение с 5-6-5 цветовыми компонентами RGB (5-битный красный, 6-битный зеленый, 5-битный синий) без альфа.  Это изображение имеет DirectColorModel. Когда данные с непрозрачной альфа-версией хранятся в изображении этого типа, данные о цвете должны быть приведены к форме без предварительного умножения, а альфа-версия отброшена, как описано в [AlphaComposite](https://docs.oracle.com/javase/8/docs/api/java/awt/AlphaComposite.html) |
| static int | [**TYPE\_USHORT\_GRAY**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#TYPE_USHORT_GRAY)  Представляет собой короткое изображение без знака в оттенках серого, неиндексированное).   Это изображение имеет a ComponentColorModel с CS\_GRAY [ColorSpace](https://docs.oracle.com/javase/8/docs/api/java/awt/color/ColorSpace.html). Когда данные с непрозрачной альфа-версией хранятся в изображении этого типа, данные о цвете должны быть приведены к форме без предварительного умножения, а альфа-версия отброшена, как описано в [AlphaComposit](https://docs.oracle.com/javase/8/docs/api/java/awt/AlphaComposite.html) |

Методы BufferedImage

|  |  |
| --- | --- |
| **Модификатор и тип** | **Метод и описание** |
| void | [**addTileObserver**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#addTileObserver-java.awt.image.TileObserver-)([**TileObserver**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/TileObserver.html) to)  Добавляет наблюдателя плитки. |
| void | [**coerceData**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#coerceData-boolean-)(boolean isAlphaPremultiplied)  Принудительно приводит данные в соответствие с состоянием, указанным в переменной isAlphaPremultiplied. |
| [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**copyData**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#copyData-java.awt.image.WritableRaster-)([**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) outRaster)  Вычисляет произвольную прямоугольную область BufferedImage и копирует ее в указанную WritableRaster. |
| [**Graphics2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/Graphics2D.html) | [**createGraphics**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#createGraphics--)()  Создает a Graphics2D, который можно использовать для рисования в BufferedImage. |
| [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**getAlphaRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getAlphaRaster--)()  Возвращает WritableRaster, представляющий альфа-канал для BufferedImage объектов с ColorModel объектами, которые поддерживают отдельный альфа-канал, такой как ComponentColorModelи DirectColorModel. |
| [**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) | [**getColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getColorModel--)()  Возвращает цветовую модель изображения ColorModel. |
| [**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) | [**getData**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getData--)()  Возвращает изображение в виде растра. |
| [**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) | [**getData**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getData-java.awt.Rectangle-)([**Rectangle**](https://docs.oracle.com/javase/8/docs/api/java/awt/Rectangle.html) rect)  Вычисляет и возвращает область BufferedImage, ограниченную прямоуглдьником. |
| [**Graphics**](https://docs.oracle.com/javase/8/docs/api/java/awt/Graphics.html) | [**getGraphics**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getGraphics--)()  Этот метод возвращает a [**Graphics2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/Graphics2D.html); используется для обратной совместимости. |
| int | [**getHeight**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getHeight--)()  Возвращает высоту BufferedImage. |
| int | [**getHeight**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getHeight-java.awt.image.ImageObserver-)([**ImageObserver**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageObserver.html) observer)  Возвращает высоту BufferedImage. |
| int | [**getMinTileX**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getMinTileX--)()  Возвращает минимальный индекс плитки в направлении x. |
| int | [**getMinTileY**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getMinTileY--)()  Возвращает минимальный индекс плитки в направлении y. |
| int | [**getMinX**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getMinX--)()  Возвращает минимальную координату x для этого BufferedImage. |
| int | [**getMinY**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getMinY--)()  Возвращает минимальную координату y для этого BufferedImage. |
| int | [**getNumXTiles**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getNumXTiles--)()  Возвращает количество плиток в направлении x. |
| int | [**getNumYTiles**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getNumYTiles--)()  Возвращает количество плиток в направлении y. |
| [**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) | [**getProperty**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getProperty-java.lang.String-)([**String**](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html) name)  Возвращает свойство изображения по имени. |
| [**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) | [**getProperty**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getProperty-java.lang.String-java.awt.image.ImageObserver-)([**String**](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html) name, [**ImageObserver**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageObserver.html) observer)  Возвращает свойство изображения по имени. |
| [**String**](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html)[] | [**getPropertyNames**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getPropertyNames--)()  Возвращает массив имен, распознанных с помощью [**getProperty(String)**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getProperty-java.lang.String-)или null, если имена свойств не распознаны. |
| [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**getRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getRaster--)()  Возвращает [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html). |
| int | [**getRGB**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getRGB-int-int-)(int x, int y)  Возвращает целочисленный пиксель в цветовой модели RGB по умолчанию (TYPE\_INT\_ARGB) и цветовом пространстве sRGB по умолчанию. |
| int[] | [**getRGB**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getRGB-int-int-int-int-int:A-int-int-)(int startX, int startY, int w, int h, int[] rgbArray, int offset, int scansize)  Возвращает массив целых пикселей в цветовой модели RGB по умолчанию (TYPE\_INT\_ARGB) и цветовом пространстве sRGB по умолчанию из части данных изображения. |
| [**SampleModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/SampleModel.html) | [**getSampleModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getSampleModel--)()  Возвращает SampleModel, связанный с этим BufferedImage. |
| [**ImageProducer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageProducer.html) | [**getSource**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getSource--)()  Возвращает объект, который создает пиксели для изображения. |
| [**Vector**](https://docs.oracle.com/javase/8/docs/api/java/util/Vector.html)<[**RenderedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/RenderedImage.html)> | [**getSources**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getSources--)()  Возвращает [**Vector**](https://docs.oracle.com/javase/8/docs/api/java/util/Vector.html) - список [**RenderedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/RenderedImage.html) объектов, которые являются непосредственными источниками, а не источниками этих непосредственных источников, данных изображения для этого BufferedImage. |
| [**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) | [**getSubimage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getSubimage-int-int-int-int-)(int x, int y, int w, int h)  Возвращает часть изображения, определенное указанной прямоугольной областью. |
| [**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) | [**getTile**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getTile-int-int-)(int tileX, int tileY)  Возвращает tile (tileX,tileY) . |
| int | [**getTileGridXOffset**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getTileGridXOffset--)()  Возвращает смещение x сетки плиток относительно начала координат, например, координату x местоположения плитки (0, 0). |
| int | [**getTileGridYOffset**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getTileGridYOffset--)()  Возвращает смещение y сетки плиток относительно начала координат, например, координату y местоположения плитки (0, 0). |
| int | [**getTileHeight**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getTileHeight--)()  Возвращает высоту плитки в пикселях. |
| int | [**getTileWidth**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getTileWidth--)()  Возвращает ширину плитки в пикселях. |
| int | [**getTransparency**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getTransparency--)()  Возвращает прозрачность. |
| int | [**getType**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getType--)()  Возвращает тип изображения. |
| int | [**getWidth**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getWidth--)()  Возвращает ширину элемента BufferedImage. |
| int | [**getWidth**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getWidth-java.awt.image.ImageObserver-)([**ImageObserver**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImageObserver.html) observer)  Возвращает ширину элемента BufferedImage. |
| [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**getWritableTile**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getWritableTile-int-int-)(int tileX, int tileY)  Проверяет плитку для записи. |
| [**Point**](https://docs.oracle.com/javase/8/docs/api/java/awt/Point.html)[] | [**getWritableTileIndices**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#getWritableTileIndices--)()  Возвращает массив [**Point**](https://docs.oracle.com/javase/8/docs/api/java/awt/Point.html) объектов, указывающих, какие плитки извлекаются для записи. |
| boolean | [**hasTileWriters**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#hasTileWriters--)()  Возвращает, извлечен ли какой-либо фрагмент для записи. |
| boolean | [**isAlphaPremultiplied**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#isAlphaPremultiplied--)()  Возвращает, был ли альфа-код предварительно умножен или нет. |
| boolean | [**isTileWritable**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#isTileWritable-int-int-)(int tileX, int tileY)  Возвращает, извлечена ли плитка в данный момент для записи. |
| void | [**releaseWritableTile**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#releaseWritableTile-int-int-)(int tileX, int tileY)  Отказывается от разрешения на запись в плитку. |
| void | [**removeTileObserver**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#removeTileObserver-java.awt.image.TileObserver-)([**TileObserver**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/TileObserver.html) to)  Удаляет наблюдателя за плиткой. |
| void | [**setData**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#setData-java.awt.image.Raster-)([**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) r)  Задает прямоугольную область изображения для содержимого указанного Raster r, которое, как предполагается, находится в том же координатном пространстве, что и BufferedImage. |
| void | [**setRGB**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#setRGB-int-int-int-)(int x, int y, int rgb)  Устанавливает в этом пикселе BufferedImage указанное значение RGB. |
| void | [**setRGB**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#setRGB-int-int-int-int-int:A-int-int-)(int startX, int startY, int w, int h, int[] rgbArray, int offset, int scansize)  Устанавливает массив пикселей в цветовой модели RGB по умолчанию (TYPE\_INT\_ARGB) и цветовом пространстве sRGB по умолчанию в часть данных изображения. |
| [**String**](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html) | [**toString**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#toString--)()  Возвращает строковое представление BufferedImage объекта. |

Конструкторы BufferedImage

|  |
| --- |
| **Конструктор и описание** |
| [**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#BufferedImage-java.awt.image.ColorModel-java.awt.image.WritableRaster-boolean-java.util.Hashtable-)([**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) cm, [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) raster, boolean isRasterPremultiplied, [**Hashtable**](https://docs.oracle.com/javase/8/docs/api/java/util/Hashtable.html)<?,?> properties)  Создает новый BufferedImage с заданным ColorModel и Raster. |
| [**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#BufferedImage-int-int-int-)(int width, int height, int imageType)  Создает BufferedImage изображение одного из предопределенных типов изображений. Для изображения используется пространство sRGB по умолчанию.  **Параметры:**  width - ширина созданного изображения  height - высота созданного изображения  imageType - тип созданного изображения |
| [**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#BufferedImage-int-int-int-java.awt.image.IndexColorModel-)(int width, int height, int imageType, [**IndexColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/IndexColorModel.html) cm)  .  Создает BufferedImage изображение одного из предопределенных типов изображений: TYPE\_BYTE\_BINARY или TYPE\_BYTE\_INDEXED .  Если тип изображения - TYPE\_BYTE\_BINARY, количество записей в цветовой модели используется для определения, должно ли изображение иметь 1, 2 или 4 бита на пиксель. Если цветовая модель имеет 1 или 2 записи, изображение будет иметь 1 бит на пиксель. Если в нем 3 или 4 записи, изображение будет иметь 2 бита на пиксель. Если в нем содержится от 5 до 16 записей, изображение будет иметь 4 бита на пиксель. В противном случае будет выдано исключение IllegalArgumentException.  **Параметры:**  width - ширина созданного изображения  height - высота созданного изображения  imageType - тип созданного изображения  cm – IndexColorModel созданного изображения  **Исключения:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если тип изображения не является TYPE\_BYTE\_BINARY или TYPE\_BYTE\_INDEXED, или если тип изображения является TYPE\_BYTE\_BINARY, а цветовая карта содержит более 16 записей. |

В конструкторе [BufferedImage](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#BufferedImage-int-int-int-)(int width, int height, int imageType)задаются размеры изображения и одна из констант:

TYPE\_INT\_RGB, TYPE\_INT\_ARGB, TYPE\_INT\_ARGB\_PRE, TYPE\_INT\_BRG, TYPE\_3BYTE\_BRG, TYPE\_4BYTE\_ABRG, TYPE\_4BYTE\_ABRG\_PRE, TYPE\_BYTE\_GRAY, TYPE\_BYTE\_BINARY, TYPE\_BYTE\_INDEXED, TYPE\_USHORT\_565\_RGB, TYPE\_USHORT\_555\_RGB, TYPE\_USHORT\_GRAY.

То есть, каждый пиксел может занимать или 4 байта (INT, 4BYTЕ), 3 байта (3BYTE), 2 байта(USHORT) или 1 байт(BYTE).

Может использоваться цветовая модель RGB или быть добавлена альфа-составляющая (ARGB), или задан другой порядок расположения цветовых составляющих (BRG), или определено изображение в градациях серого (GRAY).

Для создания объектов [BufferedImage](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#BufferedImage-int-int-int-) часто обращаются к методам createImage класса Component с приведением типа:

[BufferedImage](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#BufferedImage-int-int-int-) bim = ([BufferedImage](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html#BufferedImage-int-int-int-)) createImage(width, heigth);

При этом экземпляр получает от компонента способ описания цветов пикселей, цыет фона и цвет рисования.

Расположение точек в изображении определяется классом Raster или его подклассом WritableRaster. Эти классы задают систему координат изображения, предоставляют доступ к отдельным пикселам с помощью методов getPixel(), позволяют выделять фрагметны изображения методами getPixels(). Класс WritableRaster короме этого позволяет изменять отдельные пикселы изображения методами setPixel() или целые фрагменты изображения методами setPixels() и setRect().

Начало системы координат изображения – левый верхний угол – имеет координаты (minX, minY), не обязательно равные 0.

При создании экземпляра класса BufferedImage автоматически создается связанный с ним экземпляр WritableRaster класса.

Точки изображения хранятся в буфере в одномерном или двумерном массиве. Работа с буфером осуществляется с помощью одного из классов DataBufferByte, DataBufferInt, DataBufferShort или DataBufferUShort в зависимости от длины двнных в буфере.

Общие свойства этих классов определены в абстрактном суперклассе DataBuffer. В нем определены типы данных, хранящихся в буфере: TYPE\_BYTE, TYPE\_USHORT, TYPE\_INT, TYPE\_UNDEFINED.

При создании экземпляра классов Raster или WritableRaster создается экземпляр соответствующего подкласса DataBuffer.

Чтобы абстагироваться от способа хранения точек изображения, Raster может обращаться не к буферу DataBuffer, а к подклассам абстрактного класса SampleModel (модель составляющих цвета), предоставляющим доступ не к байтам буфера, а составляющим (sample) цвета.

Существуютследующие подклассы SampleModel:

- ComponentSampleModel – каждая составляющая цвета хранится в отдельном элементе массива DataBuffer;

- BandedSampleModel – данные хранятся по составляющим, составляющие одного цвета хранятся обычно в одном массиве, а DataBuffer содержит двумерный массив: по массиву для каждой составляющей; этот класс расширяет ComponentSampleModel;

- PixelInterlivedSampleModel – все составляющие одного цвета хранятся в соседних элементах единственного массива DataBuffer; этот класс расширяет ComponentSampleModel;

- MultiPixelPackedSampleModel – цвет каждого пиксела содержит только одну составляющую, которая упакована в один элемент DataBuffer;

- SinglePixelPackedSampleModel – все составляющие цвета каждого пиксела хранятся в одном элеменете массива DataBuffer.

Таким образом, существует возможность обрабатывать точки изображения, используя их координаты в методах классов Raster, WritableRaster или обращаться к составляющим цвета пикселей методами классов SampleModel. Если же необходимо работать с отдельными байтами, то можно использовать методы классов DataBuffer.

**Создание изображения**

Для создания изображения необходимо:

- создать объект класса BufferedImage

image = new BufferedImage(width, height, BufferedImage.TYPE\_INT\_ARGB);

* вызвать у image метод getRaster() для получения WritableRaster

WritableRaster raster = image.getRaster();

- установить цвет каждого пикселя с помощью вызова метода raster.setPixel().

Следует помнить, что пикселю нельзя присвоить значение типа Color, поскольку необходимо знать способ указания цветов для конкретного тина изображения. Если изображение имеет тип TYPE\_INT\_ARGB, то каждый пиксель описывается 4 значениями. Эти значения необходимо передать в виде массива типа int из 4 элементов, например,

int[] color = {0, 0, 0, 255};

raster.setPixel(i, j, color);

Для установки значений прямоугольной области пикселей необходимо в параметрах метода raster.setPixels() указать расположение левого верхнего уга прямоугольника, его штртгу и высоту, а также массив, содержащий выборочные (sample) значения цветов этой группы пикселей. Если изображение имеет тип TYPE\_INT\_ARGB, то следует указать величины красной, зеленой, синей составляющих и альфа-значение для первого, потом теже данные для второго и т.д. пикселей:

int[] pixels = new int[4 \* w \* h];

pixels[0] = …//Значение красного цвета для первого пиксела

pixels[1] = …//Значение зеленого цвета для первого пиксела

pixels[2] = …//Значение синего цвета для первого пиксела

pixels[3] = …//Значение альфа-канала для первого пиксела

…

raster.setPixels(x, y, w, h, pixels);

**Класс Raster**

Класс, представляющий прямоугольный массив пикселей. Растр инкапсулирует буфер данных, в котором хранятся выборочные значения, и SampleModel, который описывает, как найти заданное выборочное значение в буфере данных.

Растр определяет значения для пикселей, занимающих определенную прямоугольную область плоскости, не обязательно включая (0, 0). Прямоугольник, известный как ограничивающий прямоугольник растра и доступный с помощью метода getBounds, определяется значениями minX, minY, width и height . Значения minX и minY определяют координату верхнего левого угла растра. Ссылки на пиксели за пределами ограничивающего прямоугольника могут привести к возникновению исключения или могут привести к ссылкам на непреднамеренные элементы связанного с растром буфера данных. Ответственность за предотвращение доступа к таким пикселям лежит на пользователе.

SampleModel описывает, как образцы растра хранятся в элементах примитивного массива буфера данных. Выборки могут храниться по одной на элемент данных, как в модели с пересечением пикселей или в модели с полосой выборки, или упаковываться по нескольку в элемент, как в однопиксельной или многопиксельной модели. SampleModel также определяет, являются ли выборки расширенными по знаку, позволяя хранить неподписанные данные в подписанных типах данных Java, таких как byte, short и int.

Хотя растр может находиться в любом месте плоскости, SampleModel использует простую систему координат, которая начинается с (0, 0). Таким образом, растр содержит коэффициент преобразования, который позволяет отображать местоположения пикселей между системой координат растра и системой SampleModel. Перевод из системы координат SampleModel в систему координат растра может быть получен методами getSampleModelTranslateX и getSampleModelTranslateY .

Растр может совместно использовать буфер данных с другим растром либо путем явного построения, либо с помощью методов CreateChild и createTranslatedChild. Растры, созданные с помощью этих методов, могут возвращать ссылку на растр, из которого они были созданы с помощью метода getParent. Для растра, который не был создан с помощью вызова createTranslatedChild или CreateChild, getParent вернет значение null.

Метод createTranslatedChild возвращает новый растр, который использует все данные текущего растра, но занимает ограничивающий прямоугольник той же ширины и высоты, но с другой начальной точкой. Например, если родительский растр занимал область от (10, 10) до (100, 100), а преобразованный растр был определен как начинающийся с (50, 50), то пиксель (20, 20) родительского и пиксель (60, 60) дочернего растра занимают одинаковуюрасположение в буфере данных, совместно используемом двумя растрами. В первом случае (-10, -10) следует добавить к координате пикселя, чтобы получить соответствующую координату SampleModel, а во втором случае следует добавить (-50, -50).

Преобразование между родительским и дочерним растром может быть определено путем вычитания значений дочерних sampleModelTranslateX и sampleModelTranslateY из значений родительского.

Метод CreateChild может использоваться для создания нового растра, занимающего только подмножество ограничивающего прямоугольника его родительского элемента (с той же или преобразованной системой координат) или с подмножеством полос его родительского элемента.

Все конструкторы защищены. Правильный способ создания растра - использовать один из статических методов создания, определенных в этом классе. Эти методы создают экземпляры растра, которые используют стандартные чередующиеся, группированные и упакованные модели выборки и которые могут обрабатываться более эффективно, чем растр, созданный путем объединения сгенерированной извне модели выборки и буфера данных.

Методы класса Raster

|  |  |
| --- | --- |
| **Модификатор и тип** | **Способ и описание** |
| static [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createBandedRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#createBandedRaster-java.awt.image.DataBuffer-int-int-int-int:A-int:A-java.awt.Point-)([**DataBuffer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/DataBuffer.html) dataBuffer, int w, int h, int scanlineStride, int[] bankIndices, int[] bandOffsets, [**Point**](https://docs.oracle.com/javase/8/docs/api/java/awt/Point.html) location)  Создает растр на основе модели BandedSampleModel с указанным буфером данных, шириной, высотой, шагом строки развертки, индексами банка и смещениями полосы. |
| static [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createBandedRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#createBandedRaster-int-int-int-int-int:A-int:A-java.awt.Point-)(int dataType, int w, int h, int scanlineStride, int[] bankIndices, int[] bandOffsets, [**Point**](https://docs.oracle.com/javase/8/docs/api/java/awt/Point.html) location)  Создает растр на основе модели BandedSampleModel с указанным типом данных, шириной, высотой, шагом линии развертки, индексами банка и смещениями полосы. |
| static [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createBandedRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#createBandedRaster-int-int-int-int-java.awt.Point-)(int dataType, int w, int h, int bands, [**Point**](https://docs.oracle.com/javase/8/docs/api/java/awt/Point.html) location)  Создает растр на основе модели BandedSampleModel с указанным типом данных, шириной, высотой и количеством полос. |
| [**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) | [**createChild**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#createChild-int-int-int-int-int-int-int:A-)(int parentX, int parentY, int width, int height, int childMinX, int childMinY, int[] bandList)  Возвращает новый растр, который совместно использует весь или часть буфера данных этого растра. |
| [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createCompatibleWritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#createCompatibleWritableRaster--)()  Создайте совместимый записываемый растр того же размера, что и этот растр, с той же SampleModel и новым инициализированным буфером данных. |
| [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createCompatibleWritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#createCompatibleWritableRaster-int-int-)(int w, int h)  Создайте совместимый WritableRaster с указанным размером, новой SampleModel и новым инициализированным буфером данных. |
| [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createCompatibleWritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#createCompatibleWritableRaster-int-int-int-int-)(int x, int y, int w, int h)  Создайте совместимый записываемый растр с указанным местоположением (minX, minY) и размером (width, height), новой SampleModel и новым инициализированным буфером данных. |
| [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createCompatibleWritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#createCompatibleWritableRaster-java.awt.Rectangle-)([**Rectangle**](https://docs.oracle.com/javase/8/docs/api/java/awt/Rectangle.html) rect)  Создайте совместимый записываемый растр с местоположением (minX, minY) и размером (width, height), указанными в rect, новой SampleModel и новым инициализированным буфером данных. |
| static [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createInterleavedRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#createInterleavedRaster-java.awt.image.DataBuffer-int-int-int-int-int:A-java.awt.Point-)([**DataBuffer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/DataBuffer.html) dataBuffer, int w, int h, int scanlineStride, int pixelStride, int[] bandOffsets, [**Point**](https://docs.oracle.com/javase/8/docs/api/java/awt/Point.html) location)  Создает растр на основе модели PixelInterleavedSampleModel с указанным буфером данных, шириной, высотой, шагом линии развертки, шагом пикселя и смещениями полосы. |
| static [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createInterleavedRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#createInterleavedRaster-int-int-int-int-int-int:A-java.awt.Point-)(int dataType, int w, int h, int scanlineStride, int pixelStride, int[] bandOffsets, [**Point**](https://docs.oracle.com/javase/8/docs/api/java/awt/Point.html) location)  Создает растр на основе модели PixelInterleavedSampleModel с указанным типом данных, шириной, высотой, шагом линии развертки, шагом пикселя и смещениями полосы. |
| static [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createInterleavedRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#createInterleavedRaster-int-int-int-int-java.awt.Point-)(int dataType, int w, int h, int bands, [**Point**](https://docs.oracle.com/javase/8/docs/api/java/awt/Point.html) location)  Создает растр на основе модели PixelInterleavedSampleModel с указанным типом данных, шириной, высотой и количеством полос. |
| static [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createPackedRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#createPackedRaster-java.awt.image.DataBuffer-int-int-int-int:A-java.awt.Point-)([**DataBuffer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/DataBuffer.html) dataBuffer, int w, int h, int scanlineStride, int[] bandMasks, [**Point**](https://docs.oracle.com/javase/8/docs/api/java/awt/Point.html) location)  Создает растр на основе SinglePixelPackedSampleModel с указанным буфером данных, шириной, высотой, шагом линии развертки и масками полос. |
| static [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createPackedRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#createPackedRaster-java.awt.image.DataBuffer-int-int-int-java.awt.Point-)([**DataBuffer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/DataBuffer.html) dataBuffer, int w, int h, int bitsPerPixel, [**Point**](https://docs.oracle.com/javase/8/docs/api/java/awt/Point.html) location)  Создает растр на основе модели MultiPixelPackedSampleModel с указанным буфером данных, шириной, высотой и битами на пиксель. |
| static [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createPackedRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#createPackedRaster-int-int-int-int:A-java.awt.Point-)(int dataType, int w, int h, int[] bandMasks, [**Point**](https://docs.oracle.com/javase/8/docs/api/java/awt/Point.html) location)  Создает растр на основе SinglePixelPackedSampleModel с указанным типом данных, шириной, высотой и масками полос. |
| static [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createPackedRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#createPackedRaster-int-int-int-int-int-java.awt.Point-)(int dataType, int w, int h, int bands, int bitsPerBand, [**Point**](https://docs.oracle.com/javase/8/docs/api/java/awt/Point.html) location)  Создает растр на основе упакованной SampleModel с указанным типом данных, шириной, высотой, количеством полос и битами на полосу. |
| static [**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) | [**createRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#createRaster-java.awt.image.SampleModel-java.awt.image.DataBuffer-java.awt.Point-)([**SampleModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/SampleModel.html) sm, [**DataBuffer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/DataBuffer.html) db, [**Point**](https://docs.oracle.com/javase/8/docs/api/java/awt/Point.html) location)  Создает растр с указанными SampleModel и DataBuffer. |
| [**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) | [**createTranslatedChild**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#createTranslatedChild-int-int-)(int childMinX, int childMinY)  Создайте растр с тем же размером, SampleModel и DataBuffer, что и этот, но с другим расположением. |
| static [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createWritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#createWritableRaster-java.awt.image.SampleModel-java.awt.image.DataBuffer-java.awt.Point-)([**SampleModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/SampleModel.html) sm, [**DataBuffer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/DataBuffer.html) db, [**Point**](https://docs.oracle.com/javase/8/docs/api/java/awt/Point.html) location)  Создает записываемый растр с указанной SampleModel и буфером данных. |
| static [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createWritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#createWritableRaster-java.awt.image.SampleModel-java.awt.Point-)([**SampleModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/SampleModel.html) sm, [**Point**](https://docs.oracle.com/javase/8/docs/api/java/awt/Point.html) location)  Создает записываемый файл с указанной SampleModel. |
| [**Rectangle**](https://docs.oracle.com/javase/8/docs/api/java/awt/Rectangle.html) | [**getBounds**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getBounds--)()  Возвращает ограничивающий прямоугольник этого растра. |
| [**DataBuffer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/DataBuffer.html) | [**getDataBuffer**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getDataBuffer--)()  Возвращает буфер данных, связанный с этим растром. |
| [**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) | [**getDataElements**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getDataElements-int-int-int-int-java.lang.Object-)(int x, int y, int w, int h, [**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) outData)  Возвращает пиксельные данные для указанного прямоугольника пикселей в примитивном массиве типа TransferType. |
| [**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) | [**getDataElements**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getDataElements-int-int-java.lang.Object-)(int x, int y, [**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) outData)  Возвращает данные для одного пикселя в примитивном массиве типа TransferType. |
| int | [**getHeight**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getHeight--)()  Возвращает высоту растра в пикселях. |
| int | [**getMinX**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getMinX--)()  Возвращает минимально допустимую координату X растра. |
| int | [**getMinY**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getMinY--)()  Возвращает минимально допустимую координату Y растра. |
| int | [**getNumBands**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getNumBands--)()  Возвращает количество полос (выборок на пиксель) в этом растре. |
| int | [**getNumDataElements**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getNumDataElements--)()  Возвращает количество элементов данных, необходимое для передачи одного пикселя с помощью методов getDataElements и setDataElements. |
| [**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) | [**getParent**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getParent--)()  Возвращает родительский растр (если таковой имеется) этого растра или значение null. |
| double[] | [**getPixel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getPixel-int-int-double:A-)(int x, int y, double[] dArray)  Возвращает образцы в массиве double для указанного пикселя. |
| float[] | [**getPixel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getPixel-int-int-float:A-)(int x, int y, float[] fArray)  Возвращает выборки в массиве с плавающей запятой для указанного пикселя. |
| int[] | [**getPixel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getPixel-int-int-int:A-)(int x, int y, int[] iArray)  Возвращает образцы в массиве int для указанного пикселя. |
| double[] | [**getPixels**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getPixels-int-int-int-int-double:A-)(int x, int y, int w, int h, double[] dArray)  Возвращает двойной массив, содержащий все выборки для прямоугольника пикселей, по одной выборке на элемент массива. |
| float[] | [**getPixels**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getPixels-int-int-int-int-float:A-)(int x, int y, int w, int h, float[] fArray)  Возвращает массив с плавающей запятой, содержащий все выборки для прямоугольника пикселей, по одной выборке на элемент массива. |
| int[] | [**getPixels**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getPixels-int-int-int-int-int:A-)(int x, int y, int w, int h, int[] iArray)  Возвращает массив int, содержащий все выборки для прямоугольника пикселей, по одной выборке на элемент массива. |
| int | [**getSample**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getSample-int-int-int-)(int x, int y, int b)  Возвращает выборку в указанном диапазоне для пикселя, расположенного в точке (x,y), в виде int. |
| double | [**getSampleDouble**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getSampleDouble-int-int-int-)(int x, int y, int b)  Возвращает выборку в указанном диапазоне для пикселя, расположенного в точке (x,y), как двойную. |
| float | [**getSampleFloat**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getSampleFloat-int-int-int-)(int x, int y, int b)  Возвращает выборку в указанном диапазоне для пикселя, расположенного в точке (x,y), в виде значения с плавающей запятой. |
| [**SampleModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/SampleModel.html) | [**getSampleModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getSampleModel--)()  Возвращает SampleModel, который описывает расположение данных изображения. |
| int | [**getSampleModelTranslateX**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getSampleModelTranslateX--)()  Возвращает перевод X из системы координат SampleModel в систему координат растра. |
| int | [**getSampleModelTranslateY**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getSampleModelTranslateY--)()  Возвращает перевод Y из системы координат SampleModel в систему координат растра. |
| double[] | [**getSamples**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getSamples-int-int-int-int-int-double:A-)(int x, int y, int w, int h, int b, double[] dArray)  Возвращает выборки для указанного диапазона для указанного прямоугольника пикселей в двойном массиве, по одной выборке на элемент массива. |
| float[] | [**getSamples**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getSamples-int-int-int-int-int-float:A-)(int x, int y, int w, int h, int b, float[] fArray)  Возвращает выборки для указанного диапазона для указанного прямоугольника пикселей в массиве с плавающей запятой, по одной выборке на элемент массива. |
| int[] | [**getSamples**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getSamples-int-int-int-int-int-int:A-)(int x, int y, int w, int h, int b, int[] iArray)  Возвращает выборки для указанного диапазона для указанного прямоугольника пикселей в массиве int, по одной выборке на элемент массива. |
| int | [**getTransferType**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getTransferType--)()  Возвращает TransferType, используемый для переноса пикселей с помощью методов getDataElements и setDataElements . |
| int | [**getWidth**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html#getWidth--)()  Возвращает ширину растра в пикселях. |

**Класс WritableRaster**

Этот класс расширяет возможности растра для обеспечения возможности записи в пикселях.

Конструкторы этого класса защищены. Чтобы создать экземпляр WritableRaster, используйте один из фабричных методов createWritableRaster в классе Raster.

Методы класса WritableRaster

|  |  |
| --- | --- |
| **Модификатор и тип** | **Способ и описание** |
| [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createWritableChild**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html#createWritableChild-int-int-int-int-int-int-int:A-)(int parentX, int parentY, int w, int h, int childMinX, int childMinY, int[] bandList)  Возвращает новый WritableRaster, который использует весь или часть буфера данных этого WritableRaster. |
| [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createWritableTranslatedChild**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html#createWritableTranslatedChild-int-int-)(int childMinX, int childMinY)  Создайте WritableRaster с тем же размером, SampleModel и DataBuffer, что и этот, но с другим расположением. |
| [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**getWritableParent**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html#getWritableParent--)()  Возвращает родительский WritableRaster (если таковой имеется) этого WritableRaster, иначе null . |
| void | [**setDataElements**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html#setDataElements-int-int-int-int-java.lang.Object-)(int x, int y, int w, int h, [**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) inData)  Задает данные для прямоугольника пикселей из примитивного массива типа TransferType . |
| void | [**setDataElements**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html#setDataElements-int-int-java.lang.Object-)(int x, int y, [**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) inData)  Устанавливает данные для одного пикселя из примитивного массива типа TransferType . |
| void | [**setDataElements**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html#setDataElements-int-int-java.awt.image.Raster-)(int x, int y, [**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) inRaster)  Задает данные для прямоугольника пикселей из входного растра. |
| void | [**setPixel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html#setPixel-int-int-double:A-)(int x, int y, double[] dArray)  Устанавливает пиксель в буфере данных, используя двойной массив выборок для ввода. |
| void | [**setPixel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html#setPixel-int-int-float:A-)(int x, int y, float[] fArray)  Устанавливает пиксель в буфере данных, используя плавающий массив выборок для ввода. |
| void | [**setPixel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html#setPixel-int-int-int:A-)(int x, int y, int[] iArray)  Устанавливает пиксель в буфере данных, используя массив выборок int для ввода. |
| void | [**setPixels**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html#setPixels-int-int-int-int-double:A-)(int x, int y, int w, int h, double[] dArray)  Устанавливает все выборки для прямоугольника пикселей из двойного массива, содержащего по одной выборке на элемент массива. |
| void | [**setPixels**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html#setPixels-int-int-int-int-float:A-)(int x, int y, int w, int h, float[] fArray)  Устанавливает все выборки для прямоугольника пикселей из массива с плавающей запятой, содержащего по одной выборке на элемент массива. |
| void | [**setPixels**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html#setPixels-int-int-int-int-int:A-)(int x, int y, int w, int h, int[] iArray)  Устанавливает все выборки для прямоугольника пикселей из массива int, содержащего по одной выборке на элемент массива. |
| void | [**setRect**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html#setRect-int-int-java.awt.image.Raster-)(int dx, int dy, [**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) srcRaster)  Копирует пиксели из растрового srcRaster в этот WritableRaster. |
| void | [**setRect**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html#setRect-java.awt.image.Raster-)([**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) srcRaster)  Копирует пиксели из растрового srcRaster в этот WritableRaster. |
| void | [**setSample**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html#setSample-int-int-int-double-)(int x, int y, int b, double s)  Задает выборку в указанном диапазоне для пикселя, расположенного в точке (x, y) в буфере данных, используя double для ввода. |
| void | [**setSample**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html#setSample-int-int-int-float-)(int x, int y, int b, float s)  Задает выборку в указанном диапазоне для пикселя, расположенного в (x, y) в буфере данных, используя значение с плавающей точкой для ввода. |
| void | [**setSample**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html#setSample-int-int-int-int-)(int x, int y, int b, int s)  Задает выборку в указанном диапазоне для пикселя, расположенного в (x, y) в буфере данных, используя int для ввода. |
| void | [**setSamples**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html#setSamples-int-int-int-int-int-double:A-)(int x, int y, int w, int h, int b, double[] dArray)  Задает выборки в указанном диапазоне для указанного прямоугольника пикселей из двойного массива, содержащего по одной выборке на элемент массива. |
| void | [**setSamples**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html#setSamples-int-int-int-int-int-float:A-)(int x, int y, int w, int h, int b, float[] fArray)  Устанавливает выборки в указанном диапазоне для указанного прямоугольника пикселей из массива с плавающей запятой, содержащего по одной выборке на элемент массива. |
| void | [**setSamples**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html#setSamples-int-int-int-int-int-int:A-)(int x, int y, int w, int h, int b, int[] iArray)  Устанавливает выборки в указанном диапазоне для указанного прямоугольника пикселей из массива int, содержащего по одной выборке на элемент массива. |

**Пример 1 создания изображения**

В примере строится множество Жулиа.

Структура проекта
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Класс BufferedImageJuliaExample

**package** juliaExample;

**import** java.awt.image.BufferedImage;

**import** java.awt.Color;

**import** java.awt.Graphics;

**import** javax.swing.JFrame;

**public** **class** BufferedImageJuliaExample {

//Попробуйте разные варианты

**private** **static** ComplexNumber *c* = **new** ComplexNumber(-0.223, 0.745);

//private static ComplexNumber c = new ComplexNumber(-0.123, 0.745);

//private static ComplexNumber c = new ComplexNumber(0.223, 0.1);

//Массив пикселей для хранения фрактала

**private** **boolean**[][] values = **null**;

//Границы комплексной плоскости

**private** **double** minX = -1.5;

**private** **double** maxX = 1.5;

**private** **double** minY = -1.5;

**private** **double** maxY = 1.5;

// BufferedImage для рисования фрактала

**private** BufferedImage image = **null**;

//Максимальное разрешенное значение ComplexNumer

**private** **double** threshold = 1;

//Глубина рекурсии

**private** **int** iterations = 100;

**public** BufferedImageJuliaExample(){

// Создание объекта BufferedImage

image = **new** BufferedImage(350,350,BufferedImage.***TYPE\_INT\_RGB***);

// Заполняем booean[][]

**this**.getValues();

**for**(**int** i=0;i<350;i++){

**for**(**int** j=0;j<350;j++){

//Если точка принадлежит множеству Жулиа - она красная, если нет - желтая

**if**(values[i][j]) image.setRGB(i, j, Color.***RED***.getRGB());

**if**(!values[i][j]) image.setRGB(i, j, Color.***YELLOW***.getRGB());

}

}

JFrame f = **new** JFrame("Множество Жулиа"){

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

@Override

**public** **void** paint(Graphics g){

g.drawImage(image,0,0,**null**);

}

};

f.setResizable(**false**);

f.setDefaultCloseOperation(JFrame.***EXIT\_ON\_CLOSE***);

f.setSize(350,350);

f.repaint();

f.setVisible(**true**);

}

//Заполнение boolean[][] данными

**private** **void** getValues(){

values = **new** **boolean**[350][350];

**for**(**int** i=0;i<350;i++){

**for**(**int** j=0;j<350;j++){

**double** a = (**double**)i\*(maxX-minX)/(**double**)350 + minX;

**double** b = (**double**)j\*(maxY-minY)/(**double**)350 + minY;

values[i][j] = isInSet(**new** ComplexNumber(a,b));

}

}

}

**private** **boolean** isInSet(ComplexNumber cn){

**for**(**int** i=0;i<iterations;i++){

cn = cn.square().add(*c*);

}

**return** cn.magnitude()<Math.*pow*(threshold, 2);

}

**public** **static** **void** main(String[] args){

**new** BufferedImageJuliaExample();

}

}

Класс ComplexNumber

**package** juliaExample;

**public** **class** ComplexNumber{

**private** **double** a, b;

// Создание комплексного числа из двух вещественных чисел

**public** ComplexNumber(**double** a, **double** b){

**this**.a = a;

**this**.b = b;

}

// Возведение комплексных чисел в квадрат

**public** ComplexNumber square(){

**return** **new** ComplexNumber(**this**.a\***this**.a - **this**.b\***this**.b, 2\***this**.a\***this**.b);

}

// Сложение комплексных чисел

**public** ComplexNumber add(ComplexNumber cn){

**return** **new** ComplexNumber(**this**.a+cn.a, **this**.b+cn.b);

}

// Вычисление модуля^2

**public** **double** magnitude(){

**return** a\*a+b\*b;

}

}

**Пример 2 создания изображения**

В примере строится множество Мандельброта.

Демонстрируется использование класса ColorModel для преобразования значений цвета Color в выборочные данные пикселей. *Измените тип цвета для изображения на TYPE\_BYTE\_GRAY.*

**import** java.awt.Color;

**import** java.awt.image.BufferedImage;

**import** java.awt.image.ColorModel;

**import** java.awt.image.WritableRaster;

**import** javax.swing.ImageIcon;

**import** javax.swing.JFrame;

**import** javax.swing.JLabel;

**public** **class** BufferedImageMandelbrotExample {

**public** **static** **void** main(String[] args) {

JFrame f = **new** RasterImageFrame();

f.setDefaultCloseOperation(JFrame.***EXIT\_ON\_CLOSE***);

f.setVisible(**true**);

}

}

**class** RasterImageFrame **extends** JFrame {

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

**public** RasterImageFrame() {

**super**("Множество Мандельброта");

**this**.setSize(***DEFAULT\_WIDTH***, ***DEFAULT\_HEIGHT***);

BufferedImage image = makeMandebrot(***DEFAULT\_WIDTH***, ***DEFAULT\_HEIGHT***);

**this**.add(**new** JLabel(**new** ImageIcon(image)));

}

**public** BufferedImage makeMandebrot(**int** width, **int** height) {

BufferedImage image = **new** BufferedImage(width, height, BufferedImage.***TYPE\_INT\_ARGB***);

WritableRaster raster = image.getRaster();

ColorModel model = image.getColorModel();

Color fractalColor = Color.***RED***;

**int** argb = fractalColor.getRGB();

Object colorData = model.getDataElements(argb, **null**);

**for** (**int** i = 0; i < width; i++)

**for** (**int** j = 0; j < height; j++) {

**double** a = ***XMIN*** + i \* (***XMAX*** - ***XMIN***)/width;

**double** b = ***YMIN*** + j \* (***YMAX*** - ***YMIN***)/height;

**if** (!escapesToInfinity(a, b))

raster.setDataElements(i, j, colorData);

}

**return** image;

}

**private** **boolean** escapesToInfinity(**double** a, **double** b) {

**double** x = 0.0;

**double** y = 0.0;

**int** iterations = 0;

**while** ((x <= 2) && (y <= 2) && (iterations < ***MAX\_ITERATIONS***)) {

**double** xnew = x \* x - y \* y + a;

**double** ynew = 2 \* x \* y + b;

x = xnew;

y = ynew;

iterations++;

}

**return** x > 2 || y > 2;

}

**private** **static** **final** **double** ***XMIN*** = -2;

**private** **static** **final** **double** ***XMAX*** = 2;

**private** **static** **final** **double** ***YMIN*** = -2;

**private** **static** **final** **double** ***YMAX*** = 2;

**private** **static** **final** **int** ***MAX\_ITERATIONS*** = 20;

**private** **static** **final** **int** ***DEFAULT\_WIDTH*** = 400;

**private** **static** **final** **int** ***DEFAULT\_HEIGHT*** = 400;

}

**Чтение и запись изображений**

Основным для Java Image I/O API является класс ImageIO пакета javax.imageio. Этот класс, содержит статические методы для чтения и записи файлов.

Класс ImageIO выбирает соответствующую программу *чтения* на основе типа файла. Он проверяет расширение файла и соответствующее значение в заголовке файла. Если для чтения файла нельзя найти подходящей программы или она не может расшифровать содержимое, то статический метод read() возвращает null.

*Запись* изображения в файл осуществляется с помощью метода write().

Для выполнения операций записи и чтения, которые выходят за пределы использования методов read() и write() необходимо получить соответствующие объекты классов ImageReader и ImageWrtter.

*ImageReader* - абстрактный суперкласс для синтаксического анализа и декодирования изображений. Этот класс является предком классов, которые читают в изображениях в контексте Java Image I / O framework. Объекты ImageReader обычно создаются классом service provider interface (SPI) для определенного формата. Классы поставщика услуг (например, экземпляры ImageReaderSpi) регистрируются в IIORegistry, который использует их для распознавания форматов и представления доступных средств чтения и записи форматов.

*ImageWriter* - абстрактный суперкласс для кодирования и записи изображений.  ImageWriter объекты обычно создаются классом поставщика услуг для определенного формата. Классы поставщика услуг зарегистрированы в IIORegistry, который использует их для распознавания форматов и представления доступных средств чтения и записи форматов.

Некоторые графические файлы, например, анимированные GIF, могут содержать несколько изображений. Однако метод read() класса ImageIO позволяет считывать только одно из них. Для чтения нескольких изображений необходимо преобразовать источник ввода данных в объект *ImageInputStream*.

Класс *ImageOutputStream* выполняет аналогичные функции для записи изображений.

**Класс ImageIO**

Методы Класс ImageIO

|  |  |
| --- | --- |
| static [**ImageInputStream**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/stream/ImageInputStream.html) | [**createImageInputStream**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#createImageInputStream-java.lang.Object-)([**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) input)  Возвращает объект ImageInputStream, который будет принимать входные данные из заданного Object.  Запрашивается набор ImageInputStreamSpi, зарегистрированных в классе IIORegistry, и первый, который способен принимать входные данные от предоставленного объекта , используется для создания возвращаемого ImageInputStream.  Если подходящего ImageInputStreamSpi не  существует, то возвращается null.  Текущие настройки кэша из getUseCache и getCacheDirectory будут использоваться для управления кэшированием.  **Параметры:**  input - элемент Object, который будет использоваться в качестве источника ввода, например, File, readable RandomAccessFile или InputStream.  **ВОЗВРАТ:**  ImageInputStream, или null.  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если input - null.  [IOException](https://docs.oracle.com/javase/8/docs/api/java/io/IOException.html) - если файл кэша необходим, но не может быть создан. |
| static [**ImageOutputStream**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/stream/ImageOutputStream.html) | [**createImageOutputStream**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#createImageOutputStream-java.lang.Object-)([**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) output)  Возвращает объект ImageOutputStream, который будет отправлять свои выходные данные в данный Object.  Запрашивается набор ImageOutputStreamSpi, зарегистрированных в классе IIORegistry, и первый, который кто способен отправлять выходные данные из предоставленного объекта, используется для создания возвращаемого ImageOutputStream.  Если подходящего ImageOutputStreamSpi не  существует, возвращается null.  Текущие настройки кэша из getUseCache и getCacheDirectory будут использоваться для управления кэшированием.  **Параметры:**  output - Object, который будет использоваться в качестве назначения вывода, например, File, доступный для записи, RandomAccessFile или OutputStream.  **ВОЗВРАТ:**  ImageOutputStream, или null.  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если output - null. |
| static [**File**](https://docs.oracle.com/javase/8/docs/api/java/io/File.html) | [**getCacheDirectory**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#getCacheDirectory--)()  Возвращает текущее значение, установленное с помощью setCacheDirectory или null, если явная настройка не была выполнена.  **ВОЗВРАТ:**  File - указание каталога, в котором будут создаваться файлы кэша, или null, как указание системного каталога временных файлов по умолчанию. |
| static [**ImageReader**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageReader.html) | [**getImageReader**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#getImageReader-javax.imageio.ImageWriter-)([**ImageWriter**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageWriter.html) writer)  Возвращает значение ImageReader, соответствующее данному ImageWriter, если таковое имеется, или null если подключаемый модуль для этого ImageWriterне указывает соответствующее ImageReader, или если данное ImageWriter значение не зарегистрировано.  Этот метод предусмотрен главным образом для симметрии с getImageWriter(ImageReader). Обратите внимание, что этот метод возвращает "предпочтительный" читатель, который является первым в списке, возвращаемом javax.imageio.spi.ImageWriterSpi..getImageReaderSpiNames()  **Параметры:**  writer - экземпляр зарегистрированного ImageWriter.  **ВОЗВРАТ:**  ImageReader, или null.  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если writer - null. |
| static [**Iterator**](https://docs.oracle.com/javase/8/docs/api/java/util/Iterator.html)<[**ImageReader**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageReader.html)> | [**getImageReaders**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#getImageReaders-java.lang.Object-)([**Object**](https://docs.oracle.com/javase/8/docs/api/java/lang/Object.html) input)  Возвращает Iterator, содержащий все зарегистрированные ImageReader в данный момент, которые могут декодировать предоставленные Object, обычно  ImageInputStream.  Положение потока остается в его предыдущем положении при выходе из этого метода.  **Параметры:**  input – ImageInputStream или другой Object, содержащее закодированные данные изображения.  **ВОЗВРАТ:**  Iterator, содержащий ImageReaders.  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если inputесть null. |
| static [**Iterator**](https://docs.oracle.com/javase/8/docs/api/java/util/Iterator.html)<[**ImageReader**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageReader.html)> | [**getImageReadersByFormatName**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#getImageReadersByFormatName-java.lang.String-)([**String**](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html) formatName)  Возвращает Iterator, содержащий все зарегистрированные ImageReader которые декодировать именованный формат.  **Параметры:**  formatName - String, содержащая неофициальное название формата (*например*, "jpeg" или "tiff".  **ВОЗВРАТ:**  Iterator, содержащий ImageReaders.  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если formatName - null. |
| static [**Iterator**](https://docs.oracle.com/javase/8/docs/api/java/util/Iterator.html)<[**ImageReader**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageReader.html)> | [**getImageReadersByMIMEType**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#getImageReadersByMIMEType-java.lang.String-)([**String**](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html) MIMEType)  Возвращает Iterator, содержащий все зарегистрированные ImageReader, которые утверждают, что могут декодировать файлы с заданным типом MIME.  **Параметры:**  MIMEType - String, содержащий суффикс файла (*например*, "изображение /jpeg" или "изображение /x-bmp").  **ВОЗВРАТ:**  Iterator, содержащий ImageReaders.  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если MIMEType - null. |
| static [**Iterator**](https://docs.oracle.com/javase/8/docs/api/java/util/Iterator.html)<[**ImageReader**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageReader.html)> | [**getImageReadersBySuffix**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#getImageReadersBySuffix-java.lang.String-)([**String**](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html) fileSuffix)  Возвращает Iterator, содержащий все зарегистрированные ImageReader, которые утверждают, что могут декодировать файлы с заданным суффиксом.  **Параметры:**  fileSuffix - String, содержащая суффикс файла (*например*, "jpg" или "tiff").  **ВОЗВРАТ:**  Iterator, содержащий ImageReaders.  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если fileSuffix - null. |
| static [**Iterator**](https://docs.oracle.com/javase/8/docs/api/java/util/Iterator.html)<[**ImageTranscoder**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageTranscoder.html)> | [**getImageTranscoders**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#getImageTranscoders-javax.imageio.ImageReader-javax.imageio.ImageWriter-)([**ImageReader**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageReader.html) reader, [**ImageWriter**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageWriter.html) writer)  Возвращает Iterator, содержащий все зарегистрированные ImageTranscoder которые утверждают, что могут перекодировать метаданные данного ImageReader и ImageWriter.  **Параметры:**  reader - ImageReader.  writer - ImageWriter.  **ВОЗВРАТ:**  Iterator, содержащий ImageTranscoder.  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если reader или writer - null. |
| static [**ImageWriter**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageWriter.html) | [**getImageWriter**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#getImageWriter-javax.imageio.ImageReader-)([**ImageReader**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageReader.html) reader)  Возвращает значение ImageWriter, соответствующее данномуImageReader, если оно есть, или nullесли подключаемый модуль для этого ImageReader не указывает соответствующее ImageWriter, или если данное значение ImageReader не зарегистрировано.  Этот механизм может быть использован для получения anImageWriter, который будет понимать внутреннюю структуру непиксельных метаданных (как закодированных IIOMetadataобъектами), генерируемых ImageReader. Получив эти данные отImageReader и передавая его ImageWriterполученному с помощью этого метода, клиентская программа может прочитать изображение, каким-то образом изменить его и записать обратно, сохранив все метаданные, без необходимости понимать что-либо о структуре метаданных или даже о формате изображения. Обратите внимание, что этот метод возвращает "предпочтительный" элемент записи, который является первым в списке, возвращаемом javax.imageio.spi.ImageReaderSpi.getImageWriterSpiNames().  **Параметры:**  reader - экземпляр зарегистрированного ImageReader.  **ВОЗВРАТ:**  ImageWriter, или null.  **Выбрасывает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если reader - null. |
| static [**Iterator**](https://docs.oracle.com/javase/8/docs/api/java/util/Iterator.html)<[**ImageWriter**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageWriter.html)> | [**getImageWriters**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#getImageWriters-javax.imageio.ImageTypeSpecifier-java.lang.String-)([**ImageTypeSpecifier**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageTypeSpecifier.html) type, [**String**](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html) formatName)  Возвращает Iterator, содержащий все зарегистрированные ImageWriter, которые утверждают, что могут кодировать изображения данного макета (заданного с помощью ImageTypeSpecifier) в заданном формате.  **Параметры:**  type – ImageTypeSpecifier указывает расположение изображения, которое должно быть записано.  formatName - неофициальное название format.  **ВОЗВРАТ:**  Iterator, содержащий ImageWriters.  **Выбрасывает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если какой-либо параметр равен null. |
| static [**Iterator**](https://docs.oracle.com/javase/8/docs/api/java/util/Iterator.html)<[**ImageWriter**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageWriter.html)> | [**getImageWritersByFormatName**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#getImageWritersByFormatName-java.lang.String-)([**String**](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html) formatName)  Возвращает Iterator, содержащий все зарегистрированные ImageWriter, которые утверждают, что могут кодировать именованный формат.  **ВОЗВРАТ:**  массив String. |
| static [**Iterator**](https://docs.oracle.com/javase/8/docs/api/java/util/Iterator.html)<[**ImageWriter**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageWriter.html)> | [**getImageWritersByMIMEType**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#getImageWritersByMIMEType-java.lang.String-)([**String**](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html) MIMEType)  Возвращает Iterator, содержащий все зарегистрированные ImageWriter, которые утверждают, что могут кодировать файлы с заданным типом MIME.  **Параметры:**  MIMEType - aString, содержащий суффикс файла (*например*, "image /jpeg" или "image /x-bmp").  **ВОЗВРАТ:**  anIterator, содержащий ImageWriter.  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если MIMEType - null. |
| static [**Iterator**](https://docs.oracle.com/javase/8/docs/api/java/util/Iterator.html)<[**ImageWriter**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageWriter.html)> | [**getImageWritersBySuffix**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#getImageWritersBySuffix-java.lang.String-)([**String**](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html) fileSuffix)  Возвращает Iterator, содержащий все зарегистрированные ImageWriter, которые утверждают, что могут кодировать файлы с заданным суффиксом.  **Параметры:**  fileSuffix - aString, содержащий суффикс файла (*например*, "jpg" или "tiff").  **ВОЗВРАТ:**  Iterator, содержащий ImageWriter.  **Выбрасывает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если fileSuffix - null. |
| static [**String**](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html)[] | [**getReaderFileSuffixes**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#getReaderFileSuffixes--)()  Возвращает массив Strings, в котором перечислены все файловые суффиксы, связанные с форматами, понятными текущему набору зарегистрированных пользователей.  **ВОЗВРАТ:**  массив String. |
| static [**String**](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html)[] | [**getReaderFormatNames**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#getReaderFormatNames--)()  Возвращает массив Strings, в котором перечислены все неофициальные имена форматов, понятные текущему набору зарегистрированных читателей.  ВОЗВРАТ: массив String. |
| static [**String**](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html)[] | [**getReaderMIMETypes**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#getReaderMIMETypes--)()  Возвращает массив String, в котором перечислены все типы MIME, понятные текущему набору зарегистрированных читателей.  **ВОЗВРАТ:**  массив String. |
| static boolean | [**getUseCache**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#getUseCache--)()  Возвращает текущее значение, установленное с помощью setUseCache илит true, если явная настройка не была выполнена.  **Возвращает:**  true, если для ImageInputStream может использоваться дисковый кэш ImageOutputStream. |
| static [**String**](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html)[] | [**getWriterFileSuffixes**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#getWriterFileSuffixes--)()  Возвращает массив Strings, в котором перечислены все файловые суффиксы, связанные с форматами, понятными текущему набору зарегистрированных писателей.  **ВОЗВРАТ:**  массив String. |
| static [**String**](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html)[] | [**getWriterFormatNames**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#getWriterFormatNames--)()  Возвращает массив Strings, в котором перечислены все неофициальные имена форматов, понятные текущему набору зарегистрированных писателей.  **Параметры:**  formatName - aString, содержащий неофициальное название формата (*например*, "jpeg" или "tiff".  **ВОЗВРАТ:**  anIterator, содержащий ImageWriter.  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если formatNameесть null. |
| static [**String**](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html)[] | [**getWriterMIMETypes**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#getWriterMIMETypes--)()  Возвращает массив Strings, в котором перечислены все типы MIME, понятные текущему набору зарегистрированных писателей.  **ВОЗВРАТ:**  массив String. |
| static [**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) | [**read**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#read-java.io.File-)([**File**](https://docs.oracle.com/javase/8/docs/api/java/io/File.html) input)  Возвращает a BufferedImageкак результат декодирования a, поставляемого Fileс ImageReaderавтоматически выбранным из числа зарегистрированных в настоящее время.  Текущие настройки кэша из getUseCache и getCacheDirectory будут использоваться для управления кэшированием в ImageInputStream.  Обратите внимание, что не существует read - метода, который принимает имя файла в качестве String; используйте этот метод после создания File из имени файла.  **Параметры:**  input – File для чтения.  **ВОЗВРАТ:**  BufferedImage, содержащий декодированное содержимое входных данных, или null.  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если input - null.  [IOException](https://docs.oracle.com/javase/8/docs/api/java/io/IOException.html) - если во время чтения возникает ошибка. |
| static [**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) | [**read**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#read-javax.imageio.stream.ImageInputStream-)([**ImageInputStream**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/stream/ImageInputStream.html) stream)  Возвращает a BufferedImageкак результат декодирования, поставляемого ImageInputStreamс ImageReader автоматически выбранным из числа зарегистрированных в данный момент.  В отличие от большинства других методов в этом классе, этот метод закрывает предоставленный ImageInputStream после завершения операции чтения, если null не возвращается, то в этом случае этот метод не закрывает поток.  **Параметры:**  stream – ImageInputStream элемент для чтения.  **ВОЗВРАТ:**  BufferedImage, содержащий декодированное содержимое входных данных, или null.  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если streamесть null.  [IOException](https://docs.oracle.com/javase/8/docs/api/java/io/IOException.html) - если во время чтения возникает ошибка. |
| static [**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) | [**read**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#read-java.io.InputStream-)([**InputStream**](https://docs.oracle.com/javase/8/docs/api/java/io/InputStream.html) input)  Возвращает a BufferedImageкак результат декодирования a, поставляемого InputStreamс ImageReaderавтоматически выбранным из числа зарегистрированных в настоящее время.  Текущие настройки кэша из getUseCache и getCacheDirectory будут использоваться для управления кэшированием в создаваемом ImageInputStream.  Этот метод не закрывает предоставленный InputStream после завершения операции чтения; вызывающий объект обязан закрыть поток.  **Параметры:**  input – InputStream для чтения.  **ВОЗВРАТ:**  BufferedImage, содержащий декодированное содержимое входных данных, или null.  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если inputесть null.  [IOException](https://docs.oracle.com/javase/8/docs/api/java/io/IOException.html) - если во время чтения возникает ошибка. |
| static [**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) | [**read**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#read-java.net.URL-)([**URL**](https://docs.oracle.com/javase/8/docs/api/java/net/URL.html) input)  Возвращает a BufferedImageкак результат декодирования a, поставляемого URLс ImageReaderавтоматически выбранным из числа зарегистрированных в настоящее время.  Текущие настройки кэша из getUseCache и getCacheDirectory будут использоваться для управления кэшированием создаваемом в ImageInputStream.  Этот метод не пытается найти ImageReader, которые могут считываться непосредственно из URL; это может быть выполнено с помощью IIORegistry и ImageReaderSpi.  **Параметры:**  input - URL для чтения.  **ВОЗВРАТ:**  BufferedImage, содержащий декодированное содержимое входных данных, или null.  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если input - null.  [IOException](https://docs.oracle.com/javase/8/docs/api/java/io/IOException.html) - если во время чтения возникает ошибка. |
| static void | [**scanForPlugins**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#scanForPlugins--)()  Сканирует плагины в пути к классу приложения, загружает их классы поставщика услуг и регистрирует экземпляр поставщика услуг для каждого найденного с помощью IIORegistry.  Этот метод необходим, поскольку теоретически путь к классу приложения может измениться или могут стать доступными дополнительные плагины. Вместо повторного сканирования пути к классу при каждом вызове API, путь к классу сканируется автоматически только при первом вызове. Клиенты могут вызвать этот метод, чтобы запросить повторное сканирование. Таким образом, этот метод должен вызываться только сложными приложениями, которые динамически делают новые плагины доступными во время выполнения.  Метод getResources контекста ClassLoader используется для поиска файлов JAR, содержащих файлы с именем META-INF/services/javax.imageio.spi.*classname*, где *classname* является одним из ImageReaderSpi, ImageWriterSpi, ImageTranscoderSpi, ImageInputStreamSpi, или ImageOutputStreamSpi, по пути к классу приложения.  Содержимое найденных файлов указывает имена реальных классов реализации, которые реализуют вышеупомянутые интерфейсы поставщика услуг; затем загрузчик классов по умолчанию используется для загрузки каждого из этих классов и создания экземпляра каждого класса, который затем помещается в реестр для последующего извлечения.  Точный набор искомых местоположений зависит от реализации среды выполнения Java. |
| static void | [**setCacheDirectory**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#setCacheDirectory-java.io.File-)([**File**](https://docs.oracle.com/javase/8/docs/api/java/io/File.html) cacheDirectory)  Задает каталог, в котором должны создаваться файлы кэша.  **Параметры:**  cacheDirectory - указание каталога как объекта класса File.  **Выбрасывает:**  [SecurityException](https://docs.oracle.com/javase/8/docs/api/java/lang/SecurityException.html) - если диспетчер безопасности запрещает доступ к каталогу.  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - if cacheDirectory не является каталогом. |
| static void | [**setUseCache**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#setUseCache-boolean-)(boolean useCache)  Устанавливает флаг, указывающий, следует ли использовать файл кэша на основе диска при создании ImageInputStream файлов и ImageOutputStreams.  При чтении из стандартного InputStream может потребоваться сохранить ранее прочитанную информацию в кэше, поскольку базовый поток не позволяет повторно считывать данные. Аналогично, при записи в стандартный OutputStream может использоваться кэш, позволяющий изменять ранее записанное значение перед его сбросом в конечный пункт назначения.  Кэш может находиться в основной памяти или на диске. Установка этого флага в false запрещает использование диска для будущих потоков, что может быть выгодно при работе с небольшими изображениями, поскольку устраняются накладные расходы на создание и уничтожение файлов.  При запуске это значение устанавливается равным true.  **Параметры:**  useCache – boolean, указание на то, следует ли использовать файл кэша, в тех случаях, когда это необязательно. |
| static boolean | [**write**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#write-java.awt.image.RenderedImage-java.lang.String-java.io.File-)([**RenderedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/RenderedImage.html) im, [**String**](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html) formatName, [**File**](https://docs.oracle.com/javase/8/docs/api/java/io/File.html) output)  Записывает изображение, используя произвольный ImageWriter, который поддерживает данный формат, в File.  **Параметры:**  im – RenderedImage, который должен быть записан.  formatName - String, содержащая неофициальное название формата.  output - File, который должен быть записан.  **ВОЗВРАТ:**  false если соответствующий писатель не найден.  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если какой-либо параметр равен null.  [IOException](https://docs.oracle.com/javase/8/docs/api/java/io/IOException.html) - если во время записи возникает ошибка. |
| static boolean | [**write**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#write-java.awt.image.RenderedImage-java.lang.String-javax.imageio.stream.ImageOutputStream-)([**RenderedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/RenderedImage.html) im, [**String**](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html) formatName, [**ImageOutputStream**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/stream/ImageOutputStream.html) output)  Записывает изображение, используя произвольный ImageWriter, который поддерживает данный формат, в ImageOutputStream.  Этот метод не закрывает предоставленный ImageOutputStreamпосле завершения операции записи; при желании вызывающий объект обязан закрыть поток.  **Параметры:**  im – RenderedImage, котороый должен быть записан.  formatName - String, содержащая неофициальное название формата.  output - объект ImageOutputStream, в который нужно записать.  **ВОЗВРАТ:**  false если соответствующий писатель не найден.  **Выбрасывает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если какой-либо параметр равен null.  [IOException](https://docs.oracle.com/javase/8/docs/api/java/io/IOException.html) - если во время записи возникает ошибка. |
| static boolean | [**write**](https://docs.oracle.com/javase/8/docs/api/javax/imageio/ImageIO.html#write-java.awt.image.RenderedImage-java.lang.String-java.io.OutputStream-)([**RenderedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/RenderedImage.html) im, [**String**](https://docs.oracle.com/javase/8/docs/api/java/lang/String.html) formatName, [**OutputStream**](https://docs.oracle.com/javase/8/docs/api/java/io/OutputStream.html) output)  Записывает изображение с использованием произвольногоImageWriter, поддерживающего данный формат, в OutputStream.  Этот метод не закрывает предоставленный OutputStreamпосле завершения операции записи; при желании вызывающий объект обязан закрыть поток.  Текущие настройки кэша из getUseCache и getCacheDirectory будут использоваться для управления кэшированием.  **Параметры:**  im - RenderedImage, который должен быть записан.  formatName - String, содержащая неофициальное название формата.  output - OutputStreamобъект, в который нужно записать.  **ВОЗВРАТ:**  false если соответствующий писатель не найден.  **Выдает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если какой-либо параметр равен null.  [IOException](https://docs.oracle.com/javase/8/docs/api/java/io/IOException.html) - если во время записи возникает ошибка. |

**Примеры чтения и записи изображения**

Пример 1. Чтение изображения с сайта РГРТУ

**import** java.awt.image.BufferedImage;

**import** java.io.IOException;

**import** java.net.URL;

**import** javax.imageio.ImageIO;

**import** javax.swing.ImageIcon;

**import** javax.swing.JFrame;

**import** javax.swing.JLabel;

**public** **class** ReadImage

{

**public** **static** **void** main( String[] args )

{

BufferedImage image = **null**;

**try** {

//Если адрес изображения с заглавной страницы сайта РГРТУ изменился, то укажите новый //URL

//Интернет должен быть подключен!!!

URL url = **new** URL("http://www.rsreu.ru/modules/mod\_imgslide/images/fasade\_rsreu\_2020.jpg");

image = ImageIO.*read*(url);

} **catch** (IOException e) {

e.printStackTrace();

}

//Определяем ширину и высоту изображения

**int** w = image.getWidth();

**int** h = image.getHeight();

//Создаем фрейм и определяем его размеры

JFrame frame = **new** JFrame("Фотография с сайта РГРТУ");

frame.setSize(w, h);

//Размещаем изображение на JLabel и выводим его

//Класс IconImage изучите самостоятельно!!!

JLabel label = **new** JLabel(**new** ImageIcon(image));

frame.add(label);

frame.setVisible(**true**);

}

}

Пример 2. Создание и сохранение изображения

Структура проекта

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAP4AAACRCAIAAABsVpKJAAAAAXNSR0IArs4c6QAAGvtJREFUeF7tXQtcVNW63zM8BVEQRy0R04BOiJmSkqiZQCZIBecaaHmPWoons6TMa/ee0ivXc0/G6fzgVN4rp2OZnRQ0pXzgizRTzDxaHpGbwtFUUN4oOBDMDHO/tV/z2jN7M8zes/ew9m/9YGbvb631rf/677W/vWZ961MZjUZCtKO25e4bm4589maaaDXggjECTiKgdjKfsGwGgxHYL0wWS2EEJEVA1ctRv/LoBx0tN0Fltdrope7uHzJkxLSVbAtqGtsW5H55ZMN8SduEK8MICECgt6M+8H5McnZMyuvRs1Y+MHNVZ+stAZWCSMlSlelYWiIsk7UUFDIlvwqVZVYCfZKWtbyGTlblTyFzOTyQEDp4BZ1THOeSAQJOUj9v7R//nPPuxpwNo8YN67z5ua7m0+7qT27/+GF3dzechHbNf6eYr3XxeZXwyDEa92cVpDhLfrKO5LSsgmLm7qm6XE6UFe2jqQ3f4qMjLTSJWHHSeHJFBHX72aM2CO3PIuLztpCC+PBEBJykvsGo8iaMWcsfDdKMD9DE+mkmeg+JGxSdEDU9fVl2PGFEJv6hs1c+PfKP8CEDeXAD5hLll3mGYYdlREbHMwVU7SuKycsjKirJDPCNyJiN2euJzO11mwRR/9ixYxs2oLGcPVbmrLxxJ9BbpScMXRxJ37wiPe4P204eO3/tt6mxPEqWFBfEM/xkDA0VY8KYDCP2wWAyRi7TJUfMziCogR5xPXp2VAz9FKisKIuJYgb4pUvBiIFSqMEe/qYUEGXZkUxVNlUzapPyJbQFBPlZQfaR4VDJfNOzxW4Vve5GXIATCJA2h6OjtLR0zJgxUVFRVkIZCzYb67+0k/Yau5oclgrmBHNk7WckSRuDsYKYT9RF9hLKSOWozIsnGHk4S57cn0VmY//Roii7WdH0R7PqTOWbZ6ZUIFW1+UieNqkuQEkHrePrA3xdBAR4Rv2vv/761VdfHTt2rO1N1an3JvTtkBb9R6NNqlu0rHjRks1s4ronSTYBf1k7nTTT0TAMR0pBGWW00CMqjNCUCQPGe96qZPQxYsVb7P1Dm/vwACFH+cho9BSwNPTZJwuXLpxVmwQZox/ZZkw55naaECV5qnBi1MJZeoWAI+qzvAcqclHfi9BpIb3+HNGh805+/fn0txfapsnPzYKrdnWMWLElr3y9acLFbBzdlIxsixTCNMQ7aClp7pdcLs9KQ7cFsoAq9vXQ0LesWjiqwpU0f0pA6/DhVgTsUt8x70HnX/RehF57/lLXf20NmJAyRd/V/YtWZ9WWm1V1pX8rW7ki0UEbYfCOyV6AyB8RFUMUmN0GBAG2OjVBAzZ8GVkGyJRl55LTOVX56+lHAU327JRsgp7OAbGC7Gza0BcAsG3VAjLRIgKV7E0VwpXBkoIRsEv9M2fO6HS6c+fOnSWPhQsXWpXZqfc6/qPqd5+GjpkeqxkxxKDrtmL/jcr6fVvKXnspfuL44Q71SV6VR5DkT95UCZ8oi4d8+ySvoO8LKmLAsEdH8iY0GYquLyAyTC8MaKCPZ40RcsITTHHyEWD3ABn2Ndeq6nx43KCXYPKW5DmEKmnTOr6C8XVREXD+19y0xTsbm1TTnowJj9B4+3h5+6q9fdRePmr44B/oc+1Sw1effLfutUnxj9wjagPkXjiYQ5EVbxmxfSO7jnKe+tCUCalfOmhQ/pq4aZOGya7F0iqE5lDL8yqp39DwIScEekV9OTVEVrqgoT6bejlBr7Z4yJdV79DKYOrLsVewThIgIOjXXAn0wFVgBCRGAFNfYsBxdXJBAFNfLj2B9ZAYAUx9iQHH1ckFAVlQ/5db59qvn5QLJFiPvoGAm6lv7DbU7llau3d50/H1fICzniWcHl4O3b44VhXz1eaa6zbeMCYfMQeOMr2s+9ShNbM2rll2toEqB76yn50quSJ3IyoQUu4VukDqK0qHKrjKRFk4K6V0M1OPLjzXKc16lcnN1FepvTrr/y9gqFZF6HSt1YKbwunhZVrmbDGRblpeBgtFoy8LcoYUjZcmHzHBbXVGMHFWzsZYjTM5rfM0FBZuJ2blHFgG6ZXwFproo+NeIc/kHJgZbZWj+uyHszZeJDh/wruyY11L0kco49xRp4sKWyBr9KplOWvd8nufK6lfVlam1Wrt4f3rd3b4biw3T3AGhINjl+g7g7wCtK0Xv+pxXwnx8GKXl0HpEStW4BWTPUK54XrT0PAQKosmM9aa6LZlhcW+fGDZs1O5KqluqR8d8WAYWVR4aI/UEEHYldS/du3a3r17m5qaOPWsvlb38IVj5gnOgGS/8CntjSrfgNbm88Vg//SsjeYeXvZykqvUzNahIZvD5AtMj+/mDlS8Dlz8flv2W2H5PKm0cn9HVxlvMjPXfVpd9uqUKRxN4Efuyg7GUNlxiiDQ8GwyV8Dw+BANw5YyMCpPjaj7+NBx4Q9kB2qExc4Ydfp9sJpOHXr/45AZmfQdxa+4KBKupD4omJCQsHv37pqaGltlv/+f5cOSmq3S01/kzDn6mffA+7vaYeGbrq3yW2GtZDxaitNoF3OUjTlpvj8DOp+8yViZUYQWgJIUQi4urHsM3DtZb62IKMnNjqGdxTYlgzzjUYUsp5KlkUUZtO8YwaypLsteT2yhfephDSn6CJmY9dTCGgEKU4Wg9arsvVlWHg3nUMWgB+O3zy7lpq6ePGnbBAF1jn6WslLWRlzYerYBiJhYdRHuAXRcuVgaQXLRUgauTJ6Z81HEhcWWZv2V0++bW/8C6qZEoufFDS09sGZdFZEYwf8AEVysU4Iupr5Go0lPT9+5c2dlJeUYbnE0a1vH9NdZJTgZ/FBm++1Q/4GNjT86Wg9nVpaNhxe6xtr6tmtmkIkNDCtPIdlv2sKhpLic9PkCT5eCFO7tGbi9q/j8tgR1BlMIuhlppzRohcmP3sr5i2wjfdW2CUJqpN8pgXkUEadGXDhBvblW1S+aSHHRSgadIm2YVxa1bGefEqytv2o0XIf3AYv3YHuqwHNmcdMM8vabSxygX5qF6C2KjIupDzqGhoZmZmZu27atpQW9xpgfNbcbtl+6bpXg5ICo6Xeut/kPMNy59L1ee1toQ609vPjyIXnKHRKW2CPXMHB2KaeoRN4aW4gFzJPBqihnHbj4NGKuo9vL+uBx/rJpAm9dphfWj+KGUtKTJyZdPXO8uuX41paxU5D5wSHDlKvJnJk0mn1KWNSmycyk3oNzyDvB7nGjqY4Z7NHwf7WFnoPiVV0UAddTv7m5ubCwcN68eSEhFrbcwVee+N/Km5zp8MpnAu+beLfBK0CjrztdzN1QLrPe5OHlAJySfMbfBPl6UV5f5B4OubmWW5UA/8FV2HpfFBG9q5j9gpBeNm41ts5flm3kbAIHDBUnqoZOHw2zPewLa8PJKvSShY6QB6cTF7aduTBq4mPk26etTEUhM0lafeXCldChI5yiITvBWlpFzREhHUaFuGQOyimFIJOLqd/Y2Lhr1645c+ZERlpu/ETqFxbux5ngkmZiZkv1oODhbTVHP7NtC9qqDZa9c2wIxXp4QSbW1rfcWSo5qoJ2/IoEg55eOY9umoKCGDDzydqYiX+QIE85cOASNDlq1gQ7WiGJ+JgK9JxRIb1sjDQO5y8r7ls2gYMB5CT69qtxGeQLJQy0xMfb4EzR9RB61Afcp0QQpVVDptKjta1MdHgTbdYvPj1kbSZ1hxCsrT+r0PoNmJzcRNY8KUO+OjPH5Jmk1YTm9eE1d67jR4SzjBacz5WLlsHIUavVSUlJYPPYKrAn67ERI/tzKnbj2t2nCo6feD3ugaS2S6VBDy3fPGDUGMFNcFIQ2A4vyYpeSm+nCcD4ExE8toeToImTDSk8M2eVOIXbLdWVo/7IkSNTU1M5eQ/119fVnv2+ijPBJRAYNPaJi3v9tPV3a8+Uio4CMvPpTU1Er0ukChw1AWZRevcLrkg62xaL3qqZ127JKqUqEmFvHyeLbKv5563vDna2NjuZX2g2cusq03SQ0GxykvOAJrgfTlcaPBLftLg6jEBvEHClwdMbPXBejIDECGDqSww4rk4uCGDqy6UnsB4SI4CpLzHguDq5ICAL6m/+/dtywQPr0WcQkHSGp6O5+qcvNxh0HQCvb2DI1i9+1La2IahhI2cyhKlm2LB1nxX3GfBxQ92JgKSj/pnNy+9PWvTgMysh3Tv+SVV318r/nP/6mueB9yvXzl+55vmGWvTbFj4wAhIgIB31O5p+VnfVaqt36eqLjfW7fDpOwK793TqDQaeHdhr0eoO+h34qEsCDq/BcBEQxeCD21unTp1evXm2O26k/PTk68Vn/oIGwzgfOv/PmppbGVltgo8ZNyH5vo8150y6W5B6WsHplPZFFwAI0ckdLq6ue2124ZS5EwOU/KNuLvXV4bewvdfvN0+pfz6g6/n7lsfyXEuPQh2/+DB+49WFiZZlF3WKXIqBf9S0Db7m8TbhAD0TAxQaPg9hben03RGGhkqGjpeb80emPqOsrDjf8VJqa0K/u4uH6iiOzZ/T7+6cLz2590fre5vCiYvyVyMXuzOJjF44JuCgPR8CV1Hccg0gH1Cdjb7U3Vp8v2RYw6J6ERa9OeGbxhGeWJL74Rmx6Vmz60qQl/3Z/XOKdW6TTnPnB40Xl4Z2EmycGAi6jPm/sLWrU1zbWnD+y54HJiSGawURXK0o6+HuH+qCtu/r3r7aOy/gTZ1PteFFBJCHLCFxi4ITL9DgEXEZ93thbOoPxbsOtc0cOjZ32eGCgN8N7ID3N+7t1107v+WL8nHdC7xtvjbO1F5XVE2F/DBOBy7TLiMd1FW6QaxEQZYaHU8XPXxkTHBo0aeZjQcEDyR+x4A/8JZNK1drcevrrU3HP5WpGT3BtC3FpGAFOBKSj/rnd71Z8/amfvy9sNqhSq1UqNRWM10jA/lP9B98X+1DqioDgvh57C9NUMgSko75kTcIVYQSEIOAyW19IZVgGIyAfBDD15dMXWBNJEcDUlxRuXJl8EMDUl09fYE0kRQBTX1K4cWXyQUBh1P/vlxbIBzusiaIRkPvk5oncF43gwMW4cRUeOp85cxz71cff/9FXP3R1B6AV0dGVsO9yZHYZuVcVvU+nq+vB5bkVAbmP+l06YmBkmCbm/pCoET4h/iOGBg+MHD6E/Oo10L/jbrto6MGKITLABMcet6LViQuWEAG5U1+vMwSHhQ0ePSp4xAj/kODhw2A35rBQ+Bo+wm9AEHbskpAqnlaVLKgPXl0bNmzghBb8Fju17R1tWvir69TdbtV2tneQXzv0XTq4aqdDLIJSIS8utJm3KXAERzRRRmZK/mWbMvmDZzksMB8iZNF7/Nto4mmEUk573E99WO28fPnyzZs3c1NfZ2iurq2/eqPxxq22ptstd9qbyK9NN27ebb5jgIXQdg82KBVHMCybMFUgQ0fT2kIUFXCUyRM8S1iBnGG5lEMWz9LUzdR34NUFOL/xL7MOfn+5dO93F06Unzp87vixn37pIg7sOrl3+7Gywz9cv9qy79Ql+3M+rBsXROth4jukFNAxq6zCVEFEn3h6z3EU2Iqjj/mCZwkpkDssl2cRSjmtcSf1eb1b3vxg88So4U9mJsalTp2ePn1awkPe6u7U+U+kL35qRvpj90UNm/TA8N+ue1cA2pbBsHjCVAkoz0qkBwWKHZar58r31Rxuoz4v76FHBt9zr4+XShM2RBM+DP4GDw6CSc4hYUPvHT08NGxIv/79fL1Vg4awwXHs9KFtMCzbMFUgwwT+hIgNXAaPQ4IILFDEsFx9lb+9aLfbqM/r1UU1CmZ44I2Wfc0NHhjAvubqdHqDTsjWPcmbUGBaOp4Wih7KEaYqedP+rIIU9CK8gMggDR40kheApWQWbNouzoIKhNw2mvSi53DWXiIg95+0/vpCSkzCOB9/P5jPaa2tq752+8GJkdTXlus3b1bVLvqop3HdeolYz7OjXYIq3lJ22K6et1r2OeRO/YJ/faKb8mYkj4Yuo8bX9NXXR/XC5oMyBxlegCH6I/5JWG7dJHfqd7a16DtNP9muWbww56NPWBB9Agb4BgTJDVNSH9OGcARBbhgnSy37slJyp75V3zTX1/G/1/bl/sRtF4yAwqgvuF1YECPAg4DbZnhwz2AE3IsApr578ce1uw0BTzN49uTa7NwGEVz6DYif+9egwRFugxlXLD8EPI36xe9OSHntjBXOF4oX36qunPzsB6FhD8uvC7BG7kHA0wwefbeq20hYpWBYCDE88tui5Y3VP9qB2bTo2LSyucc9Qq5trjKtfq7qcQk9z4BqY1ZE9zx3X87hgdQ3dBNsyly/46X8PWqfAGD/8LDIo5+/bL+zmfAUaEVDb3atlda9C22/jh0onbmFlUT9srIyrVbruJXkqG9kU21LW8X1hsETVg599O1fPfWXzq4ufpCS07KI8stSjNj8umAJ8RBQEvWvXbu2d+/epqYmB3Ag6ncTbKIk2a9wlR/KkuICZqm/Ety7KCsLNcvSUwxZQqaHFyPF4U3Gj4hnSiiJ+tADCQkJu3fvrqmpsdcbhm6VwWhkEyVmOuOI+ow7S3EaY0EozL3L0lMMudwUFNNr++B2poIu2XiTeSathbRKYdTXaDTp6ek7d+6srKzkbJ7eaBr1W9uRedPf39c06hsdjPqkrQ8x6Vi+cDpVCfHGstBMQvcuK93AcqPbUlJcTvugMY8GWI/d1w+FUR+6KzQ0NDMzc9u2bS0tLba9Zz7D03AHrXsLCvRjJ3z4DZ6IFVvyytfTPuSQWznuXRyeYuBGgNoCzjflGbPRjxo98Cbz/BtDedRvbm4uLCycN29eSEgIN/W7jT9U3tx6+NzaTw6BQNyvwru7jVTipz5BgKEQQ/mnyNq9y2Ti0yDYeopBC2ZnEEW5uUUxdIRJLhnP57idFiqM+o2Njbt27ZozZ05kZCS3wYNsfcLLS130zT8M3cak2KiMx8fBGSoJoT7Yw6vAqQuRX1HuXRyeYhT3Ia52Gr1kmlOmr3JfSb/mgpEDkdaTkpLA5rHXXxtWT31uVam9q5/nJq7ecEIxfS3IvQuGf3gxx/4APe5VJY36I0eOTE1NdcB7aD3nr7k9sPV7DKCIGUpys8vio7mfbmy1aCqWT0ZEHRVctJJGfSEwr1v5mGOxte8dF1KO+2QEu3fRgng7XCf7ytOo7yQMOFvfQ0BJBk/f6x3cYhERwNQXEVxctJwRwNSXc+9g3UREAFNfRHBx0XJGQGHUx7G05EwmZekm9xkecWNpofnBogyejdGY2UY8i6gsavNpK/dRX9xYWiYXJ5slMSbgpPW64uswfN1VCMid+jiWlqt6GpdjhYAsqO/yWFowhjMOSmbDOVgu6Kx5mC3qKtoQFu0nDvuQU9nsRrzCQbU85w5yP/XFiKVl4aQRTxTtQw58VfuKCHq1Cxtmi+pIcF0i44SCqwpaBuY44hUOquUh7Hcz9cWKpRUZHU96loN7UsZbsGYduI+YTzlsQBho5gNXL/JEvJLQ68pDOCbTZriT+rwxhZyPpUX6aOyrQsyfnQyfKyrNmc/fF85GvOqBG5SzVfArjyUEIeA26vPyHtTvRSwtkvsLKMc8+FxenFvBjvk8wPQm4hUOqiWIdbIQchv1xY6lhbhfRrMdcb+Adk+1gzq8HbCvuVbOWfk4qJYsqOpqJeT+k5YnxNJi+0yQ15WrexiXZwcBuVPfA2JpscjjoFqyug3lTn3FxtKyGOqzy6ivOKiWjMgvd+pbQYVjacmIOwpXRWHUVzjaWH0ZIeC2GR4ZYYBV6ZMIYOr3yW7HjSYITzN4cCwtzGqBCHga9XEsLYEdj8U8zeDpVSwtmzBC5OJlO5GqBAaxEiiGmSg5Ah5IfadjacWb7y6OegLt/Ge3RwQGsRIoJnnH4wqVRH2xY2nFxNAr+2laoFAkWVmYIx6KgJKoL3YsrehVsLN+Lh2CBzy11kMokjS2322iULH+X+SH/KUQdRQOG/MIx7qS6a2jJOoDhGLG0oLiTd5dFp4tZN85jEJVll2RZoRjP6z/ZG8e6y7Hsa5kdRMojPpixtIi+U2F4CHNfCYUCdNfVpGqLLoxng5V5TjwKI51JSfuK4z6AJ3IsbRI964S0tihQ5GQ3dUD9ys73YtjXcmJ96CL8qgvciwtMpRWSra1S1ePo1DhWFcyY7qNOgqjvhSxtMDoiaeCzJodvY9ChWNdyexeUNKvucqMpYVjXcmM8ow6Shr1FRlLC8e6kinzPW75moxiaeFYV3IlPaWXkgweeSOJtVMYAkoyeBQGLVZX3ghg6su7f7B2oiGAqS8atLhgeSOAqS/v/sHaiYYApr5o0OKC5Y2ApDM8Hc3V5dt/16W9DZj4BgbHzP19v0FhgvARFPRKUElYCCPghsnN47lpk174I5Ae6r7bcL3iq/xHX96CewIj4BYEpBv1z3+y6O7Niui05/01Mztqf2i/+UNbfZ32TjPTbNWA8PFRT69zCwq40j6IgHS2/u0bFx945mWvgDDDLz979w8Iuv+RYZNmRaUuZtKLt84zDlIc/WDpElWC3MXhAD9yNuwV6x5l405lio1FOlMxgtYBs+wG0OqDtOgLTZaO+jp9d5BG4xfQz8fP6Bfo6z8gKCAk2C/Al00gIAxxcaJZIeeU/cjTigqohQ9PR0A66uthpwSdlkqGjjvlR/fvyVv/5Xs5bKq7rd/x74+TaYZD2MWJZgXhtwpS7Gw84uks6JPtk476aFDXayE1XP3p4F82Bg+9J+E3WUmLXkLphWWQkpe9kbhoydiEJ9pv1znfFz1wp7KMZoV2DTFuIRZQdhQ+PB4B6aivJ6nf8HPlt7t2TZz1ZNjoEYEBapQCvQIDIHkHBnq3N9Wc3bdr+pI853HvXTQr4H9lHhV8ER8ejoB01NcZjA0/X/m2eN+0p2dphg0kuu4QXa2ErhX9JT80XKn4pnD7lN/84b4JM51HncMZKnnT/qyCFPRavIDIYPbVsQqYVYIiSZNHpI0/uvPK4JwyRkC6yc2/vTzG6OX1+FOPa4YPgcXSKKnIv+SH+pq6UwfLJs1d1yve8wKNo1nxQtRnBKSj/r535zX88we/AH+V2lulVqtUamA9dai8vIY/OO3htDf6DRgsKvI4mpWo8CqrcOmob9B1drQ2cqIDjPfy8RMNONpdiiwfR7MSDWalFSwd9ZWGDNbXwxGQ7jXXw4HEzVMaApj6SusxrK+LEBCX+rUtd+e/U+wiVXExGAFXIvD/Sk1SZ8boxDEAAAAASUVORK5CYII=)

**package** writeImage;

**import** java.io.\*;

**import** java.awt.image.\*;

**import** javax.imageio.\*;

**public** **class** Main{

**public** **static** **void** main(String args[]){

**try**{

//Создаеи изображение

BufferedImage img = **new** BufferedImage(500, 500, BufferedImage.***TYPE\_INT\_RGB***);

//Описываем файл

File f = **new** File("images/MyFile.png");

//Это нужно для создания изображения

**int** r = 5;

**int** g = 25;

**int** b = 255;

**int** col = (r << 16) | (g << 8) | b;

//Создаем изображение

**for**(**int** x = 0; x < 500; x++){

**for**(**int** y = 20; y < 300; y++){

img.setRGB(x, y, col);

}

}

//Сохраняем изображение в файл

ImageIO.*write*(img, "PNG", f);

//Выводим в консоль полный путь к файлу

System.***out***.println(f.getAbsolutePath());

}

**catch**(Exception e){

e.printStackTrace();

}

}

}

//Если изображения не будет видно в каталоге, то в Eclipse

//щелкните вравой кнопкой мыши на каталоге images и выберете пункт Refresh (обновить)

//или нажмите F5

ЗАДАНИЕ

Допишите программу из примера 1, так, чтобы полученное с сайта РГРТУ изображение сохранялось в формате png.

Пример 3. Работа с какими типами файлов поддерживается?

Пример демонстрирует, как получить список типов файлов, с которыми может работать ваша система.

**import** javax.imageio.\*;

//Чтобы узнать, какой набор установлен для чтения и записи,

//можно спросить об этом класс ImageIO через его методы

//getReaderFormatNames() и getWriterFormatNames()

//или getReaderMIMETypes() и getWriterMIMETypes(),

//если хотите работать непосредственно с MIME типами

**public** **class** GetList {

**public** **static** **void** main(String args[]) {

//Читатели по имени формата

String readerNames[] = ImageIO.*getReaderFormatNames*();

*printlist*(readerNames, "Reader names:");

//Читатели по MIME

String readerMimes[] = ImageIO.*getReaderMIMETypes*();

*printlist*(readerMimes, "Reader MIME types:");

//Писатели по имени формата

String writerNames[] = ImageIO.*getWriterFormatNames*();

*printlist*(writerNames, "Writer names:");

//Писатели по MIME

String writerMimes[] = ImageIO.*getWriterMIMETypes*();

*printlist*(writerMimes, "Writer MIME types:");

}

**private** **static** **void** printlist(String names[], String title) {

System.***out***.println(title);

**for** (**int** i = 0, n = names.length; i < n; i++) {

System.***out***.println("\t" + names[i]);

}

}

}

**Обработка изображений с помощью фильтров**

Все классы, предназначенные для обработки изображений, реализуют интерфейс BufferedImageOp. Для преобразования одного изображение в другое после создания объекта-операции необходимо вызвать метод filter:

//Создаем объект-операцию над изображением

BufferedImageOp op = …;

//Создаем объект BufferedImage для хранения

//отфильтрованного изображения

BufferedImage filteredImage = new BufferedImage(

image.getWidth(), image.getHeight(), image.getType());

//Выполняем операцию над исходным изображением image.

//Результат выполнения операции помещаем в filteredImage

op.filter(image, filteredImage);

Интерфейс BufferedImageOp реализуют следующие классы:

- AffineTransformOp – выполняет аффинное преобразование пикселей;

- RescaleOp – изменение яркости изображения;

- LookupOp – произвольное отображение выборочных значений;

- ColorConvertOp – преобразование цветового пространства;

- ConvolveOp – свертка (convolution) изображения.

**Класс AffineTransformOp**

Этот класс выполняет *аффинное преобразование* из 2D-координат в исходном изображении или Raster в 2D-координаты целевого изображения или Raster. Используемый тип интерполяции задается с помощью конструктора либо объектом RenderingHints (hint переводится как подсказка, намек), либо одним из целочисленных типов интерполяции, определенных в этом классе. Должны быть соблюдены следующие ограничения:

- источник и назначение должны быть разными;

- для объектов Raster количество полос в источнике должно быть равно количеству полос в пункте назначения.

Поля класса AffineTransformOp

|  |  |
| --- | --- |
| **Модификатор и тип** | **Поле и описание** |
| static int | [**TYPE\_BICUBIC**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/AffineTransformOp.html#TYPE_BICUBIC)  Бикубический тип интерполяции. |
| static int | [**TYPE\_BILINEAR**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/AffineTransformOp.html#TYPE_BILINEAR)  Тип билинейной интерполяции. |
| static int | [**TYPE\_NEAREST\_NEIGHBOR**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/AffineTransformOp.html#TYPE_NEAREST_NEIGHBOR)  Тип интерполяции ближайшего соседа. |

Конструкторы класса AffineTransformOp

|  |
| --- |
| **Конструктор и описание** |
| [**AffineTransformOp**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/AffineTransformOp.html#AffineTransformOp-java.awt.geom.AffineTransform-int-)([**AffineTransform**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/AffineTransform.html) xform, int interpolationType)  Создает AffineTransformOp заданное аффинное преобразование и тип интерполяции. |
| [**AffineTransformOp**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/AffineTransformOp.html#AffineTransformOp-java.awt.geom.AffineTransform-java.awt.RenderingHints-)([**AffineTransform**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/AffineTransform.html) xform, [**RenderingHints**](https://docs.oracle.com/javase/8/docs/api/java/awt/RenderingHints.html) hints)  Создает AffineTransformOp заданное аффинное преобразование. |

Методы класса AffineTransformOp

|  |  |
| --- | --- |
| **Модификатор и тип** | **Способ и описание** |
| [**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) | [**createCompatibleDestImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/AffineTransformOp.html#createCompatibleDestImage-java.awt.image.BufferedImage-java.awt.image.ColorModel-)([**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) src, [**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) destCM)  Создает обнуленное целевое изображение с правильным размером и количеством полос. |
| [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createCompatibleDestRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/AffineTransformOp.html#createCompatibleDestRaster-java.awt.image.Raster-)([**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) src)  Создает обнуленное назначение Raster с правильным размером и количеством полос. |
| [**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) | [**filter**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/AffineTransformOp.html#filter-java.awt.image.BufferedImage-java.awt.image.BufferedImage-)([**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) src, [**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) dst)  Преобразует источник BufferedImage и сохраняет результаты в пункте назначения BufferedImage. |
| [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**filter**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/AffineTransformOp.html#filter-java.awt.image.Raster-java.awt.image.WritableRaster-)([**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) src, [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) dst)  Преобразует источник Raster и сохраняет результаты в пункте назначения Raster. |
| [**Rectangle2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Rectangle2D.html) | [**getBounds2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/AffineTransformOp.html#getBounds2D-java.awt.image.BufferedImage-)([**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) src)  Возвращает ограничивающую рамку преобразованного изображения. |
| [**Rectangle2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Rectangle2D.html) | [**getBounds2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/AffineTransformOp.html#getBounds2D-java.awt.image.Raster-)([**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) src)  Возвращает ограничивающую рамку преобразованного назначения. |
| int | [**getInterpolationType**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/AffineTransformOp.html#getInterpolationType--)()  Возвращает тип интерполяции, используемый этой операцией. |
| [**Point2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Point2D.html) | [**getPoint2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/AffineTransformOp.html#getPoint2D-java.awt.geom.Point2D-java.awt.geom.Point2D-)([**Point2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Point2D.html) srcPt, [**Point2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Point2D.html) dstPt)  Возвращает местоположение соответствующей точки назначения, заданной точкой в источнике. |
| [**RenderingHints**](https://docs.oracle.com/javase/8/docs/api/java/awt/RenderingHints.html) | [**getRenderingHints**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/AffineTransformOp.html#getRenderingHints--)()  Возвращает подсказки рендеринга, используемые этой операцией преобразования. |
| [**AffineTransform**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/AffineTransform.html) | [**getTransform**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/AffineTransformOp.html#getTransform--)()  Возвращает аффинное преобразование, используемое этой операцией преобразования. |

**Пример использования AffineTransformOp**

**Структура проекта**

![](data:image/png;base64,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)

**package** affineTransformExample;

**import** java.awt.\*;

**import** javax.swing.\*;

**import** java.awt.event.\*;

**import** java.awt.image.\*;

**import** java.awt.geom.AffineTransform;

**public** **class** AffineTransformExample **extends** JFrame {

ShowLabel label;

JComboBox shearX, shearY;

String[] shear={"0.0","0.1", "0.2", "0.3", "0.4", "0.5", "0.6", "0.7", "0.8", "0.9"};

**public** AffineTransformExample() {

**super**("Аффинное преобразование сдвига");

//Container container = getContentPane();

label = **new** ShowLabel();

**this**.add(label);

JPanel panel = **new** JPanel();

panel.setLayout(**new** GridLayout(2, 4, 5, 5));

shearX = **new** JComboBox(shear);

shearX.setSelectedItem("0.00");

panel.add(**new** JLabel("Сдвиг по X:"));

panel.add(shearX);

shearX.addActionListener(**new** ComboBoxListener());

shearY = **new** JComboBox(shear);

shearY.setSelectedItem("0.0");

panel.add(**new** JLabel("Сдвиг по Y:"));

panel.add(shearY);

shearY.addActionListener(**new** ComboBoxListener());

**this**.add(BorderLayout.***NORTH***, panel);

setSize(350,300);

setVisible(**true**);

}

**public** **static** **void** main(String arg[]) {

**new** AffineTransformExample();

}

//Обработка событий JComboBox

**class** ComboBoxListener **implements** ActionListener {

**public** **void** actionPerformed(ActionEvent e) {

JComboBox box = (JComboBox) e.getSource();

**if** (box == shearX) {

label.shearx = Double.*parseDouble*((String) box.getSelectedItem());

label.value(**true**);

label.filter();

label.repaint();

} **else** **if** (box == shearY) {

label.sheary = Double.*parseDouble*((String) box.getSelectedItem());

label.value(**true**);

label.filter();

label.repaint();

}

}

}

}

**class** ShowLabel **extends** JLabel {

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

Image image;

BufferedImage bufferedImage1, bufferedImage2;

BufferedImage bufferedImage;

Graphics2D g2d;

AffineTransform affineTransform;

**double** shearx = 0.0, sheary = 0.0;

ShowLabel() {

image = Toolkit.*getDefaultToolkit*().getImage("images/wellcomimage.jpg");

MediaTracker mediaTracker = **new** MediaTracker(**this**);

mediaTracker.addImage(image, 1);

**try** {

mediaTracker.waitForAll();

} **catch** (Exception e) {}

createImages();

affineTransform = **new** AffineTransform();

}

**public** **void** createImages() {

bufferedImage1 = **new** BufferedImage(image.getWidth(**this**), image.getHeight(**this**), BufferedImage.***TYPE\_INT\_RGB***);

g2d = bufferedImage1.createGraphics();

g2d.drawImage(image, 0, 0, **this**);

bufferedImage = bufferedImage1;

bufferedImage2 = **new** BufferedImage(image.getWidth(**this**), image.getHeight(**this**), BufferedImage.***TYPE\_INT\_RGB***);

}

**public** **void** value(**boolean** shear) {

**if** (shear) {

affineTransform.setToShear(shearx, sheary);

shear = **true**;

}

}

**public** **void** filter() {

AffineTransformOp affineTransformOp = **new** AffineTransformOp(affineTransform, **null**);

Graphics2D G2D = bufferedImage2.createGraphics();

G2D.clearRect(0, 0, bufferedImage2.getWidth(**this**),bufferedImage2.getHeight(**this**));

affineTransformOp.filter(bufferedImage1, bufferedImage2);

bufferedImage = bufferedImage2;

}

**public** **void** paintComponent(Graphics g) {

**super**.paintComponent(g);

Graphics2D g2D = (Graphics2D) g;

g2D.drawImage(bufferedImage, 0, 0, **this**);

}

}

**Класс RescaleOp**

Класс RescaleOp *масштабирует не изображение, а цвет его пикселей*.

Цвет изменяется в соответствии с выражением . Изменение масштаба цвета при a > 1 приводит к увеличению явкости изображения.

 Масштабированные значения выборки обрезаются до минимального или максимального значения, которое можно представить в целевом изображении.

Для растров масштабирование выполняется на диапазонах. Количество наборов констант масштабирования может быть одним, и в этом случае одни и те же константы применяются ко всем полосам, или оно должно равняться количеству полос исходного растра.

Для буферизованных изображений масштабирование работает с цветовыми и альфа-компонентами. Количество наборов масштабирующих констант может быть одним, и в этом случае одни и те же константы применяются ко всем цветовым (но не альфа-компонентам) компонентам. В противном случае количество наборов констант масштабирования может равняться количеству компонентов исходного цвета, и в этом случае масштабирование альфа-компонента (если он присутствует) не выполняется. Если ни один из этих случаев не применим, количество наборов констант масштабирования должно равняться количеству компонентов исходного цвета плюс альфа-компоненты, и в этом случае масштабируются все цветовые и альфа-компоненты.

Источники буферизованных изображений с предварительно умноженными альфа-каналами обрабатываются таким же образом, как и изображения без предварительного умножения. То есть масштабирование выполняется для каждого диапазона для необработанных данных источника BufferedImage без учета того, были ли данные предварительно умножены. Если требуется преобразование цвета в цветовую модель назначения, для этого шага будет учтено предварительно умноженное состояние как источника, так и назначения.

Изображения с IndexColorModel нельзя масштабировать с помощью RescaleOp.

Если в конструкторе указан объект RenderingHints, подсказка цветопередачи и подсказка сглаживания будут использоваться, когда требуется преобразование цвета.

Операция на месте разрешена (т. е. источником и назначением может быть один и тот же объект).

Конструкторы класса RescaleOp

|  |
| --- |
| [**RescaleOp**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/RescaleOp.html#RescaleOp-float:A-float:A-java.awt.RenderingHints-)(float[] scaleFactors, float[] offsets, [**RenderingHints**](https://docs.oracle.com/javase/8/docs/api/java/awt/RenderingHints.html) hints)  Создает новое масштабирование с требуемыми масштабными коэффициентами и смещениями. |
| [**RescaleOp**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/RescaleOp.html#RescaleOp-float-float-java.awt.RenderingHints-)(float scaleFactor, float offset, [**RenderingHints**](https://docs.oracle.com/javase/8/docs/api/java/awt/RenderingHints.html) hints)  Создает новое масштабирование с требуемым масштабным коэффициентом и смещением. |

Методы класса RescaleOp

|  |  |
| --- | --- |
| **Модификатор и тип** | **Метод и описание** |
| [**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) | [**createCompatibleDestImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/RescaleOp.html#createCompatibleDestImage-java.awt.image.BufferedImage-java.awt.image.ColorModel-)([**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) src, [**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) destCM)  Создает обнуленное целевое изображение с правильным размером и количеством полос. |
| [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createCompatibleDestRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/RescaleOp.html#createCompatibleDestRaster-java.awt.image.Raster-)([**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) src)  Создает обнуленное назначение Rasterс правильным размером и количеством полос, учитывая этот источник. |
| [**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) | [**filter**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/RescaleOp.html#filter-java.awt.image.BufferedImage-java.awt.image.BufferedImage-)([**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) src, [**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) dst)  Изменяет масштаб исходного буферного изображения. |
| [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**filter**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/RescaleOp.html#filter-java.awt.image.Raster-java.awt.image.WritableRaster-)([**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) src, [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) dst)  Масштабирует пиксельные данные в исходном растре. |
| [**Rectangle2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Rectangle2D.html) | [**getBounds2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/RescaleOp.html#getBounds2D-java.awt.image.BufferedImage-)([**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) src)  Возвращает ограничивающую рамку масштабированного целевого изображения. |
| [**Rectangle2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Rectangle2D.html) | [**getBounds2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/RescaleOp.html#getBounds2D-java.awt.image.Raster-)([**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) src)  Возвращает ограничивающую рамку масштабированного целевого растра. |
| int | [**getNumFactors**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/RescaleOp.html#getNumFactors--)()  Возвращает количество коэффициентов масштабирования и смещений, используемых при этом изменении масштаба. |
| float[] | [**getOffsets**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/RescaleOp.html#getOffsets-float:A-)(float[] offsets)  Возвращает смещения в заданном массиве. |
| [**Point2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Point2D.html) | [**getPoint2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/RescaleOp.html#getPoint2D-java.awt.geom.Point2D-java.awt.geom.Point2D-)([**Point2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Point2D.html) srcPt, [**Point2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Point2D.html) dstPt)  Возвращает местоположение точки назначения, заданной точкой в источнике. |
| [**RenderingHints**](https://docs.oracle.com/javase/8/docs/api/java/awt/RenderingHints.html) | [**getRenderingHints**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/RescaleOp.html#getRenderingHints--)()  Возвращает подсказки рендеринга для этой операции. |
| float[] | [**getScaleFactors**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/RescaleOp.html#getScaleFactors-float:A-)(float[] scaleFactors)  Возвращает масштабные коэффициенты в заданном массиве. |

**Приме использования**

**Структура проекта**
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Каталог images вначале пуст. После выполнения программы в нем появятся два файла. Чтобы их увидеть, нажмите в Eclipse F5.

Класс DemoRescaleOp

**package** demoRescaleOp;

**import** java.awt.image.\*;

**import** java.net.\*;

**import** java.awt.\*;

**import** java.io.\*;

**import** javax.imageio.\*;

**public** **class** DemoRescaleOp {

**public** **static** **void** main(String[] args) **throws** Exception

{

// Определяем URL изображения. Попробуйте другое

URL url= **new** URL("http://www.rsreu.ru/images/stories/ksapr/sapr2.jpg");

// Читаем изображение

BufferedImage image = ImageIO.*read*(url);

// Сохраняем исходное изображение на диск

ImageIO.*write*(image, "jpg", **new** File("images/image.jpg"));

// Устанавливаем значение параметров масштабирования (factors)

// и смещения (offsets) цвета

// масштаб для каждой составляющей цвета RGB. Поменяте!

**float**[] factors = **new** **float**[] {1.45f, 1.45f, 1.45f};

// смещение для каждой составляющей цвета RGB. Поменяте!

**float**[] offsets = **new** **float**[] {100.0f, 15.0f, 0.0f};

// Создаем объект RescaleOp

RescaleOp rop = **new** RescaleOp(factors, offsets, **null**);

// Фильтруем изображение

BufferedImage bi = rop.filter((BufferedImage)image, **null**);

// Получаем графический контекст изображения

Graphics2D gbi = (Graphics2D) bi.getGraphics();

// Добавляем к изображению строку

gbi.setColor(**new** Color(255, 255, 255));

gbi.drawString("Это судьба!!!", 15, 60);

// Сохраняем отфильтрованное изображение в файл.

ImageIO.*write*(bi, "jpg", **new** File("images/processed.jpg"));

}

}

// Если каталог images пуст, то нажмите F5

**Класс LookupOp**

Позволяет создать произвольное изменение выборочных значений. Для этого используется таблица, в которой указаны правила изменения для каждого выборочного значения.

В качестве параметров конструктор LookupOp использует таблицу преобразования LookupTable и необязательную карту с параметрами рисования.

Класс LookupTable является абстрактным и имеет два не абстракных подкласса: ByteLookupTable и ShortLookupTable.

Класс LookupOp реализует операцию поиска от источника к месту назначения. Объект LookupTable может содержать один массив или несколько массивов с учетом приведенных ниже ограничений.

Для растров поиск работает с диапазонами. Количество поисковых массивов может быть одним, и в этом случае один и тот же массив применяется ко всем диапазонам, или же он должен равняться количеству исходных растровых диапазонов.

Для буферных изображений поиск работает с цветовыми и альфа-компонентами. Количество поисковых массивов может быть одним, и в этом случае один и тот же массив применяется ко всем цветным (но не альфа) компонентам. В противном случае количество поисковых массивов может равняться количеству компонентов исходного цвета, и в этом случае поиск альфа-компонента (если он присутствует) не выполняется. Если ни один из этих случаев не применяется, количество массивов поиска должно равняться количеству компонентов исходного цвета плюс альфа-компонентов, и в этом случае поиск выполняется для всех цветовых и альфа-компонентов. Это допускает неравномерное масштабирование многополосных буферных изображений.

Источники буферизованных изображений с предварительно умноженными альфа-данными обрабатываются таким же образом, как и изображения без предварительного умножения для целей поиска. То есть поиск выполняется для каждого диапазона необработанных данных источника BufferedImage без учета того, были ли данные предварительно умножены. Если требуется преобразование цвета в цветовую модель назначения, для этого шага будет учтено предварительно умноженное состояние как источника, так и назначения.

Изображения с IndexColorModel не могут быть использованы.

Если в конструкторе указан объект RenderingHints, подсказка цветопередачи и подсказка сглаживания могут использоваться, когда требуется преобразование цвета.

Этот класс позволяет источнику быть таким же, как и получателю.

Конструктор LookupOp

|  |
| --- |
| **Конструктор и описание** |
| [**LookupOp**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/LookupOp.html#LookupOp-java.awt.image.LookupTable-java.awt.RenderingHints-)([**LookupTable**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/LookupTable.html) lookup, [**RenderingHints**](https://docs.oracle.com/javase/8/docs/api/java/awt/RenderingHints.html) hints)  Создает LookupOp объект с учетом таблицы поиска и объекта RenderingHints, который может быть null.  **Параметры:**  lookup - указанный LookupTable  hints – указанный RenderingHints, или null |

Методы LookupOp

|  |  |
| --- | --- |
| **Модификатор и тип** | **Метод и описание** |
| [**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) | [**createCompatibleDestImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/LookupOp.html#createCompatibleDestImage-java.awt.image.BufferedImage-java.awt.image.ColorModel-)([**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) src, [**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) destCM)  Создает обнуленное целевое изображение с правильным размером и количеством полос.  Если destCM - null, ColorModel, то будет использоваться подходящая цветовая модель.  **Параметры:**  src - исходное изображение для операции фильтрации  destCM - ColorModel места назначения, которая может быть null.  **ВОЗВРАТ:**  отфильтрованное BufferedImage. |
| [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createCompatibleDestRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/LookupOp.html#createCompatibleDestRaster-java.awt.image.Raster-)([**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) src)  Создает обнуленное назначение Rasterс правильным размером и количеством полос, учитывая этот источник.  **Параметры:**  src – Raster, подлежащий преобразованию  **ВОЗВРАТ:**  обнуленный Raster - место назначения. |
| [**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) | [**filter**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/LookupOp.html#filter-java.awt.image.BufferedImage-java.awt.image.BufferedImage-)([**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) src, [**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) dst)  Выполняет операцию поиска в BufferedImage.  Если цветовая модель в исходном изображении отличается от цветовой модели в целевом изображении, пиксели будут преобразованы в целевом изображении. Если целевым изображением является null, BufferedImage будет создан соответствующий ColorModel.  IllegalArgumentException Может быть выдан, если количество массивов в LookupTable не соответствует ограничениям, указанным в комментарии к классу выше, или если исходное изображение имеет IndexColorModel.  **Параметры:**  src – BufferedImage, подлежащий фильтрации  dst – BufferedImage место, в котором хранятся результаты операции фильтрации  **ВОЗВРАТ:**  отфильтрованный BufferedImage.  **Выбрасывает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если количество массивов в LookupTableне соответствует ограничениям, описанным в комментариях к классу, или если исходное изображение имеет IndexColorModel. |
| [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**filter**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/LookupOp.html#filter-java.awt.image.Raster-java.awt.image.WritableRaster-)([**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) src, [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) dst)  Выполняет операцию поиска в Raster.  Если адресат Raster null Raster указан, то будет создан новый. IllegalArgumentException может быть выброшено, если источник Raster и место назначения Raster не имеют одинакового количества диапазонов или если количество массивов в LookupTable не соответствует ограничениям, указанным в комментарии к классу выше.  **Параметры:**  src – Raster - источник для фильтрации  dst - WritableRaster - место назначения для отфильтрованного src  **ВОЗВРАТ:**  отфильтрованный WritableRaster.  **Выбрасывает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если растры источника и назначения не имеют одинакового количества диапазонов или количество массивов в LookupTable не соответствует ограничениям, описанным в комментариях к классу. |
| [**Rectangle2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Rectangle2D.html) | [**getBounds2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/LookupOp.html#getBounds2D-java.awt.image.BufferedImage-)([**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) src)  Возвращает ограничивающую рамку отфильтрованного целевого изображения.  Поскольку это не геометрическая операция, ограничивающая рамка не изменяется.  **Параметры:**  src – BufferedImage, подлежащий фильтрации  **ВОЗВРАТ:**  границы изображения с отфильтрованной четкостью. |
| [**Rectangle2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Rectangle2D.html) | [**getBounds2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/LookupOp.html#getBounds2D-java.awt.image.Raster-)([**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) src)  Возвращает ограничивающую рамку отфильтрованного целевого растра.  Поскольку это не геометрическая операция, ограничивающая рамка не изменяется.  **Параметры:**  src - Rasterподлежащий фильтрации  **ВОЗВРАТ:**  границы отфильтрованного Raster. |
| [**Point2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Point2D.html) | [**getPoint2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/LookupOp.html#getPoint2D-java.awt.geom.Point2D-java.awt.geom.Point2D-)([**Point2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Point2D.html) srcPt, [**Point2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Point2D.html) dstPt)  Возвращает местоположение точки назначения с учетом точки в источнике.  Если dstPt не nullто, он будет использоваться для хранения возвращаемого значения. Поскольку это не геометрическая операция, то srcPt будет равно dstPt.  **Параметры:**  srcPt - Point2D, представляющий точку на исходном изображении  dstPt - aPoint2D, который представляет местоположение в месте назначения  **ВОЗВРАТ:**  Point2D в месте назначения, который соответствует указанной точке в источнике. |
| [**RenderingHints**](https://docs.oracle.com/javase/8/docs/api/java/awt/RenderingHints.html) | [**getRenderingHints**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/LookupOp.html#getRenderingHints--)()  Возвращает подсказки по рендерингу для этой операции.  **ВОЗВРАТ:**  Объект RenderingHints, связанный с этой операцией. |
| [**LookupTable**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/LookupTable.html) | [**getTable**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/LookupOp.html#getTable--)()  Возвращает LookupTable. |

**Класс ColorConvertOp**

Этот класс выполняет попиксельное преобразование цвета данных в исходном изображении. Результирующие значения цвета масштабируются с точностью до целевого изображения. Преобразование цвета может быть задано с помощью массива объектов ColorSpace или массива объектов ICC\_Profile.

Если источником является буферизованное изображение с предварительно умноженным альфа-значением, цветовые компоненты делятся на альфа-компонент перед преобразованием цвета. Если конечным объектом является буферизованное изображение с предварительно умноженным альфа-значением, цветовые компоненты умножаются на альфа-компонент после преобразования. Растры обрабатываются как не имеющие альфа-канала, т. е. Все полосы являются цветными полосами.

Если в конструкторе указан объект RenderingHints, подсказка цветопередачи и подсказка сглаживания могут использоваться для управления преобразованием цвета.

Источником и назначением может быть один и тот же объект.

Кострукторы ColorConvertOp

|  |
| --- |
| **Конструктор и описание** |
| [**ColorConvertOp**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorConvertOp.html#ColorConvertOp-java.awt.color.ColorSpace-java.awt.color.ColorSpace-java.awt.RenderingHints-)([**ColorSpace**](https://docs.oracle.com/javase/8/docs/api/java/awt/color/ColorSpace.html) srcCspace, [**ColorSpace**](https://docs.oracle.com/javase/8/docs/api/java/awt/color/ColorSpace.html) dstCspace, [**RenderingHints**](https://docs.oracle.com/javase/8/docs/api/java/awt/RenderingHints.html) hints)  Создает новый ColorConvertOp из двух объектов цветового пространства.  Аргумент RenderingHints может быть нулевым. Эта операция в первую очередь полезна для вызова метода filter для растров, и в этом случае два цветовых пространства определяют операцию, которая должна выполняться для растров. В этом случае количество полос в исходном растре должно соответствовать количеству компонентов в srcCspace, а количество полос в целевом растре должно соответствовать количеству компонентов в dstCspace. Для изображений с буферизацией два цветовых пространства определяют промежуточные пространства, через которые источник преобразуется перед преобразованием в целевое пространство.  **Параметры:**  srcCspace - источник ColorSpace  dstCspace - пункт назначения ColorSpace  hints - RenderingHintsобъект, используемый для управления преобразованием цвета, или null  **Выдает:**  [NullPointerException](https://docs.oracle.com/javase/8/docs/api/java/lang/NullPointerException.html) - если либо srcCspace, либо dstCspace равно нулю |
| [**ColorConvertOp**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorConvertOp.html#ColorConvertOp-java.awt.color.ColorSpace-java.awt.RenderingHints-)([**ColorSpace**](https://docs.oracle.com/javase/8/docs/api/java/awt/color/ColorSpace.html) cspace, [**RenderingHints**](https://docs.oracle.com/javase/8/docs/api/java/awt/RenderingHints.html) hints)  Создает новый ColorConvertOp из объекта ColorSpace.  Аргумент RenderingHints может быть нулевым. Эта операция может использоваться только с BufferedImages и в первую очередь полезна, когда вызывается метод [filter](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorConvertOp.html#filter-java.awt.image.BufferedImage-java.awt.image.BufferedImage-) с целевым аргументом null. В этом случае цветовое пространство определяет цветовое пространство назначения для назначения, созданного методом фильтра. В противном случае цветовое пространство определяет промежуточное пространство, в которое преобразуется источник перед преобразованием в целевое пространство.  **Параметры:**  cspace - определяет пункт назначения ColorSpaceили промежуточный ColorSpace  hints - RenderingHintsобъект, используемый для управления преобразованием цвета, или null  **Выбрасывает:**  [NullPointerException](https://docs.oracle.com/javase/8/docs/api/java/lang/NullPointerException.html) - если cspace равно нулю |
| [**ColorConvertOp**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorConvertOp.html#ColorConvertOp-java.awt.color.ICC_Profile:A-java.awt.RenderingHints-)([**ICC\_Profile**](https://docs.oracle.com/javase/8/docs/api/java/awt/color/ICC_Profile.html)[] profiles, [**RenderingHints**](https://docs.oracle.com/javase/8/docs/api/java/awt/RenderingHints.html) hints)  Создает новый ColorConvertOp из массива ICC\_Profiles.  Аргумент RenderingHints может быть нулевым. Последовательность профилей может включать в себя профили, которые представляют цветовые пространства, профили, которые представляют эффекты и т.д. Если вся последовательность не представляет четко определенного преобразования цвета, генерируется исключение.  Для буферных изображений, если цветовое пространство исходного буферного изображения не соответствует требованиям первого профиля в массиве, первое преобразование выполняется в соответствующее цветовое пространство. Если цветовое пространство буферного изображения назначения не соответствует требованиям последнего профиля в массиве, последнее преобразование выполняется в цветовое пространство назначения.  Для растров количество полос в исходном растре должно соответствовать требованиям первого профиля в массиве, а количество полос в целевом растре должно соответствовать требованиям последнего профиля в массиве. Массив должен содержать как минимум два элемента, иначе вызов метода filter для растров вызовет исключение IllegalArgumentException.  **Параметры:**  profiles - массив ICC\_Profileобъектов  hints – объект RenderingHints, используемый для управления преобразованием цвета, или null  **Выбрасывает:**  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - когда последовательность профилей не определяет четко определенное преобразование цвета  [NullPointerException](https://docs.oracle.com/javase/8/docs/api/java/lang/NullPointerException.html) - если значение profiles равно null |
| [**ColorConvertOp**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorConvertOp.html#ColorConvertOp-java.awt.RenderingHints-)([**RenderingHints**](https://docs.oracle.com/javase/8/docs/api/java/awt/RenderingHints.html) hints)  Создает новый ColorConvertOp, который преобразует исходное цветовое пространство в целевое цветовое пространство.  Аргумент RenderingHints может быть нулевым. Эта операция может использоваться только с BufferedImages и будет преобразовывать из цветового пространства исходного изображения в цветовое пространство назначения. Целевой аргумент метода filter не может быть указан как null.  **Параметры:**  hints – объект RenderingHints, используемый для управления преобразованием цвета, или null |

Методы ColorConvertOp

|  |  |
| --- | --- |
| **Модификатор и тип** | **Способ и описание** |
| [**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) | [**createCompatibleDestImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorConvertOp.html#createCompatibleDestImage-java.awt.image.BufferedImage-java.awt.image.ColorModel-)([**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) src, [**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) destCM)  Создает обнуленное целевое изображение с правильным размером и количеством полос, учитывая этот источник. |
| [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createCompatibleDestRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorConvertOp.html#createCompatibleDestRaster-java.awt.image.Raster-)([**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) src)  Создает обнуленный целевой растр с правильным размером и количеством полос, учитывая этот источник. |
| [**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) | [**filter**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorConvertOp.html#filter-java.awt.image.BufferedImage-java.awt.image.BufferedImage-)([**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) src, [**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) dest)  Преобразует в цвет исходное буферное изображение. |
| [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**filter**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorConvertOp.html#filter-java.awt.image.Raster-java.awt.image.WritableRaster-)([**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) src, [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) dest)  Преобразование цвета данных изображения в исходном растре. |
| [**Rectangle2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Rectangle2D.html) | [**getBounds2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorConvertOp.html#getBounds2D-java.awt.image.BufferedImage-)([**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) src)  Возвращает ограничительную рамку назначения с учетом этого источника. |
| [**Rectangle2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Rectangle2D.html) | [**getBounds2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorConvertOp.html#getBounds2D-java.awt.image.Raster-)([**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) src)  Возвращает ограничительную рамку назначения с учетом этого источника. |
| [**ICC\_Profile**](https://docs.oracle.com/javase/8/docs/api/java/awt/color/ICC_Profile.html)[] | [**getICC\_Profiles**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorConvertOp.html#getICC_Profiles--)()  Возвращает массив ICC\_Profiles, используемый для построения этого ColorConvertOp. |
| [**Point2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Point2D.html) | [**getPoint2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorConvertOp.html#getPoint2D-java.awt.geom.Point2D-java.awt.geom.Point2D-)([**Point2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Point2D.html) srcPt, [**Point2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Point2D.html) dstPt)  Возвращает местоположение точки назначения, заданной точкой в источнике. |
| [**RenderingHints**](https://docs.oracle.com/javase/8/docs/api/java/awt/RenderingHints.html) | [**getRenderingHints**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorConvertOp.html#getRenderingHints--)()  Возвращает подсказки рендеринга, используемые этой операцией. |

**Класс ConvolveOp**

Класс реализует операцию свертки (convolution), которая определяет значение цвета точки в зависимости от цветов окружающих точек. Пусть точка с координитами (x, y) имеет цвет С(x, y). Составляем массив весовых коэффициентов, например, из 9 чисел: . Тогда новое значение цвета в точке (x, y) вычисляется следующим образом:

Определяя различные значения весовых коэффициентов можно получать различные визуальные эффекты, усиливая или уменьщая влияние соседних точек.

Если сумма весовых коэффициентов равна 1, то интенсивность цвета на результирующем изображении останется прежней.

Можно использовать различные массивы весовых коэффициентов, нужно только чтобы размерности массива коэффициентов были нечетными.

Свертка выполняется следующим образом:

1. Определяем массив весов, например: float[] w = {0, -1, 0, -1, 5, -1, 0, -1, 0};
2. Создаем экземпляр класса Kernel – ядра свертки: Kernel kern = new Kernel(3, 3, w)
3. Создаем объект класса ConvolveOp с этим ядром: ConvolveOp conv = ConvolveOp(kern);
4. Применяем метод filter() класса ConvolveOp: conv.filter(bi, newbi), где bi и newbi – исходное и отфильтрованное изображение класса BufferedImage.

Класс ConvolveOp работает с данными BufferedImage, в которых цветовые компоненты предварительно умножаются на альфа-компонент. Если исходное BufferedImage имеет альфа-компонент, а цветовые компоненты не умножаются предварительно на альфа-компонент, то данные предварительно умножаются на альфа-компонент перед сверткой. Если в месте назначения есть цветовые компоненты, которые не умножаются предварительно, то альфа-значение разделяется перед сохранением в пункте назначения (если альфа равна 0, цветовые компоненты устанавливаются равными 0). Если у назначения нет альфа-компонента, то результирующая альфа отбрасывается после первого разделения ее на цветовые компоненты.

Растры обрабатываются как не имеющие альфа-канала. Если вышеуказанная обработка альфа-канала в BufferedImages нежелательна, ее можно избежать, получив растр исходного BufferedImage и используя метод filter этого класса, который работает с растрами.

Если в конструкторе указан объект RenderingHints, подсказка цветопередачи и подсказка сглаживания могут использоваться, когда требуется преобразование цвета.

Источником и местом назначения не может быть один и тот же объект.

Поля класса ConvolveOp

|  |  |
| --- | --- |
| **Модификатор и тип** | **Поле и описание** |
| static int | [**EDGE\_NO\_OP**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ConvolveOp.html#EDGE_NO_OP)  Пиксели на краю исходного изображения копируются в соответствующие пиксели в месте назначения без изменений. |
| static int | [**EDGE\_ZERO\_FILL**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ConvolveOp.html#EDGE_ZERO_FILL)  Пиксели на краю целевого изображения обнуляются.  Это значение используется по умолчанию. |

Конструкторы класса ConvolveOp

|  |
| --- |
| **Конструктор и описание** |
| [**ConvolveOp**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ConvolveOp.html#ConvolveOp-java.awt.image.Kernel-)([**Kernel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Kernel.html) kernel)  Создает свертку с заданным ядром. |
| [**ConvolveOp**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ConvolveOp.html#ConvolveOp-java.awt.image.Kernel-int-java.awt.RenderingHints-)([**Kernel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Kernel.html) kernel, int edgeCondition, [**RenderingHints**](https://docs.oracle.com/javase/8/docs/api/java/awt/RenderingHints.html) hints)  Создает ConvolveOp с учетом ядра, граничного условия и объекта RenderingHints (который может быть нулевым). |

Методы класса ConvolveOp

|  |  |
| --- | --- |
| **Модификатор и тип** | **Метод и описание** |
| [**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) | [**createCompatibleDestImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ConvolveOp.html#createCompatibleDestImage-java.awt.image.BufferedImage-java.awt.image.ColorModel-)([**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) src, [**ColorModel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ColorModel.html) destCM)  Создает обнуленное целевое изображение с правильным размером и количеством полос. |
| [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**createCompatibleDestRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ConvolveOp.html#createCompatibleDestRaster-java.awt.image.Raster-)([**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) src)  Создает обнуленный целевой растр с правильным размером и количеством полос, учитывая этот источник. |
| [**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) | [**filter**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ConvolveOp.html#filter-java.awt.image.BufferedImage-java.awt.image.BufferedImage-)([**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) src, [**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) dst)  Выполняет свертку для буферизованных изображений.  Каждый компонент исходного изображения будет свернут (включая альфа-компонент, если он присутствует). Если цветовая модель в исходном изображении отличается от цветовой модели в целевом изображении, пиксели будут преобразованы в цветовую модель в целевом изображении. Если целевому изображению присвоено значение null, будет создано BufferedImage с использованием исходной цветовой модели. Исключение IllegalArgumentException может быть вызвано, если источник совпадает с местом назначения.  **Параметры:**  src - источник BufferedImage для фильтрации  dst - место назначения BufferedImage для отфильтрованного src  **ВОЗВРАТ:**  отфильтрованный BufferedImage  **Выбрасывает:**  [NullPointerException](https://docs.oracle.com/javase/8/docs/api/java/lang/NullPointerException.html) - если srcесть null  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если src равно dst  [ImagingOpException](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImagingOpException.html) - если srcн евозможно отфильтровать |
| [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) | [**filter**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ConvolveOp.html#filter-java.awt.image.Raster-java.awt.image.WritableRaster-)([**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) src, [**WritableRaster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/WritableRaster.html) dst)  Выполняет свертку для растров.  Каждая полоса исходного растра будет свернута. Источник и место назначения должны иметь одинаковое количество диапазонов. Если целевой растр имеет значение null, будет создан новый растр. Исключение IllegalArgumentException может быть выброшено, если источник совпадает с местом назначения.  **Параметры:**  src - источник Raster для фильтрации  dst - место назначения WritableRaster для отфильтрованного src  **ВОЗВРАТ:**  отфильтрованный WritableRaster  **Иыбрасывает:**  [NullPointerException](https://docs.oracle.com/javase/8/docs/api/java/lang/NullPointerException.html) - если src - null  [ImagingOpException](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImagingOpException.html) - если src и dst не имеют одинакового количества полос  [ImagingOpException](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ImagingOpException.html) - если src невозможно отфильтровать  [IllegalArgumentException](https://docs.oracle.com/javase/8/docs/api/java/lang/IllegalArgumentException.html) - если src равно dst |
| [**Rectangle2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Rectangle2D.html) | [**getBounds2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ConvolveOp.html#getBounds2D-java.awt.image.BufferedImage-)([**BufferedImage**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/BufferedImage.html) src)  Возвращает ограничивающую рамку отфильтрованного целевого изображения. |
| [**Rectangle2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Rectangle2D.html) | [**getBounds2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ConvolveOp.html#getBounds2D-java.awt.image.Raster-)([**Raster**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Raster.html) src)  Возвращает ограничивающую рамку отфильтрованного целевого растра. |
| int | [**getEdgeCondition**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ConvolveOp.html#getEdgeCondition--)()  Возвращает граничное условие. |
| [**Kernel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/Kernel.html) | [**getKernel**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ConvolveOp.html#getKernel--)()  Возвращает ядро. |
| [**Point2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Point2D.html) | [**getPoint2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ConvolveOp.html#getPoint2D-java.awt.geom.Point2D-java.awt.geom.Point2D-)([**Point2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Point2D.html) srcPt, [**Point2D**](https://docs.oracle.com/javase/8/docs/api/java/awt/geom/Point2D.html) dstPt)  Возвращает местоположение точки назначения с учетом точки в источнике. |
| [**RenderingHints**](https://docs.oracle.com/javase/8/docs/api/java/awt/RenderingHints.html) | [**getRenderingHints**](https://docs.oracle.com/javase/8/docs/api/java/awt/image/ConvolveOp.html#getRenderingHints--)()  Возвращает подсказки рендеринга для этой операции. |

Пример использования. Фильтр размытия

**import** java.awt.\*;

**import** java.awt.image.\*;

**import** java.io.IOException;

**import** java.net.MalformedURLException;

**import** java.net.URL;

**import** javax.imageio.ImageIO;

**import** java.awt.event.\*;

**public** **class** ConvolveDemo **extends** Frame{

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

**private** BufferedImage bi;

// Конструктор

**public** ConvolveDemo(String s) {

**super** (s) ;

URL url = **null**;

// Адрес изображения на сайте РГРТУ

**try** {

url = **new** URL("http://www.rsreu.ru/modules/mod\_imgslide/images/fasade\_rsreu\_2020.jpg");

} **catch** (MalformedURLException e) {

e.printStackTrace();

}

//Читаем изображение с сайта РГРТУ

BufferedImage img = **null**;

**try** {

img = ImageIO.*read*(url);

} **catch** (IOException e1) {

e1.printStackTrace();

}

// Создаем объект BufferedImage

bi = **new** BufferedImage(img.getWidth(**null**), img.getHeight(**null**),BufferedImage.***TYPE\_INT\_RGB***);

// Выводим

Graphics2D big = bi.createGraphics();

big.drawImage(img, 0, 0, **this**);

}

**public** **void** paint(Graphics g){

Graphics2D g2 = (Graphics2D)g;

**int** w = **this**.getSize().width;

**int** bw = bi.getWidth(**null**);

**int** bh = bi.getHeight(**null**);

BufferedImage bimg = **new** BufferedImage(bw, bh, BufferedImage.***TYPE\_INT\_RGB***);

//Матрица фильтра размытия для ядра свёртки

**float**[] wl = {

0.11111111f, 0.11111111f, 0.11111111f,

0.11111111f, 0.11111111f, 0.11111111f,

0.11111111f, 0.11111111f, 0.11111111f };

// Ядро свертки

Kernel kern = **new** Kernel(3, 3, wl);

// Обънкт ConvolveOp

ConvolveOp cop = **new** ConvolveOp(kern, ConvolveOp.***EDGE\_NO\_OP***, **null**);

// Применение свертки

cop.filter(bi, bimg) ;

// Выводим исходное и размытое изображения

g2.drawImage(bi, **null**, 0, 0);

g2.drawImage(bimg, **null**, w/2, 0);

}

**public** **static** **void** main(String args[]){

Frame f = **new** ConvolveDemo("ConvolveDemo - Исходное и размытое изображения");

f.addWindowListener(**new** WindowAdapter(){

**public** **void** windowClosing(WindowEvent e) {

System.*exit*(0);

}

}

);

f.setSize(800,300);

f.setResizable(**false**);

f.setVisible(**true**);

}

}

ЗАДАНИЕ. Реализуйте фильтры со следующими ядрами. Результат применения каждого фильтра сохраните в отдельном файле.

1) Фильтр размытия Гаусса с ядром
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2) Фильт размытия с ядром
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3) Фильтр повышения резкости с ядром

![](data:image/png;base64,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)

4) Фильтр выделения границ с ядром
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5) Фильтр тиснения с ядром
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6) Акварельный фильтр.

Выполняется в 2 шага.

Шаг 1. Фильтр с ядром
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Шаг 2. Фильт с ядром
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